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  第1章　从这里开始，起飞了
 
1.1　脚本文件的书写格式
 
什么是Shell脚本文件？简单来说就是将Linux或类UNIX系统的命令写入一个文件中，这个文件就是一个Shell脚本文件。所以我们编写的Shell脚本文件必须在Linux或类UNIX操作系统中运行，本书所采用的操作系统平台是CentOS，给予脚本文件执行权限并运行脚本文件后，计算机就会从上往下顺序执行脚本文件内容中的命令。相对于在命令行手动执行系统命令而言，脚本文件的优势是一旦编写完成，以后就可以自动完成脚本文件中的所有命令（效率更高）。而且，相同的脚本文件可以被反复调用并执行，避免了不必要的手动重复输入命令的工作。
 
脚本就是一个文件，那么我们使用什么工具来创建这个文件呢？其实，脚本文件就是一个普通的文本文件，所以使用任何一款文本编辑器软件都可以创建脚本文件。如VIM、gedit、Emacs、Notepad++、Sublime、Atom等工具，在后面章节的案例中我们使用的是VIM编辑器。新建文件时推荐使用.sh作为文件的扩展名，让人一看便知该文件是一个Shell脚本文件。
 
脚本文件又有哪些书写格式要求呢？首先，脚本文件第一行要求使用shebang（#！）符号指定一个脚本的解释器，如#！/bin/bash、#！/bin/sh、#！/usr/bin/env python等，该行被#注释，所以不会被当作命令来执行，但计算机通过该注释信息得知应该使用什么解释器来解释整个脚本文件中的所有有效代码（本书案例中使用的解释器是/bin/bash）。其次，脚本文件使用#或＜＜符号实现单行或多行注释，被注释的关键词或代码将不被执行，注释主要是给人看的！通过阅读注释我们可以快速了解脚本文件的功能、版本、作者联系方式等，核心作用还是对脚本文件或代码块的功能进行说明。最后，最重要的内容就是代码部分，一般一行代码是一条命令，按从上往下的顺序执行脚本文件中所有有效的代码命令。
 
下面我们来编写第一个脚本文件，看看脚本文件的构成。
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注意
 
＜＜符号后面的关键词可以是任意字符串，但前面使用什么关键词，结束注释时必须使用相同的关键词。如果从＜＜ABC开始注释，则结束注释信息时也必须使用ABC（字母区分大小写）。
 
1.2　脚本文件的各种执行方式
 
编写好脚本文件后，接下来就是执行了。执行脚本文件的方式有很多种，有需要执行权限的方式、有不需要执行权限的方式、有开启子进程的方式、有不开启子进程的方式。
 
1）脚本文件自身没有可执行权限
 
如果暂时还没有给脚本文件可执行的权限，那么默认脚本是无法直接执行的，但bash或sh这样的解释器，可以将脚本文件作为参数（读取脚本文件中的内容）来执行脚本文件。
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通过以上3条命令的输出信息，我们可以看到，在没有执行权限的情况下，执行./（当前目录）下的first.sh脚本文件会出现报错信息，而使用bash和sh将first.sh脚本作为参数执行，就可以输出正确的信息“hello the world”。
 
2）脚本文件具有可执行权限
 
通过chmod命令可以给脚本文件分配执行权限，脚本文件一旦有了执行权限，就可以使用绝对路径或相对路径执行了。以下假设某个脚本文件，绝对路径为/root/first.sh，则执行脚本文件效果如下。
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3）开启子进程执行的方式
 
关于是否开启子进程，我们首先要了解什么是子进程，一般可以通过pstree命令来查看进程树，了解进程之间的关系。
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通过以上输出，我们可以看到计算机启动的第一个进程是systemd，然后在这个进程下启动了N个子进程，如NetworkManager、atd、chronyd、sshd这些都是systemd的子进程。而在sshd进程下又有2个sshd的子进程，在2个sshd子进程下又开启了bash解释器子进程，而且在其中一个bash进程下面还执行了一条pstree命令。对于刚才我们说的不管是直接执行脚本，还是使用bash或sh这样的解释器执行脚本，都是会开启子进程的。下面通过一个脚本文件演示效果。
 
首先，打开一个命令终端，在该命令终端中编写脚本文件，并执行脚本文件。
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然后，开启一个命令终端，在这个终端中通过pstree命令观察进程树。
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通过输出可以看到，在bash终端下开启了一个子进程脚本文件，通过脚本文件执行了一条sleep命令。
 
回到第一个终端，使用Ctrl+C组合键终止前面执行的脚本文件，使用bash命令再次执行该脚本。
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最后，在第二个终端上使用pstree命令观察实验结果。
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结果类似，在bash进程下开启了一个bash子进程，在bash子进程下执行了一条sleep命令。
 
4）不开启子进程的执行方式
 
下面我们来看看不开启子进程的执行方式的案例，与之前的实验类似，我们需要开启两个命令终端。
 
首先，打开第一个终端，这次使用source或.（点）命令来执行脚本文件。
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或者
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然后，我们再打开第二个终端，通过pstree命令观察结果。
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通过实验结果可以看到，脚本文件中的sleep命令是直接在bash终端下执行的。
 
最后，我们编写一个特殊的脚本文件，内容如下。
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对于这个脚本文件，分别使用开启子进程和不开启子进程的方式执行。
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你可能已经发现了，source命令不开启子进程执行脚本文件会导致整个终端被关闭，而bash命令开启子进程的方式执行脚本文件却不受任何影响，为什么呢？希望大家可以自己思考这个问题！
 
1.3　如何在脚本文件中实现数据的输入与输出
 
在Linux系统中使用echo命令和printf命令都可以实现信息的输出功能，下面我们分别看这两个命令的应用案例。
 
1）使用echo命令创建一个脚本文件菜单
 
功能描述：echo命令主要用来显示字符串信息。
 
echo命令的语法格式如下。
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从上面的脚本文件中可以看到，echo命令可以实现任意字符串消息的输出，可以使用多个echo命令输出多条信息，也可以使用一个echo命令，利用引号将多条信息一起输出。但这些输出信息都使用默认的黑色字体，也无法居中显示，而当我们需要醒目地显示信息以提示用户注意时，这种输出可能略显单调。echo命令支持-e选项，使用该选项可以让echo命令识别\后面的转义符号含义，常见转义符号如表1-1所示。其中\033或\e后面可以跟终端编码，终端编码可以用于定义终端的字体颜色、背景颜色、定位光标等。
 

 表1-1　常见转义符号
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应用案例：
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因为没有-e选项，不支持\字符，所以屏幕会将原始内容\t直接输出。
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输出hello后，再输出Tab缩进，最后输出world，最终结果是hello world。
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输出helle，然后将光标左移1位，接着输出o world，原有的字母e被新的字母o替代，所以最终输出结果是hello world。注意：-e选项和后面需要输出的内容之间至少有一个空格！
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与上面的案例类似，左移2位，最终输出结果是helo world。
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输出hello，换行但光标仍旧停留在原来的位置，也就是字母o后面的这个位置，然后输出world。
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加粗显示OK，\033或\e后面跟不同的代码可以设置不同的终端属性，1m是让终端粗体显示字符串，后面的OK就是需要显示的字符串内容，最后\033［0m是在加粗输出OK后，关闭终端的属性设置。如果最后没有使用0m关闭属性设置，则之后终端中所有的字符串都使用粗体显示。执行下面这条命令后，会发现除了OK加粗显示，后面在终端中输出的所有字符串都加粗显示。
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试一试
 
还有其他颜色吗？如92m？大家可以自己试一试！
 
除了可以定义终端的字体颜色、样式、背景，还可以使用H定义位置属性。例如，可以通过下面的命令在屏幕的第3行、第10列显示OK。
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最后，我们使用echo命令编写一个更有趣的脚本文件菜单！下面这个脚本文件，首先使用clear命令将整个屏幕清空，然后使用echo命令设置终端属性，打印了一个有颜色、有排版的个性化菜单。至于具体的颜色搭配，各位读者可以根据自己的需求进行个性化设计。
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2）扩展知识，使用printf命令创建一个脚本菜单
 
Linux系统中除了echo命令可以输出信息，还可以使用printf命令实现相同的效果。
 
功能描述：printf命令可以格式化输出数据。
 
printf命令的语法格式如下。
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备注：一般printf命令的参数就是需要输出的内容。
 
常用的格式字符串及功能描述如表1-2所示。
 

 表1-2　常用的格式字符串及功能描述
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应用案例：
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该命令的格式%5d设置了打印宽度为5，以右对齐的方式显示整数12。注意，该命令的输出信息12前面有3个空格。3个空格+2个数字一起是5个字符的宽度。如果需要左对齐，则可以使用%-5d实现效果，比如下面这条命令。
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注意，printf命令输出信息后，默认是不换行的！如果需要换行则可以使用\n命令符。为了更好地观察左右对齐的效果，下面的案例中会打印两个确定位置的符号。
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左对齐输出12，输出的内容占用10个字符宽度，12占用2个字符宽度，后面跟了8个空格位置。默认printf命令输出内容后不会换行，使用\n命令符可以在输出内容后换行。
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显示10的八进制值，八进制12转换为十进制正好是10。
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0x11表示的是十六进制的11，printf命令将十六进制的11转换为十进制整数输出（17）。
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011表示的是八进制的11，printf命令将八进制的11转换为十进制整数输出（9）。
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当使用\d打印比较大的整数时，系统提示超出范围，并提示可以打印的最大数是9223372036854775807。如果需要打印这样的大整数，则需要使用\u命令符，但\u命令符也有最大的显示值（18446744073709551615），当大于最大值时则无法打印。
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下面我们看看使用printf命令输出一个菜单的脚本案例。
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3）使用read命令读取用户的输入信息
 
前面我们学习了在Shell脚本中实现输出数据的方法，接下来探讨如何解决输入的问题，在Shell脚本中允许使用read命令实现数据的输入功能。
 
功能描述：read命令可以从标准输入读取一行数据。
 
read命令的语法格式如下。
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如果未指定变量名，则默认变量名称为REPLY。
 
read命令常用的选项如表1-3所示。
 

 表1-3　read命令常用的选项
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从标准输入中读取数据，这里通过键盘输入了123，read命令则从标准输入读取这个123，并将该字符串赋值给变量key1，对于key1这个变量，我们可以使用echo $key1显示该变量的值。
 
应用案例：
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注意，这里提示输入密码后，当用户输入密码123时，计算机将密码的明文显示在屏幕上，这不是我们想看到的效果！怎么办？read命令支持-s选项，这个选项可以让用户输入的任何数据都不显示，但read命令依然可以读取用户输入的数据，只是数据不显示而已。
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下面我们看一个使用read命令编写的脚本案例。
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这个脚本通过read命令读取用户输入的用户名和密码，并且在读取用户输入的密码时，不直接在屏幕上显示密码的内容，这样更安全。用户输入的用户名和密码分别保存在user和pass这两个变量中，下面就通过$调用变量中的值，使用useradd命令创建一个系统账户，使用passwd命令给用户配置密码。直接使用passwd修改密码默认采用人机交互的方式配置密码，需要人为手动输入密码，并且要重复输入两次。这里我们使用了一个|符号，这个符号就像管道，它的作用是将前一个命令的输出结果，通过管道传给后一个命令，作为后一个命令的输入。
 
有时候，在Linux系统中我们需要完成一个复杂的任务，但是某一个命令可能无法完成这个任务，此时，我们就需要使用管道把两个或多个命令组合在一起来完成这样的任务。
 
如图1-1所示，类似于传输水的管道，Linux系统的管道，可以将命令1的输出结果（数据），存储到管道中，然后让命令2从管道中读取数据，并对数据做进一步的处理。
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 图1-1　管道


 
下面我们看几个管道的案例。
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who这条命令，可以帮助我们查看有哪些账户在什么时间登录了计算机。但是，当计算机的登录信息非常多时，需要人为记录登录的数量就很不方便，而Linux系统中的wc命令可以统计行数，但wc命令是需要数据的，给wc若干行数据，这个命令就可以自动统计数据的行数。我们可以使用管道将who和wc命令结合在一起使用。
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再比如，ss命令可以查看Linux系统中所有服务监听的端口列表。但是ss命令自身没有灵活的过滤功能，而grep命令有比较强大灵活的过滤功能，这样的话也可以通过管道将这两个命令结合在一起使用。
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很明显，没有使用grep命令过滤的数据量比较多，看起来不够清晰，而ss命令把自己输出的数据存入管道后，grep命令再从管道中读取数据，在众多数据中过滤出包含sshd的数据行，最后输出结果就只有两行数据。这样能比较简单明了地看到我们需要的数据。
 
有些命令比较特殊，比如前面我们用到的passwd命令，它是用来修改系统的账户密码的，但是该命令默认只能从键盘读取密码，如果希望命令从管道中读取数据后作为密码则需要使用--stdin选项。
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如图1-2所示，echo命令默认会把输出结果显示在屏幕上，而有了管道后，echo命令可以把输出的123456存储到管道中，passwd再从管道中读取123456，来修改系统账户jacob的密码。
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 图1-2　echo命令


 
1.4　输入与输出的重定向
 
在大多数系统中，一般会默认把输出信息显示在屏幕上，而标准的输入信息则通过键盘获取。但在编写脚本时，当有些命令的输出信息我们不能或不希望显示在屏幕上（脚本执行时，大量的输出信息反而会让用户感到迷茫）。此时，不如先把输出的信息暂时写入文件中，后期需要时，再读取文件，提取需要的信息。对于默认的标准输入信息也会有类似的问题，在Linux系统中当我们使用mail命令发送邮件时，程序需要读取邮件的正文，默认通过读取键盘的输入数据作为正文，这样会让脚本进入交互模式，因为读取键盘信息是需要人为手动输入的。此时，如果能改变默认的输入方式，不再从键盘读取数据，而是从提前准备好的文件中读取数据，就可以让mail程序在需要时自动读取文件内容，自动发送邮件，而不需要人为的手动交互。这样脚本的自动化效果会更好。
 
在Linux系统中输出可以分为标准输出和标准错误输出。标准输出的文件描述符为1，标准错误输出的文件描述符为2。而标准输入的文件描述符则为0。
 
如果希望改变输出信息的方向，可以使用＞或＞＞符号将输出信息重定向到文件中。使用1＞或1＞＞可以将标准输出信息重定向到文件（1可以忽略不写，默认值就是1），也可以使用2＞或2＞＞将错误的输出信息重定向到文件。这里使用＞符号将输出信息重定向到文件，如果文件不存在，则系统会自动创建该文件，如果文件已经存在，则系统会将该文件的所有内容覆盖（原有数据会丢失！）。而使用＞＞符号将输出信息重定向到文件，如果文件不存在，则系统会自动创建该文件，如果文件已经存在，则系统会将输出的信息追加到该文件原有信息的末尾。
 
下面的例子中，echo命令本来会将数据输出显示在屏幕上，但如果使用重定向后就可以将输出的信息导出到文件中。
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前面的echo命令不会出现报错信息。但使用ls命令时，根据文件是否存在，最后的输出信息又分为标准输出和错误输出。此时，如果我们仅使用＞或＞＞，则无法将错误信息重定向导出到一个文件。
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这里我们就需要使用2＞或2＞＞来实现错误输出的重定向。
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如果一条命令既有标准输出（正确输出），又有错误输出，该如何重定向呢？
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其实，我们可以将标准输出和错误输出分别重定向到不同的文件，也可以同时将它们重定向到相同的文件。
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使用&＞符号可以同时将标准输出和错误输出都重定向到一个文件（覆盖），也可以使用&＞＞符号实现追加重定向。
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最后，我们还可以使用2＞&1将错误输出重定向到标准正确输出，也可以使用1＞&2将标准正确输出重定向到错误输出。
 
下面的命令虽然都在屏幕上显示了结果。第一条命令虽然是报错信息，却是从标准正确的通道显示在屏幕上的。而第二条命令虽然原本没有错误信息，但通过将正确信息重定向到错误输出，最后的hello是通过错误输出的通道显示在屏幕上的。
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图1-3是ls命令对比。正常情况下，因为系统没有/nofile文件，所以ls命令会报错，报错信息会通过错误输出的通道传递给显示器。但当我们使用2＞&1命令时，就会把错误信息重定向到标准正确输出，虽然屏幕最终也会显示报错信息，却是通过标准输出通道传递给显示器的。
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 图1-3　ls命令对比


 
图1-4是echo命令对比。正常情况下，echo命令会通过标准输出将消息显示在屏幕上。而当我们使用1＞&2时，系统就会把正确的输出信息重定向到错误输出，虽然屏幕上最终也显示了hello，却是通过错误输出通道传递给显示器的。
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 图1-4　echo命令对比
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结合这种特殊的重定向方式，我们还可以将标准输出重定向到文件，然后将错误输出重定向到标准正确输出。最终把正确的和错误的信息都导入文件中，如图1-5所示。
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 图1-5　标准输出与错误输出


 
Linux系统中有一个特殊的设备/dev/null，这是一个黑洞。无论往该文件中写入多少数据，都会被系统吞噬、丢弃。如果有些输出信息是我们不再需要的，则可以使用重定向将输出信息导入该设备文件中。注意：数据一旦导入黑洞将无法找回。
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除了可以对输出进行重定向，还可以对输入进行重定向。默认标准输入为键盘鼠标。但键盘需要人为的交互才可以完成输入。比如下面的mail命令，执行完命令后程序就会进入等待用户输入邮件内容的状态，只要用户不输入内容，并使用独立的一行点表示邮件内容结束，mail程序就会一直停留在该状态。
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以上所有邮件正文都需要人工手动输入，而未来当我们需要使用脚本自动发送邮件时，这就存在问题。为了解决这个问题，我们可以使用＜符号进行输入重定向。＜符号后面需要跟一个文件名，这样可以让程序不再从键盘读取输入数据，而从文件中读取数据。
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如果我们希望自动非交互地发送邮件，而又没有提前准备文件，可以吗？
 
可以使用＜＜符号实现相同的效果。这样脚本就不需要依赖邮件内容的文件即可独立运行。使用＜＜符号可以将数据内容重定向传递给前面的一个命令，作为命令的输入。
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＜＜符号（也被称为Here Document）代表你需要的内容在这里。下面看一个cat通过Here Document读取数据，再通过输出重定向将数据导出到文件的例子。
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在Linux系统中经常会使用fdisk命令对磁盘进行分区，但该命令是交互式的，而我们现在需要编写脚本实现自动分区、自动格式化、自动挂载分区等操作。针对这种问题，也可以通过Here Document来解决。下面我们来编写一个这样的自动分区脚本。
 
警告
 
该脚本会删除磁盘中的所有数据，全部数据都将丢失！
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在编写脚本时为了提高代码的可读性，往往需要在代码中添加额外的缩进。然而，使用＜＜将数据导入程序时，如果内容里面有缩进，则连同缩进的内容都会传递给程序。而此时的Tab键仅仅起缩进的作用，我们并不希望传递给程序。如果需要，可以使用＜＜-符号重定向输入的方式实现，这样系统会忽略掉所有数据内容及分隔符（EOF）前面的Tab键。使用这种方式仅可以忽略Tab键，如果Here Document的正文内容有空格缩进，则无效。
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1.5　各种引号的正确使用姿势
 
1）单引号与双引号
 
在编写脚本时我们经常需要用到引号，而Shell支持多种引号，如""（双引号）、''（单引号）、``（反引号）、\（转义符号）。这么多的符号，都是在什么情况下使用的呢？下面我们看几个案例。
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这里可以看出双引号的作用是引用一个整体，计算机会把引号中的所有内容当作一个整体看待。而不使用双引号时，创建的是三个不同的文件。当后期需要删除文件时，也会出现类似的问题。
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这样的输出结果很容易让人误解，这里到底有几个文件？文件名到底是什么？
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因为这里没有使用双引号，所以系统理解的是需要删除a、b和c这三个文件，但其实现在系统中没有这三个文件，而只有一个文件，名称为“a b c”，其中空格也是文件名的一部分，这个文件应怎么删除呢？
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通过使用双引号，成功删除了这个文件。在Linux系统中，除了可以使用双引号引用一个整体，还可以使用单引号引用一个整体，同时单引号还有另外一个功能，即可以屏蔽特殊符号（将特殊符号的特殊含义屏蔽，转化为字符表面的名义）。
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上面两条命令因为没有特殊符号，所以使用双引号或单引号的作用是一样的。但是，当有特殊符号时，单引号和双引号不能互换，比如下面的例子。
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在Shell中，#符号有特殊含义，是注释符号。#符号及#符号后面的内容都会被程序理解为注释，而不会被执行，这条命令本来想通过屏幕输出一个#符号，但实际的输出结果却是空白行。如果我们希望输出这个#号，则可以使用单引号，将#符号的特殊含义屏蔽掉。
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另外，在Shell中$符号有提取变量值的特殊含义，而当我们需要直接使用$这个符号时，也需要使用单引号的屏蔽功能。
 

 [image: img]

 
其实，在Linux中具有屏蔽功能的除单引号外，还有\符号，虽然\符号也可以实现屏蔽转义的功能，但\符号仅可以转义其后面的第一个符号，而单引号可以屏蔽引号内所有的特殊符号，如下所示。
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2）命令替换
 
最后，我们来了解``符号（反引号），反引号是一个命令替换符号，它可以使用命令的输出结果替代命令，下面我们看一个例子。
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使用上面这条命令可以把/var/log目录下的所有数据备份到/root目录下，但是备份的文件名是固定的。如果需要系统执行计划任务，实现在每周星期五备份一次数据，然后新的备份就会把原有的备份文件覆盖（因为文件名是固定的）。到最后发现其实仅备份了最后一周的数据，前面的所有数据全部丢失！怎么解决这个问题呢？
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这条命令依然使用tar命令进行备份。但是，因为使用了``符号实现命令替换，所以这里备份的文件名不再是date，而是date命令执行后的输出结果，即使用命令的输出结果替换date命令本身的字符串，最后备份的文件名类似log-20180725.tar.gz。文件名中具体的时间根据执行命令时的计算机系统时间而定。再看几个例子。
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反引号虽然很好用，但也有其自身的缺陷，比如容易跟单引号混淆，不支持嵌套（反引号中再使用反引号），为了解决这些问题，人们又设计了$（）组合符号，功能也是命令替换，而且支持嵌套功能，如下面的案例所示。
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1.6　千变万化的变量
 
水不流动则为死水，如果脚本使用的常量全是永恒不变的，那么脚本的功能就不够灵活，仅是一个可以满足特定需求的固定脚本。如果水流动了，就会出现千姿百态的形态；脚本如果使用了变量，也会变得更加灵活和多变。就像现实生活中气温和气压是实时变化的数据量一样，脚本需要处理的计算机数据往往也是实时变化的。在Linux系统中，变量分为系统预设变量和用户自定义变量。
 
首先，我们来看看自定义变量如何定义和调用。在Linux系统中，自定义变量的定义格式为变量名=变量值，变量名仅是用来找到变量值的一个标识而已，它本身没有任何其他功能。在定义变量时，变量名仅可以使用字母（大小写都可以）、数字和下画线（_）组合，而且不可以使用数字开头。此外，在工作中定义变量名时最好使用比较容易理解的单词或拼音，切记不要使用随意的字符给变量命名，没有规律的变量名会让脚本的可阅读性变得极差！表1-4中列举了几个合法和非法的变量名示例，需要注意的是，定义变量时等号两边不可以有空格。
 

 表1-4　变量名示例
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 续表
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其次，当需要读取变量值时，需要在变量名前添加一个美元符号“$”；而当变量名与其他非变量名的字符混在一起时，需要使用｛｝分隔。
 
最后，如果需要取消变量的定义，则可以使用unset命令删除变量。
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上面这条命令的返回值为空，因为没有定义一个名称是testRMB的变量，而且实际需要输出的应该是123RMB。此时就需要使用｛｝分隔变量名和其他字符。
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虽然这三条命令都没有使用｛｝分隔变量名与其他字符，但最后返回值也不为空白，因为Shell变量名称仅可以由字母、数字、下画线组成，不可能包括特殊符号（如横线、冒号、空格等），所以系统不会把特殊符号当作变量名的一部分，系统会理解变量名为test，后面是其他跟变量名无关的字符串。下面我们看一个简单的使用变量的案例。
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脚本案例解析如下。
 
这个脚本中定义了三个变量，三个变量值都是命令的返回结果，因此每次执行脚本时变量值都有可能发生变化。但是，不管变量值怎么变化，脚本都可以在最后正常地输出这些变量值。
 
第一个变量，localip存储本机eth0网卡的IP地址，这里假设系统中有eth0网卡并且配置了IP地址。第二个变量，mem存储本机内存剩余的容量。第三个变量，cpu存储本机CPU 15min内的平均负载。
 
在获取这三个变量值的语句中，都使用了tr和cut命令，tr -s后面使用引号引用了一个空格，作用是将管道传送的数据中连续的多个空格合并为一个空格。如果-s选项后面使用引号引用其他的字符，则效果也一样，可以把多个连续的特定字符合并为一个字符。而使用cut命令，可以帮助我们获取数据的特定列（使用-f选项指定需要获取的列数），并且可以通过-d选项设置以什么字符为列的分隔符。具体参考下面的案例。
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上面介绍的是用户自定义变量，接下来了解系统预设变量。系统预设变量，顾名思义就是系统已经预先设置好的变量，不需要用户自己定义便可以直接使用的变量。系统预设变量基本都是以大写字母或使用部分特殊符号为变量名[1]。表1-5中列举了系统中常见的系统预设变量。
 

 表1-5　常见的系统预设变量
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系统预设变量可以细分为：环境变量、位置变量、预定义变量、自定义变量。在实际编写脚本时能够在合适的地方应用合适的变量即可，这里不再细化讲解。
 
编写脚本案例并调用这些系统预设变量，查看执行效果。
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脚本解析如下。
 
当前登录的账户是root，所以$USER的值为root。默认root的账户ID号为0，所以$UID的值为0。管理员根目录为/root。因此，$HOME的值为/root。执行脚本时当前工作目录为管理员根目录，$PWD的值也是/root。$RANDOM[2]每次执行脚本都可能返回不同的值，这里返回的值为11951。每次执行脚本时进程的进程号也是随机的，这里$$的结果是29772。$0显示当前脚本名称为sys_var.sh，$1是执行脚本的第1个参数（这里执行脚本时给了4个参数：A C 8 D），因此$1的值为A；$2是执行脚本的第2个参数，也就是C，其他位置变量依此类推。$*会显示所有参数的内容。
 
因为“$*”将所有参数视为一个整体，因此创建了一个名称为“A C 8 D”的文件，空格也是文件名的一部分。而“$@”将所有参数视为独立的个体，因为touch名称创建了4个文件，分别是A、C、8、D，使用ls -l命令可以查看得更清楚。
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“$？”返回上一条命令的退出状态代码，脚本中先执行ls /etc/passwd，当这个命令被正确地执行后，“$0”返回的结果为0。而当执行ls /etc/pass命令时，因为pass文件不存在，所以该命令报错无法找到该文件。此时，“$？”返回的退出状态码为2（正确为0，错误为非0，但根据错误的情况不同，每个程序返回的具体数字也会有所不同）。
 
1.7　数据过滤与正则表达式
 
工作中经常需要使用脚本对数据进行过滤和筛选工作，Linux系统提供了一个非常方便的grep命令，可以实现这样的功能。
 
描述：grep命令可以查找关键词并打印匹配的行。
 
用法：grep ［选项］ 匹配模式 ［文件］。
 
常用选项：-i　　忽略字母大小写。
 
-v　　取反匹配。
 
-w　　匹配单词。
 
-q　　静默匹配，不将结果显示在屏幕上。
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在实际工作中，公司需要对外招聘人才，但大千世界人才众多，并不一定每个人都适合该岗位，这时我们可以用很多方法找到公司需要的人。常用的方法有两种：一，通过朋友介绍直接精准地定位人才；二，写招聘简章（对需要的人才进行描述：学历、经验、技能、语言等），写完后，通过招聘会、网络招聘等方式广纳人才，通常描述写得越细，越能快速精准地定位所需人才。
 
而正则表达式就是一种计算机描述语言，通过正则表达式可以直接告诉计算机所需要的是字母A并精确匹配定位，也可以告诉计算机需要的是26个字母中的任意一个字母进行匹配，等等。现在很多程序、文本编辑工具、编程语言都支持正则表达式，比如使用grep过滤时就可以使用正则匹配的方式查找数据。但任何语言都需要遵循一定的语法规则，正则表达式也不例外。正则表达式的发展经历了基本正则表达式与扩展正则表达式两个阶段，扩展正则表达式是在基本正则表达式的基础上添加了一些更加丰富的匹配规则而成的。在Linux世界中有句古老的说法“Everything is a file（一切皆文件）”，而且很多配置文件是纯文本文件，工作中，我们时常需要对大量的服务器进行配置的修改，如果以手动方式在海量数据中进行查找匹配并最终完成修改，则其效率极低。此时，使用正则表达式是非常明智的选择。接下来，我们分别了解每种表达式的具体规则。注意，正则表达式中有些匹配字符与Shell中的通配符符号一样，但含义却不同。
 
1）基本正则表达式（Basic Regular Expression）
 
表1-6列出了基本正则表达式及其含义。
 

 表1-6　基本正则表达式及其含义
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注意
 
由于模板文件的内容在每个系统中略有差异，因此以下案例的输出结果可能有所不同。
 
下面看几个使用基本正则表达式的案例。
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2）扩展正则表达式（Extended Regular Expression）
 
表1-7列出了扩展正则表达式及其含义。
 

 表1-7　扩展正则表达式及其含义
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再看几个使用扩展正则表达式的案例，由于输出信息与基本正则表达式类似，这里仅写出命令而不再打印输出信息。另外grep命令默认不支持扩展正则表达式，需要使用grep -E或者使用egrep命令进行扩展正则表达式的过滤。
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3）POSIX规范的正则表达式
 
由于基本正则表达式会有语系的问题，所以这里需要了解POSIX规范的正则表达式规则。例如，在基本正则表达式中可以使用a～z来匹配所有字母，但如果需要匹配的对象是中文字符怎么办呢？或是像“ن”这样的阿拉伯语字符怎么办？所以使用a～z匹配仅针对英语语系中的所有字母，POSIX其实是由一系列规范组成的，这里仅介绍POSIX正则表达式规范。POSIX正则表达式规范帮助我们解决语系问题，另外POSIX规范的正则表达式也比较接近于自然语言。表1-8列出了POSIX规范字符集。
 

 表1-8　POSIX规范字符集
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Linux允许通过方括号使用POSIX标准规范，如［［:alnu:］］将匹配任意单个字母数字字符，下面通过几个简单的例子来说明用法。由于过滤输出的内容较多，以下仅为部分输出。
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4）GNU规范
 
Linux中的GNU软件一般支持转义元字符，这些转义元字符有：\b（边界字符，匹配单词的开始或结尾），\B（与\b为反义词，\Bthe\B不会匹配单词the，仅会匹配the在中间的单词，如atheist），\w（等同于［_［:alnum:］］），\W（等同于［^_［:alnum:］］）。另外有部分软件支持使用\d表示任意数字，\D表示任意非数字。\s表示任意空白字符（空格、制表符等），\S表示任意非空白字符。
 
接下来看几个简单的例子。
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1.8　各式各样的算术运算
 
Shell支持多种算术运算，可以使用$（（表达式））、$［表达式］、let 表达式进行整数的算术运算，注意这些命令无法执行小数运算；使用bc命令可以进行小数运算。表1-9列出了常用运算符号。
 

 表1-9　常用运算符号
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下面根据以上这些运算符号，结合具体命令，通过$（（））和$［］的方式演示实际运算的效果，这两种计算方式都支持对变量进行计算。
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接下来，学习使用内置命令let进行算术运算的案例。注意，使用let命令计算时，默认不会输出运算的结果，一般需要将运算的结果赋值给变量，通过变量查看运算结果。另外，使用let命令对变量进行计算时，不需要在变量名前添加$符号。
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最后，注意在使用++或--运算符号时，x++和++x的结果是不同的，x--和--x的结果也不同。x++是先调用x再对x自加1，++x是先对x自加1再调用x；x--是先调用x再对x自减1，--x是先对x自减1再调用x。
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Bash仅支持对整数的四则运算，不支持对小数的运算。如果我们需要在脚本中对任意精度的小数进行运算甚至编写计算函数，则可以使用bc计算器实现。bc计算器支持交互和非交互两种执行方式。
 
先看看在交互模式下的计算方式，一行代码为一条命令，可以进行多次计算。下面加粗的部分为手动输入的内容，斜体输出的内容是计算结果。
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除了在交互模式下使用bc计算器，还可以通过非交互的方式进行计算。而且通过bc计算器的另外两个内置变量ibase（in）和obase（out）可以进行进制转换，ibase用来指定输入数字的进制，obase用来设置输出数字的进制，默认输入和输出的数字都是十进制的。
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通过计算我们可以解决现实中的很多问题，下面这个需要计算结果的脚本案例中的每个部分都可以独立出来单独运行，也可以合并在一个文件中统一执行。
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[1]. 自定义变量的变量名不可以使用特殊符号，但系统预设变量中有些变量名是包含特殊符号的。
 
[2]. env命令可以查看系统中所有预设的环境变量；set命令可以查看系统中的所有变量，包括自定义变量。
第2章　人工智能，很人工、很智能的脚本
 
写脚本时，为了让脚本更接近人类思考问题的方式，可以对各种情况进行判断。例如，经常需要判断某些条件是否成立，如果条件成立该如何处理，如果条件不成立又该如何处理，这些都可以通过Shell脚本的if语句结合各种条件判断来实现。
 
2.1　智能化脚本的基础之测试
 
在Shell中可以使用多种方式进行条件判断，如［［ 表达式 ］］、［ 表达式 ］或者test 表达式。使用条件表达式可以测试文件属性，进行字符或数字的比较。需要注意的是，不管使用哪种方式进行条件判断，系统默认都不会有任何输出结果，可以通过echo $？命令，查看上一条命令的退出状态码，或者使用&&和||操作符结合其他命令进行结果的输出操作。
 
警告
 
表达式两边必须有空格，否则程序会出错。使用［［］］和test进行排序比较时，使用的比较符号不同。在test或［］中不能直接使用＜或＞符号进行排序比较。
 
如果需要在一行代码中输入多条命令，在Shell中可以使用；（分号）、&&（与）、||（或）这三个符号将多个命令分隔。其中；（分号）是按顺序执行命令，分号前后的命令可以没有任何逻辑关系。例如，输入“A命令；B命令”，系统会先执行A命令，不管A命令执行结果如何，都会执行B命令。整个命令的退出码以最后一条命令为准，B命令如果执行成功则退出码为0，B命令如果执行失败则退出码为非0。而使用&&（与）符号分隔多条命令时，仅当前一条命令执行成功后，才会执行&&后面的命令。例如，输入“A命令&&B命令”，系统会先执行A命令，如果A命令执行成功则执行B命令，如果A命令执行失败则不执行B命令。而整行命令的退出码取决于两条命令是否同时执行成功，如果A命令执行成功并且B命令执行也成功，则整行命令的退出码为0，而A命令或B命令中的任何一条命令执行失败，则整行命令的退出码为非0。如果使用||（或）符号分隔多条命令，仅当前一条命令不执行或执行失败后才执行后一条命令。例如，输入“A命令||B命令”，因为A命令是命令行的第一条命令，所以一定会执行，如果A命令执行成功了就不再执行B命令，如果A命令执行失败，则执行B命令，A命令和B命令为二选一的关系。A命令或B命令中有任何一条命令的退出码为0，则整行命令的退出码就是0，否则返回非0。
 
2.2　字符串的判断与比较
 
下面的表达式使用test或［］测试的效果是一样，表达式中可以使用变量。
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使用$？查看上一条命令的退出码，0代表正确（true），非0代表错误（false）。
 

 [image: img]

 
下面的测试，因为当前用户是root，测试结果为真，所以会执行echo Y命令，而当echo Y命令执行并成功后，则不再执行echo N，结果屏幕仅显示Y。
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下面测试当前用户不是root，然而因为当前用户是root，所以结果为假，不会执行echo Y命令，而当echo Y命令未执行时，则执行echo N命令，最终屏幕仅输出显示N。
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在表达式中使用-z可以测试一个字符串是否为空，下面测试一个未定义的变量TEST，如果变量值为空则屏幕显示Y，否则显示N。
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在Shell中进行条件测试时一定要注意空格问题。使用［］测试时，左方括号右边和右方括号左边都必须有空格。而且测试的比较符号两边也必须都有空格。
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下面这个例子==符号两边没有空格，无论怎么测试结果都为真，编写脚本时这种Bug系统不会提示语法错误，但程序结果有可能是错误的。
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我们还可以使用-z测试一个字符串是否非空（变量值不为空）。但是在实际应用时最好将测试对象使用双引号引起来。
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这样看起来没什么问题。但是，当测试一个未定义的变量时就会出故障。下面测试一个未定义的变量Jacob是否非空。为什么Jacob的度量值明明为空，但测试却说该变量值不为空呢？
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因为，当$Jacob为空时，等同于执行了下面的第一条命令，是在测试一个空格是否为空值。而计算机理解空格也是有值的，并非没有值（空值），所以这样的测试结果总为真；但程序的逻辑其实已经出错了。为了防止类似这种错误，可以将变量使用双引号[1]引起来。
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2.3　整数的判断与比较
 
比较两个数字可能的结果有等于、不等于、大于、大于或等于、小于、小于或等于这么几种情况，在Shell脚本中支持对整数的比较判断，可以使用如表2-1所示的符号进行比较运算。
 

 表2-1　整数的比较运算符
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 续表
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下面这个案例使用grep命令结合正则表达式，从meminfo文件中过滤当前系统剩余可用的内存容量，剩余容量以KiB为单位，最后测试剩余可用容量是否小于或等于500MiB。
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提示
 
grep命令使用-o选项可以仅显示匹配内容，而不显示全行所有内容。
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接下来使用ps命令，查看系统中所有启动的进程列表信息，结合wc命令还可以统计当前系统中已经启动的进程数量。这样，就可以判断是否启动了超过100个进程。
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最后，可以使用wc命令统计/etc/passwd文件的行数（有多少行就表示系统中有多少个账户），判断当前系统账户数量是否大于或等于30个。
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2.4　文件属性的判断与比较
 
Shell支持大量对文件属性的判断，常用的文件属性操作符很多，如表2-2所示。更多文件属性操作符可以参考命令帮助手册（man test）。
 

 表2-2　文件属性操作符
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 续表
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 1. 所谓的更新与更旧，是以文件的最后修改时间为标准的。


 
首先，需要创建几个用于演示的文件和目录，注意创建文件时最好间隔一定的时间，让两个文件的最后修改时间有点间隔。
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下面这个测试，假设系统中有某个磁盘设备，使用-b测试该设备是否存在，且当该设备为块设备时返回值为真，否则返回值为假。
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Linux系统中的文件链接分为软链接和硬链接两种。软链接创建后，如果源文件被删除，则软链接将无法继续使用，可以跨分区和磁盘创建软链接。硬链接创建后，如果源文件被删除，则硬链接依然可以正常使用、正常读写数据，但硬链接不可以跨分区或磁盘创建。另外，硬链接与源文件使用的是相同的设备、相同的inode编号。使用ls -l[2]命令查看硬链接文件的属性时，文件属性与普通文件是一样的，而软链接的文件属性则可以看到被l标记，表示该文件为软链接。
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在测试权限时需要注意，超级管理员root在没有rw权限的情况下，也是可以读写文件的，rw权限对超级管理员是无效的。但是如果文件没有x权限，哪怕是root也不可以执行该文件。
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默认touch命令创建的文件都是空文件，在使用-s测试文件是否为非空文件时，因为文件是空文件，所以测试结果为假。当文件中有内容时，测试文件是否为非空时，结果为真。
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前面在创建ver1.txt和ver2.txt文件时，故意让两个文件创建的时间有所不同，现在可以使用测试条件判断两个文件的创建时间，看看哪个文件是新文件，哪个文件是旧文件。new than表示更新，old than表示更旧。根据下面的输出结果可知，ver2.txt文件比ver1.txt文件更新。
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2.5　探究［［］］和［］的区别
 
多数情况下［］和［［］］是可以通用的，两者的主要差异是：test或［］是符合POSIX标准的测试语句，兼容性更强，几乎可以运行在所有Shell解释器中，相比较而言［［］］仅可运行在特定的几个Shell解释器中（如Bash、Zsh等）。事实上，目前支持使用［［］］进行条件测试的解释器已经足够多了。使用［［］］进行测试判断时甚至可以使用正则表达式。
 
首先，测试两者的通用表达式（同样，一定要注意空格的问题，空格不可或缺）。
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然后，看两者的差异点。其中，在［［］］中使用＜和＞符号时，系统进行的是排序操作，而且支持在测试表达式内使用&&和||符号。在test或［］测试语句中不可以使用&&和||符号。
 
注意
 
［［ ］］中的表达式如果使用＜或＞进行排序比较，使用的是本地的locale语言顺序。
 
可以使用LANG=C设置在排序时使用标准的ASCII码顺序。
 
在ASCII码的顺序中，小写字母顺序码＞大写字母顺序码＞数字顺序码。
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虽然［］也支持同时进行多个条件的逻辑测试，但是在［］中需要使用-a和-o进行逻辑与和逻辑或的比较操作，而［［］］中可以直接使用&&和||进行逻辑比较操作，更直观，可读性更好。
 
A && B或者A -a B，意思是仅当A和B两个条件测试都成功时，整体测试结果才为真。
 
A || B或者A -o B，意思是只要A或B中的任意一个条件测试成功，则整体测试结果为真。
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需要注意的还有==比较符，在［［］］中==是模式匹配，模式匹配允许使用通配符。例如，Bash常用的通配符有*、？、［…］等。而==在test语句中仅代表字符串的精确比较，判断字符串是否一模一样。
 
下面的例子，测试变量name的值是否以字母J开头，后面可以是任意长度的任意字符，测试结果为真。
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接着，测试变量name的值是否以字母A开头，后面可以是任意长度的任意字符，测试结果为假。
 

 [image: img]

 
测试变量name的值是否是J和cob中间有任意单个字符？结果为真。
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测试字符a，是否是小写字母？结果为真。
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测试字符a，是否是数字？结果为假。
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同样是使用==进行比较操作，但在［］中系统进行的是字符串的比较操作，判断两个字符串是否绝对相同。
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另外，在［［］］中还支持使用=～进行正则匹配，而在［］中则完全不支持正则匹配。
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对变量name的值进行正则匹配，判断name的值是否包含字母w。
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对变量name的值进行正则匹配，判断name的值是否包含数字。
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对变量name的值进行正则匹配，判断name的值是否包含小写字母。
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对变量name的值进行正则匹配，判断name的值是否包含大写字母。
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最后，看看分组测试。使用（）进行分组，效果类似于虽然在数学上默认先算乘除法再算加减法，但使用（）后可以先算加减法再算乘除法。
 
下面这条命令，在a==a为真的情况下，b==b和c==d两个测试中只要有一个测试为真，则整体测试为真。
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下面这条命令，在a==a为真的情况下，只有b==b和c==d两个测试都为假，整体测试才为假。
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表2-3中列出了［［］］和［］的差异汇总信息，相同点这里不再赘述。为了熟练掌握这些语法，本书后面的案例中将混合应用多种不同的条件测试语句。
 

 表2-3　［［］］和［］的对比
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 续表
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2.6　实战案例：系统性能监控脚本
 
下面我们来编写一个检测系统环境、监控系统性能的脚本，并判断各项数据指标是否符合预设的阈值。如果数据有异常，那么将结果通过邮件发送给本机root账户。在实际生产环境能联网的情况下，也可以发送邮件给某个外网的邮件账户。
 
注意脚本中的很多预设值只是假设值，在实际生产环境中还需要根据业务和环境的需要，调整这些预设值。限于篇幅，本脚本仅获取部分性能参数指标，如果还有其他需要监控的数据，也可以使用类似的方法获取。另外，在过滤数据时暂时使用cut命令，学习后面章节的awk命令后，过滤数据会变得更简单。
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2.7　实战案例：单分支if语句
 
对于简单的条件判断，结合&&和||就可以完成大量的脚本。但是当脚本越写越复杂、功能越写越完善时，简单的&&和||就不足以满足需求了。
 
此时，选择使用if语句结合各种判断条件，功能会更加完善和强大。在Shell脚本中if语句有三种格式，分别是单分支if语句、双分支if语句和多分支if语句。下面是单分支if语句的语法格式。
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if和then可以写在同一行。同一行中如果需要编写多条命令，中间需要使用分号分隔命令。所以，单分支if语句也可以写成如下格式。
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单分支if语句会检查条件测试的结果，只要返回的结果为真，那么就会执行then后面的命令序列（可以包含一条或多条命令）。但如果测试条件返回的结果为假，那么if语句就什么命令也不执行。这里的条件测试除了可以是字符串的比较测试、数字的比较测试、文件或目录属性的测试，还可以是一条或多条命令。单分支if语句的工作流程如图2-1所示。
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 图2-1　单分支if语句的工作流程


 
下面我们看一个单分支if语句的例子，读取用户输入的用户名和密码后，脚本通过if判断用户名和密码是否非空，如果非空则创建账户并设置密码，否则脚本直接结束。执行脚本，当提示输入用户名和密码时，如果我们都不输入（直接按回车键），脚本就会退出。
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但是，上面的脚本有一个问题。当执行脚本提示输入用户名时，直接按回车键，而当提示输入密码时，正常输入一个密码，这时运行脚本就会报错。因为这样导致在账户没有创建成功的情况下，修改账户密码，结果一定会报错。因此，还需要继续优化这个脚本，可以使用嵌套if语句（在if语句里面再使用if语句）来解决该问题。
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这样做的好处是，如果账户名为空，则脚本就不会执行then后面的命令，也就不会对密码做任何测试动作，更不会修改账户密码，而是直接退出脚本。如果测试账户名为非空，则进一步对密码进行测试，如果密码也非空，那么就执行then后的命令，创建账户并设置密码。
 
因为在学习前面的测试语句时，可以同时对多个条件进行测试，所以上面的脚本可以继续修改为下面的版本。
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或者，下面这样的版本。
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又或者，下面这样的版本。虽然在［］中不允许使用&&和||符号进行多个条件的测试判断，但是，可以使用多次［］测试，中间使用&&和||进行逻辑判断。
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提示：if语句后面的条件测试语句不一定非要是test或［］测试语句，任何有返回值的命令都可以写在if语句后面，命令返回值为0代表执行成功（即为真），返回值非0代表执行失败（即为假）。下面看案例。
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脚本自动测试，如果某些操作无法完成则报错，这是很常用的脚本功能。
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下面这个例子，可以通过if条件语句自动判断服务的各种状态，是否已经启动、是否为开机自启动项等。
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下面介绍如何一键创建VNC服务器脚本。
 
如果你的Linux服务器有图形环境，而你又希望将自己的屏幕共享给其他人，这样就可以在没有投影设备的情况下，让其他人看到你的屏幕操作了。下面是一键配置VNC远程桌面的脚本案例。
 
在Linux系统中tigervnc-server软件可提供远程桌面服务，脚本首先检查系统中是否已经存在该软件。如果不存在，则脚本自动安装该软件。安装软件后，通过x0vncserver命令创建远程桌面服务，该命令的选项功能描述如下。
 
●　AcceptKeyEvents=0，禁止其他人在远程操作本机时使用键盘。设置为1时，表示允许操作键盘。默认值为1。
 
●　AcceptPointerEvents=0，禁止其他人在远程操作本机时使用鼠标。设置为1时，表示允许操作鼠标。默认值为1。
 
●　AlwaysShared=1，当有多人远程操作本机时，永远支持共享。设置为0时，同时仅允许一个人远程操作本机。默认值为0。
 
●　SecurityTypes=None，当其他人远程操作本机时，不需要输入密码。也可以设置为需要输入密码的方式连接本机。默认值为VncAuth，需要输入密码认证。
 
●　rfbport=5908，设置远程桌面连接的端口号为5908，也可以设置为其他端口号。
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配置完VNC服务器后，客户端可以通过下面的命令查看远程桌面。
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2.8　实战案例：双分支if语句
 
与单分支if语句的格式一样，then和if可以写在同一行，也可以分开写在不同行。甚至在else和命令序列1中间添加分号将其写在同一行，但很少有人这样写，这将导致代码的可读性非常差。
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双分支if语句会检查条件测试的结果，只要测试条件返回值结果为真，就会执行命令序列1（可以包含一条或多条命令）。但如果测试条件返回值结果为假，那么就会执行命令序列2。所以双分支if语句，不管条件是否成立，都会执行特定的命令。双分支if语句的工作流程如图2-2所示。
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 图2-2　双分支if语句的工作流程


 
看一个简单的双分支if语句的例子，使用if语句判断某台主机是否可以ping通。这是一个典型的双分支if语句案例。
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因为RPM等类似的二进制软件往往不能提供最新的版本，并且不具备自定义安装选项，所以生产环境中经常需要采用源码的方式安装软件。但采用源码的方式安装软件的步骤又比较烦琐，所以编写脚本实现自动化安装软件是非常重要的。下面看一个采用源码的方式安装软件的脚本案例。
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脚本解析如下。
 
脚本的第一个功能是通过使用变量的方式，定义echo回显的颜色属性。echo命令的-n选项，可以在回显数据后不按回车键即可换行，-e选项开启右斜线（\）转义的解释功能。
 
通过对系统环境变量UID的比较测试，判断当前执行脚本的用户是否为管理员。如果不是管理员，则脚本直接提示错误并退出。
 
使用rpm -q可以查询某个软件是否已经安装。再通过--quiet选项，设置无论软件是否已经安装都不在屏幕上回显结果，而是通过if语句自动判断命令的执行结果是真还是假。如果未安装wget，则脚本提示错误并退出。反之，在系统中已有wget工具的情况下，联网下载Nginx源码包软件[3]。wget命令的-c选项可以开启断点续传的功能，下载过程中如果突然断网，联网后可以从上次的断点处继续下载，而不需要将文件全部重新下载。
 
启动Nginx服务时，以普通用户的身份登录会更安全。脚本通过Id命令检查nginx账户是否已经存在，如果不存在nginx账户，则脚本会自动创建该账户。
 
在编译源码安装Nginx时，首先需要安装该软件包依赖的相关软件包，脚本中安装了gcc、pcre-devel、zlib-devel、openssl-devel这四个软件包，这些软件都在CentOS标准的Yum中，并且在安装openssl-devel时会自动安装zlib-devel。所以，哪怕不通过Yum明确要求安装zlib-devel，也会在安装openssl-devel时自动安装zlib-devel。Nginx是模块化的软件，可以通过＜--with-模块＞的方式启动某个模块的功能，不需要的功能模块，可以通过＜--without-模块＞的方式禁用。
 
2.9　实战案例：如何监控HTTP服务状态
 
在项目有Web服务器的情况下，监控服务器的工作状态是非常重要的任务。可以通过人为执行命令来监控服务的状态。但是，因为随时都可能发生服务故障，所以使用脚本自动监控才是王道！
 
监控Web服务器工作状态也有很多种方式，最简单的是监控该服务器主机是否宕机，客户端是否无法访问。通过ping就可以完成类似的检测工作，脚本模板可以参考2.8节的ping_test.sh文件。但是，使用ping命令监控主机状态有个缺点，当主机处于开机状态并且网络可以联通的情况下，如果Web对应的服务已经关闭（如httpd、nginx等），此时，脚本是无法进行故障检测的。
 
使用Nmap工具就可以解决这个问题，Nmap是一个网络探测和端口扫描工具，它不仅可以监测主机是否存活而且可以监测端口是否打开。使用该软件可以快速扫描一个大型网络环境。
 
Nmap的语法格式如下。
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Nmap支持以主机或者网段为扫描目标。扫描单台主机时可以通过IP地址或者域名。扫描整个网络时，支持CIDR风格的地址扫描，例如，192.168.4.0/24将会扫描192.168.4.0～192.168.4.255之间的所有（256台）主机。但是有时CIDR风格的地址扫描不是很灵活，比如，需要扫描的是192.168.2.100～192.168.2.200之间的所有主机，Nmap支持使用192.168.2.100～200这种形式的地址格式，也可以使用192.168.2.10，20，30扫描若干不连续的地址，还可以使--exclude选项指定需要扫描的地址。
 
Nmap常用选项如表2-4所示。
 

 表2-4　Nmap常用选项
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一次正常的TCP连接需要进行三次握手，如图2-3所示。客户端发送一个SYN请求报文，设置随机序列号为x。当服务器收到该连接请求后，会发送一个SYN+ACK的回应报文，服务器确认收到连接请求并请求与客户端连接，设置数据包的随机序列号为y。最后，客户端收到服务器的响应后，会给服务器返回一个ACK确认消息报文，序列号是在前面发送的数据包基础上加一（x+1）。到此，网络上的两台主机建立连接完成。
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 图2-3　TCP三次握手


 
使用Nmap扫描TCP端口时，可以使用sT选项向对方主机的特定端口发送一次完整的TCP三次握手请求，如果对方主机给予回应则表示该主机的端口是开放的。但是，如图2-3所示，完整的TCP握手在服务器发送完SYN+ACK的报文后，客户端最后又发送了ACK的确认报文。其实，当客户端作为扫描测试的目标发送SYN请求，对方服务器给予回应时，就已经可以判定对方主机的端口是开放状态的，而不需要返回最后的ACK确认包。这样的扫描效率会更高，这种扫描也叫半开扫描，Nmap通过sS选项实现半开扫描功能。
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上面这条Nmap命令执行后默认会对扫描对象进行DNS反向查询，如果环境中没有DNS服务器或者无法进行反向解析，程序就会返回无法找到DNS服务器、禁用DNS反向解析。可以通过-n选项直接禁止Nmap进行反向DNS查询。如果扫描目标主机是开启状态的，则Namp提示"Host is up （0.00032s latency）"，否则返回提示信息"Host seems down"。如果目标主机可以正常连接，会返回目标主机的MAC地址信息。最后还会有一个汇总信息，说明扫描对象为1个IP地址，其中有1台主机是up状态的。
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上面的例子对多个不连续的主机进行ping测试，结果是192.168.4.5和192.168.4.10处于up状态。最后，提示在3个扫描目标地址中有2台主机处于up状态。
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我们需要监控Web服务器的端口是否处于激活开放的状态，可以使用-sT或者-sS扫描TCP的端口。不指定具体的端口号时，默认会扫描所有端口。下面的输出结果显示目标主机的22、80、111及3306端口是开放状态的。
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如果需要设置仅对特定的端口扫描，可以使用-p选项实现。比如，仅扫描80端口。
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尽管目前绝大多数服务都使用TCP协议，但依然有不少服务在使用UDP协议。比如DNS（53端口）、DHCP（67、68端口）、TFTP（69端口）、NTP（123端口）等。
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接下来我们学习如何编写脚本并结合计划任务实现自动检测HTTP状态。
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虽然使用Nmap可以快速地对大量端口进行扫描，但是仅使用端口扫描作为HTTP状态检查的依据，也有其自身的问题。如果服务已经启动，而且HTTP端口也已经开放给客户端，此时如果网站服务器上的网页已经被人恶意或无意删除，就会导致客户端可以成功连接服务器的80端口，但是访问页面时会报错404，说明页面文件找不到。此时不仅需要对端口进行检测，还需要对服务器返回的HTTP状态码进行检测。更有甚者，如果服务器端口已经启动，网页也还存在，但服务器被入侵，并且篡改了网页的数据，又该怎么办呢？还可以对数据的Hash值进行校验，检测网页数据是否被篡改。
 
如果希望在测试端口的基础上继续测试特定的页面是否可用，可以使用cURL工具进行测试。cURL是命令行的文件传输工具，支持很多种协议，如FTP、HTTP、HTTPS、IMAP、SMTP、POP3等。
 
cURL的语法格式如下。
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cURL会默认将下载的数据通过标准输出显示在屏幕上，如果需要将数据保存为文件，可用通过＞重定向、-O（大写字母）或者-o（小写字母）三种方式将数据另存为文件，-O选项后面不需要输入文件名，下载后仍保持服务器上原来的文件名。-o选项后面必须输入文件名，可用将服务上的数据另存为任何新的文件名命令的文件。
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将数据文件下载并另存为文件时，cURL默认会通过标准错误输出的方式在屏幕上显示下载的进度与速度等信息。而在脚本中使用cURL自动对网站数据进行状态检测时，是不需要这些进度信息的，可用通过-s选项进入静默模式。
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如果希望看到HTTP的头部信息，可用通过-I或者-i选项查看，使用-I选项将仅显示HTTP头部信息，而使用-i选项则既显示头部信息又显示数据信息。
 

 [image: img]

 
有时候，在测试页面时服务器可能会对连接进行重定向，cURL默认是无法获取这些页面的，需要通过-L选项实现功能。
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使用cURL对网站进行监控时，可以根据HTTP返回码，判断一台Web服务器的健康状态。而cURL的-m选项，可以在完成访问后，返回一些类似的附加信息。通过%｛有效名称｝的方式可以自定义需要输出的附加内容。cURL常用的有效名称如表2-5所示。
 

 表2-5　cURL常用的有效名称
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下面的脚本是通过cURL检测HTTP状态的案例。
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直接执行脚本仅检测一次服务状态，可以使用crontab计划任务周期性地对服务进行健康检查。比如，每隔5min检查一次服务状态。
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上面的脚本可以根据网页文件是否可以被访问来测试服务器的健康状态。然而，当网页的数据内容被人恶意篡改后，虽然网页依然可以被访问，但服务器的健康状态已经出问题了！此时，可以使用Hash值对数据的完整性进行校验，以防止数据被篡改。数据Hash值的特点就是当数据发生改变时Hash值也会随之改变，如果数据没变化，则Hash值永远不变。在CentOS系统中提供了md5sum、sha1sum、sha256sum、sha384sum、sha512sum等可以计算Hash值的命令。
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上面的命令说明，Hash值仅跟数据内容有关，而不管数据是通过管道还是通过读取文件获得的；只要内容一致，Hash值就一样。只要数据内容不一样（哪怕只是一个字母或标点的差异），Hash值一定也不一样。Hash值跟文件名、权限等其他因素也没有关联。
 
这样的话，就可以在网页数据没有被破坏前，对需要检测的网页文件进行Hash计算，获取该数据的Hash值。后期可以通过脚本实时动态获取网页数据的Hash值，对比检查两次获得的Hash值是否一致，一样则代表数据是完整的，否则表示数据被人篡改了。
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思考
 
是否可以将check_http_hash.sh和check_http_curl.sh两个脚本的功能合并呢？
 
2.10　实战案例：多分支if语句
 
if的双分支语法结构仅可以对事务的正确与错误两种情况做出回应，而现实问题往往更复杂，比如数字的大于、小于、等于判断。多分支if语句支持else if（简写elif）子句，可以实现在else中内嵌if的功能。在多分支if语句中elif可以出现多次，实现多次测试判断的效果。首先，来看看多分支if语句的语法格式。
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多分支if语句工作流程如图2-4所示。如果if判断1成立（结果为真），则执行命令序列1中的命令，否则继续进行elif判断；如果elif判断2成立，则执行命令序列2中的命令，否则继续进行elif判断3，依此类推。如果所有的条件判断都不成立，则执行最后else语句中的命令序列n的命令。
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 图2-4　多分支if语句工作流程


 
通过一个案例来熟悉多分支if语句的格式，下面的脚本执行后提示用户输入论坛积分，根据输入的论坛积分输出论坛等级。
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接下来，看一个猜随机数的游戏。在Linux系统中有一个内置环境变量，变量名称为RANDOM，该变量的值是0～32767之间的随机整数。通过求模运算，可用将数字变为我们需要的范围。比如，对10求模，可以获取0～9之间的整数；对100求模的结果永远是0～99之间的整数；对33求模后再加1，结果永远是1～33之间的整数。
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在CentOS7系统中提供了一个可以非交互创建磁盘分区的命令，并且该分区工具支持多种分区表格式，包括MS-DOS（MBR）和GPT格式。传统的MS-DOS分区表格式，仅支持最大4个主分区，单个分区最大容量为2GB。而GPT格式的分区表很好地解决了这些问题。
 
警告
 
改变分区表格式后，原有磁盘中的数据将会全部丢失，因此重要数据一定要提前备份。
 
parted命令的语法格式如下，常用磁盘操作指令如表2-6所示。
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 表2-6　常用磁盘操作指令
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通过一块sdc磁盘来进行GPT分区演示，具体操作方法如下。
 
1）修改分区表类型
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第一次给磁盘创建分区表时，系统仅提示一个信息，此步骤即可完成。如果磁盘原本有分区表，则该命令会提示警告信息，提示数据会丢失，需要用户输入yes确认操作。在编写脚本时，如果不希望出现类似的交互提示，则需要使用-s选项。
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修改完成后，可以通过print指令查看修改效果。
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2）创建与删除分区
 
创建新的分区需要使用parted命令的mkpart指令，语法格式如下。
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其中，分区类型有primary、logical、extended三种，文件系统类型为可选项，支持的类型有fat16、fat32、ext2、ext3、linux-swap等，开始与结束标识区分开始与结束的位置（默认单位为MB），也可以使用百分比表示分区位置，比如从磁盘容量的50%开始分区，直到磁盘容量的100%结束。
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上面的命令将创建一个格式为xfs的主分区，从磁盘的第1MB位置开始分区，到1GB的位置结束（大小为1GB的主分区）。
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除了基本的创建与删除分区，利用parted命令还可以进行分区检查、调整分区大小、恢复误删除分区等操作，关于parted命令的更多使用方法，可以查阅man手册。接下来看如何通过脚本实现分区管理。
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2.11　实战案例：简单、高效的case语句
 
Shell脚本中除了可以使用if...then...else...fi语句，还提供了一种书写更简单、可读性更好的case语句，case语句可以将某个关键词与预设的一系列值进行模式匹配。
 
case语句的格式如下。
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case语句还支持多个条件的匹配，语法格式如下。
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上面的语法中，case命令首先会展开word关键字，然后将该关键字与下面的每个模式进行匹配比较。word关键字展开支持使用～（根目录）、变量展开$、算术运算展开$［］、命令展开$（）等。每个模式匹配中也都支持与word关键字一样的展开功能。一旦case命令发现有匹配的模式，则执行对应命令序列中的命令。如果命令序列的最后使用了；；（双分号），则case命令不再对后续的模式进行匹配比较，即匹配停止。如果使用；&替代；；会导致case继续执行下一个模式匹配中附加的命令序列。如果使用；；&替代；；则会导致case继续对下一个模式进行匹配，如果匹配则执行对应命令序列中的命令。下面通过几个简单的实例学习case语句的基本语法格式。
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在1.3节，讲解了如何使用echo或者printf命令创建脚本菜单。但是因为没有if或case语句的支持，所以前面的脚本是无法对菜单进行响应的。现在继续优化完善这个脚本。
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case命令可以使用管道符号（|）进行多个模式的匹配，编写有些交互脚本时需要使用这个功能。
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2.12　实战案例：编写Nginx启动脚本
 
case语句另一个常用的应用案例是编写CentOS6风格的服务启动脚本，在CentOS7系统中虽然使用systemctl替代了旧版本的service，但在实际生产环境中还是有大量案例需要编写旧版本的service启动脚本，而且CentOS7也向下兼容CentOS6的启动脚本。注意：CentOS6风格的service启动脚本文件必须存放在/etc/init.d/目录下。
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2.13　揭秘模式匹配与通配符、扩展通配符
 
使用case进行模式匹配时，除了一些特殊符号，在模式匹配中出现的任何字符都仅代表其自身。在模式匹配中支持具有特殊含义的字符，通常这些符号被称为通配符，如表2-7所示。
 

 表2-7　通配符
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下面通过案例看看如何使用通配符识别用户输入的内容。
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从测试脚本的执行效果可以看出，上面这个脚本仅可以识别一个字符，如果输入的内容的字符数超过一个，则全部被识别为其他特殊符号。而且在使用［A-Z］这样的排序集合时，Shell默认会根据系统的locale字符集排序，如果字符集使用不当，会导致匹配不到任何数据的情况发生，这个结果显然是不太合理的。
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可以使用shopt命令切换影响Shell行为的控制选项，如果使用shopt命令将Shell的extglob控制选项开启，则在Shell中可以支持如表2-8所示的扩展通配符。shopt命令用于显示和设置Shell的各种属性，shopt命令不设置任何参数时，可以显示所有Shell属性及属性值。使用shopt命令的-s选项可以激活某个特定的Shell属性功能，而-u选项则可以禁用某个特定的属性功能。
 

 表2-8　扩展通配符
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通过一个示例演示扩展通配符的作用。脚本需要结合实际执行效果反复验证并思考匹配的流程与原理。
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接下来，结合实际的执行效果，分析匹配的流程。注意输入内容与输出结果的对应关系。
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从执行结果中可以看出，+这个通配符的作用就是对模式至少进行1次匹配，所以不管输入多少个Y都会匹配成功。Y不区分大小写，因为模式中使用的［Yy］代表集合中的任意单个字符。
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使用？通配符仅对模式进行0次或1次匹配（最多1次）。本示例中使用？对大小写的字母N进行匹配，表示N可以出现1次，也可以不出现，但最多出现1次。而后面的字母o是必须有的，没有特殊转义，也没有特殊匹配。所以执行脚本后，输入No、no或o都可以匹配成功，但是输入多于1个n则匹配失败。最终与！（［［:punct:］］）匹配成功，屏幕回显："输入的不是标点符号"。
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上面的示例脚本对字母t进行普通的字符匹配，后面使用*对字母o进行0或多次的匹配，所以当输入单个字母t或者字母t后面跟任意数量的字母o都是可以匹配成功的。但是，输入字符串ta与！（［［:punct:］］）匹配成功，屏幕回显："输入的不是标点符号"。
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使用扩展通配符@可以指定仅对模式进行1次匹配，示例中使用@对数字进行匹配，所以当输入8或其他任意单个数字时都会匹配成功，但是输入任意多个数字则无法匹配成功。
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虽然［:punct:］代表标点符号，但是使用！取反后，！（［［:punct:］］）则代表匹配除标点符号外的所有内容。只要不是标点符号，并且没有与前面几个模式匹配成功的情况下，都在这里匹配，屏幕回显："输入的不是标点符号"。如果上面所有的模式都无法匹配成功，则最后会与*匹配成功，因为*通配符可以匹配任意内容。
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看了这么多扩展模式匹配的示例后，再次完善优化识别用户输入字符的脚本[4]。
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注意
 
一定要使用shopt命令先将控制变量extglob开启，否则执行脚本时会报错。
 
2.14　Shell小游戏之石头剪刀布
 
本章最后，通过一个石头剪刀布的小游戏，综合练习前面学到的if和case语句。首先，需要将石头、剪刀和布抽象为计算机善于处理的数字，通过制作菜单，提示用户各种出拳方式与数字之间的对应关系。计算机出拳可以借助系统内置的随机数变量RANDOM，该随机数范围太大，这里需要的仅有3种可能性，通过让随机数对3进行求模运算，可以将范围固定在0～2之间，但是为了更加符合人类的思考习惯，再进行一次加1运算，就可以将范围固定在1～3之间。使用case语句对用户输入的3种数字及其他内容进行判断识别，当用户输入的是某一个数字（出拳为石头、剪刀或布）时，再分别对计算机可能出现的三个随机数进行if判断，并根据判断的结果决定游戏的输赢。
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执行效果如下：
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本案例中，将石头、剪刀、布抽象成数字。同样的道理，也可以将计算机生成的3种随机数字抽象成为字符串（石头、剪刀、布），这样用户就可以直接输入石头、剪刀或布开始游戏，脚本可以根据用户的输入进行字符串的比较操作，然后根据字符串的比较结果判断输赢。
 
试一试
 
感兴趣的读者可以根据以上这种思路，尝试编写类似的脚本。
 

 
[1]. 单引号会屏蔽特殊符号，会将$变成一个普通字符，所以这里不能使用单引号。
 
[2]这里是小写字母L。
 
[3]. 注意：官网提供的Nginx下载链接地址可能会有变化，如果有改变，可以直接去官网找最新的下载链接。
 
[4]针对case-demo4.sh脚本的优化。
第3章　根本停不下来的循环和中断控制
 
在日常的Linux运维工作中，经常需要反复执行相同的代码。如果所有的重复工作都需要人为手工进行，则对任何人来说都是噩梦！此时如果能让计算机自动进行重复的工作，就完美了！而在Shell脚本中就可以通过循环实现重复执行特定代码块的功能。Shell支持的循环语句包括for、while、until和select。
 
3.1　玩转for循环语句
 
首先看在Shell脚本中如何使用for循环语句。在编写脚本时for循环语句常被应用于循环次数固定的案例中。for循环语句支持多种语法格式，其基本语法格式如下。
 

 [image: img]

 
在该基本语法格式中，name是可以任意定义的变量名称，word是支持扩展的项目列表，扩展后生成一份完整的项目列表（或值列表）。name会逐一提取项目列表中的每一个值，每提取一个值就会执行一次do和done中间的命令序列。下面通过几个简单的例子演示for循环语句的基本语法。
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在for-demo1.sh这个脚本中，i是定义的变量名（name），后面1～5的数字[1]代表没有使用任何扩展功能的word，完整的项目列表就是这5个数字，循环也只循环5次。代码的执行流程如图3-1所示。
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 图3-1　代码的执行流程


 
在这个示例中，变量i依次提取word列表中的所有值。当i=1时，执行一次do和done中间的命令序列（屏幕回显hello world），依此类推，i循环提取每个值。因为总共有5个值，所以屏幕最终回显5次hello world。
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与for-demo1.sh类似，for-demo2.sh也进行了5次循环，每次循环执行do和done中间的命令序列。但因为命令序列是echo $i，该命令将回显变量i的值，当循环第一次提取值时i=1，执行命令结果显示1，当循环第二次提取值时i=2，执行命令结果显示2，依此类推。脚本的最终执行结果是屏幕回显1～5的数字。
 
在编写for循环语句脚本时，变量name可以不定义取值范围，也就是没有in和word，语法格式如下。
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变量name没有定义取值的范围，这个循环语句到底会循环多少次呢？如果变量name没有定义取值范围，则默认取值为$@，也就是所有位置变量的值。这样有几个位置变量，该for循环语句就循环几次。下面通过一个示例演示效果。
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执行for-domo3.sh脚本，因为提供了3个参数，分别是hello、798和beijing，所以当第一次循环时i取值为hello，执行命令echo $i，屏幕回显hello。当第二次循环时i取值为798，执行命令echo $i，屏幕回显798。当第三次循环时i取值为beijing，执行命令echo $i，屏幕回显beijing。
 
上面是两个没有使用扩展的例子，下面再看几个有扩展功能的word示例，Shell支持多种扩展，如变量替换、命令扩展、算术扩展、通配符扩展等。
 
有时候脚本的循环语句需要执行成百上千次，如果每一个值都手动输入，谁也无法接受。Shell支持使用seq或｛｝自动生成数字序列，并且使用｛｝还可以自动生成字母序列。for循环语句可以对｛｝或seq扩展后的数据列表进行循环。
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上面这条命令从1开始，最大到10，中间的步长是2。1+2=3，3+2=5，5+2=7，7+2=9，9+2=11，因为11超出了1～10的范围，所以命令的实际最大输出结果为9。
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但是，当在｛｝中调用其他变量时一定要注意，并不会得到我们想要的数字序列。
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另外，还可以使用seq命令生成数字序列，并且可以调用其他变量，但该命令不支持生成字母序列。默认输出序列的分隔符是\n换行符，也可以使用-s选项自定义分隔符。
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对有序的数字（年份）进行循环并判断其是否为闰年，就是一个不错的练习案例。
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下面的脚本通过快速生成数字序列，测试某个网段内所有主机的连通性。虽然在Linux系统中可以通过安装Nmap快速测试主机的连通性，但是这些示例却可以帮助我们更好地理解for循环语句。通过大量类似案例的训练，可以为后续其他应用案例打下坚实的基础。
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或者使用seq快速生成数字序列。因为seq是一个命令，而此时需要的是命令的执行结果，所以这里需要使用$（）或``对命令进行扩展，获取命令的执行结果。
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上面这两个测试网段内所有主机连通性的脚本，执行流程是一模一样的，因为｛｝和seq都生成1～254的数字列表，所以都循环254次，流程图如图3-2所示。
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 图3-2　流程图


 
再看一个批量创建系统账户的案例。通过读取账户文件中的所有用户名，批量创建账户并分别设置初始密码。
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Bash Shell除了支持前面的语法格式，还支持C语言风格的for循环语法格式。熟悉C语言的开发者对for （i=1；i＜=6；i++）这种语法格式肯定非常熟悉，但在Shell中需要额外添加一对括号。其基本语法格式如下。
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该语法格式中expr1、expr2和expr3代表的都是算术表达式，其中expr1的作用是进行初始化赋值。expr2是判断循环是否继续的条件，如果expr2的条件判断为非0，则do和done中间的命令序列就会执行一次，并且触发执行一次expr3。依此类推，直到expr2的判断条件为0时，整个循环结束。执行流程如图3-3所示。
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 图3-3　执行流程


 
演示案例如下。
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再看一个C语言风格的for循环示例。
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3.2　实战案例：猴子吃香蕉的问题
 
某山顶上有一棵香蕉树，一只猴子第一天从树上摘了若干根香蕉，当即就吃了一半，还不过瘾，又多吃了一根。第二天猴子又将剩下的香蕉吃了一半，禁不住诱惑，又多吃了一根。依此类推，每天都将剩余的香蕉吃一半后再多吃一根。到了第九天，猴子发现只剩一根香蕉了，请问这只猴子在第一天一共摘了多少根香蕉？
 
针对这个问题，我们可以从后往前推导，因为第九天仅剩一根香蕉，而且是前一天吃了一半后再多吃一根导致的结果，那么首先假设如果把多吃的一根香蕉还原回去则（1+1=2），就等于只吃了一半的结果，也就是在第八天吃了一半的情况下还剩余两根，而这两根仅是第八天的一半（2×2=4），最后得出第八天的数量为4根香蕉。依此类推，（4+1）×2=10，第七天就是10根香蕉。推导演示如图3-4所示，得出推导公式为（n+1）×2，通过公式计算可以获得前一天的香蕉数量。当找到正确算法后，就可以使用循环语句多次推导并获到第一天的香蕉数量。
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 图3-4　推导演示


 
具体脚本如下。
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3.3　实战案例：进化版HTTP状态监控脚本
 
2.9节介绍了很多监控HTTP服务的脚本。但是，因为没有使用循环语句，所以检测结果都是以一次判断为依据的。而在实际生产环境中业务可能会发生短暂的健康抖动，从而造成服务处于不可用状态，但实际上服务是没有问题的。抖动的原因很多，如网络的问题、访问量的问题、计算机硬件的问题等。因此可以对服务做多次检测，比如3次检测都不正常，则认定为服务器故障。可以通过循环语句对特定的服务器页面进行多次检测，并设置一个失败次数的计数器，当失败次数等于3时则脚本报警，否则仅通过记录日志的形式记录状态。
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3.4　神奇的循环嵌套
 
犹如生活中存在一维、二维和三维空间的概念一样，Shell脚本中需要处理的数据也有一维、二维和三维等情况。比如，在root根目录下循环创建十个文件就可以理解为在一维空间的操作。而在十个不同的账户根目录下分别创建十个不同的文件，就可以理解为在二维空间中的操作。但是，当遇到这样的问题时我们如何通过脚本来解决呢？答案就是使用循环嵌套语句。循环嵌套语句就是在一个循环体内再嵌套另外一个循环体。
 
我们看一个打印字符串的案例，首先在屏幕上显示一行星星，星星的个数为5。这个脚本很容易写。
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完美！但是，这个也太简单了！如果我们需要显示50个星星呢？100个星星呢？
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可以显示5个星星了，但是问题很多！每个星星之间没有空格分隔，显示所有的5个星星后没有换行（因为脚本中echo命令使用了-n选项，该选项的作用就是不换行输出）。所以需要继续修改。
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这次，星星之间有了空格分隔符，而且在5次循环结束后通过一条没有使用-n选项的echo命令实现了按回车键换行的功能。最重要的是，因为使用的是循环语句，所以不管需要在屏幕上显示多少个星星，都只需要修改循环的数字序列即可，灵活性极高。
 
但是，如果把难度再次加大，希望显示如图3-5所示的5行×5列的星星矩阵呢？这就是展现循环嵌套语句强大功能的时候了。
 

 [image: img]
 图3-5　星星矩阵


 
在上面这个脚本中通过一个5次的循环已经可以实现显示一行星星了。那么，下一步让相同的动作再次重复执行即可。前面相关的行为重复执行2次就可以显示2行星星，重复3次就可以显示3行星星，依此类推。
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注意，在循环嵌套时内层循环和外层循环使用的变量名不能相同。比如下面两个脚本的执行结果就完全不同。在实际生产环境中编写的脚本一定要注意类似的问题。
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再看三组由色块组成的不同形状，如图3-6所示。
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 图3-6　三组色块形状


 
分析第一组图形可知，第一行打印的是1个色块，第二行打印的是2个色块，依此类推。如果使用i变量控制行，j变量控制列，i变量的取值范围就是1～6，而每次循环体中变量j的取值就应该等于变量i的值。也就是说，当i=1时，j就等于1，当i=2时，j就等于2。下面是具体的参考代码。
 

 [image: img]

 

 [image: img]

 
分析第二组图形可知，第一行打印的是6个色块，第二行打印的是5个色块，依此类推。如果使用变量i控制行，变量j控制列，那么变量i的取值范围就是1～6，而变量j的取值范围就需要仔细分析了。当i=1时，j的值应该是6（也就是j的初始值应该是6），而当i=2时（第二行），j的值应该是5（也就是j--），最后当i=1时（最后一行），j的值也应该是1（也就是j的值最小是1）。从分析结果来看变量i和j有大小关联性，对于这样的循环，可以优先考虑使用C语言风格的for循环语句。下面是具体的参考代码。
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分析第三组图形可知，第三组图形是前面逻辑的组合。也就是说，先做递增输出色块，再做递减输出色块。组合前面两个脚本并进行适当修改即可。下面是具体的参考代码。
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国际象棋棋盘也是练习循环嵌套语句不错的案例，棋盘是一个八横八纵的图形，如图3-7所示。分析图形的第一行，第1行第1列、第1行第3列、第1行第5列……是一种颜色（假设为白色），而第1行第2列、第1行第4列、第1行第6列……是另外一种颜色（假设为黑色）。再分析图形的第二行，第2行第1列、第2行第3列、第2行第5列……是一种颜色（假设为黑色），而第2行第2列、第2行第4列、第2行第6列……是另外一种颜色（假设为白色），依此类推。这些数据的特征是什么呢？1+1=2、1+3=4、1+5=6、2+2=4、2+4=6、2+6=8，行和列的求和为偶数。1+2=3、1+4=5、1+6=7、2+1=3、2+3=5、2+5=7，行和列的求和为奇数。分析并得出这样的数据特征后就比较容易写出脚本代码了。
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 图3-7　国际象棋棋盘
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最后，使用9×9乘法表这个经典的案例再次练习、巩固循环的嵌套功能。乘法表如图3-8所示。分析该乘法表，第1行只有1列，第2行有2列，第3行有3列……。也就是说列数要小于或等于行数，如果使用变量i控制行，变量j控制列，变量j的值始终要小于或等于i的值。
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 图3-8　乘法表


 
编写脚本代码如下。
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分析乘法表的脚本执行流程：当i循环第一次时（i=1），因为j要小于或等于i的值，所以j也就仅需循环一次就可以结束，而当j循环一次就结束后，后面依然有代码echo需要执行（具备换行功能），到此i=1这次循环体中所有的代码执行完毕，屏幕显示1*1=1并换行。当i进行第二次循环时（i=2），因为j要小于或等于i的值，所以j会循环两次，屏幕显示2*1=2和2*2=4，随后再执行一次echo命令实现换行功能。最终，经过变量i的9次循环后打印了完整的乘法表。
 
3.5　非常重要的IFS
 
在Shell中使用内部变量IFS（Internal Field Seprator）来决定项目列表或值列表的分隔符，IFS的默认值为空格、Tab制表符或换行符。使用for循环读取项目列表或值列表时，就会根据IFS的值判断列表中值的个数，最终决定循环的次数。例如，A="hello the world"，当使用空格作分隔符时，变量A的值有三列。但是，当使用字母t作为分隔符时，变量A的值就有两列。所以当使用不同的分隔符时读取数据的结果也会有很大差别，这点在编写脚本时一定要注意！IFS的多个值之间是“或”关系，所以for循环在读取列表时，数据可以使用空格分隔，或使用Tab制表符分隔，或使用换行符对数据进行分隔。因为空格、Tab制表符和换行符都属于ASCII码表中的控制字符，是不可显示的内容，所以正常使用echo命令显示该变量的值时，是看不到内容的，但是可以通过od命令将数据转换为八进制数据后再查看。ASCII码表的全部内容较多，表3-1中列出了ASCII码表的部分内容作为参考。
 

 表3-1　ASCII码表的部分内容
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 续表
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注意，当使用echo命令输出IFS的值时，因为IFS的值是空格或Tab制表符，所以无法显示具体内容。另外，因为IFS的值还可以是一个换行符，所以输出结果可以是一个独立的空白行，而echo命令在输出数据内容后又会自动进行一次换行，所以最后输出两个空白行！如果使用printf命令输出IFS值，就不会有两个空白行的情况发生，因为printf打印完内容后默认不换行。
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不管是使用echo还是printf命令，在输出的结果中都无法显式地查看到具体的内容。但是，可以使用od命令将数据转换为八进制后再查看。
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输出结果中的040是空格键、011是Tab制表符、012是换行符。因为IFS的原始值不容易设置，所以当需要修改IFS值时，最好提前备份其原始值。
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观察并分析上面这一组命令的结果可知，因为已经将IFS的值修改为冒号（:），而当通过read命令读取三个变量的值时，如果输入的3个字符是以空格为分隔符的，则系统会认为"a b c"是一个完整的数据，并将其赋值给变量x，这样就导致没有定义变量y和z的值，输出的变量y和z的值就为空。如果希望给x、y、z三个变量都赋值，就需要输入数据时使用冒号分隔数据。
 

 [image: img]

 
下面通过一系列的案例，再看看Shell脚本中使用for循环语句读取数据列表时，IFS对脚本又有哪些影响？
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通常当我们需要设置IFS为分号、句号或者冒号之类的分隔符时，可以通过变量赋值的方式直接设置，如IFS="；"。然而变量IFS的默认值都是特殊的控制字符，那么如何进行类似的特殊控制字符的设置呢？可以直接通过IFS="\t"将分隔符设置为制表符吗？答案是不可以！如果这样操作的话，系统将会使用字母t作为分隔符[2]。
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分析上面的命令可知，当设置分隔符为t后，使用read命令读取3个变量值时，如果输入的数字字符之间没有使用t分隔，则系统会认为"1 2 3"是一个整体，并将其赋值给变量x，而变量y和z则没有设置任何值。最终使用echo命令回显变量x时有值，而输出变量y和z的值时则为空。
 

 [image: img]

 
同样通过read命令读取3个变量的值，如果输入的数字字符之间使用t分隔，则系统会认为1、2和3是三个独立的值，并将这三个值分别赋值给变量x、y和z。最终使用echo命令回显变量值时，x、y和z变量都有正确的值。
 
这也证明了，使用IFS="\t"并不能将特殊的控制字符设置为分隔符。那么，该如何正确地将特殊的控制字符设置为系统默认的分隔符呢？当需要使用表3-2中特殊的控制字符作为分隔符时，必须使用$'string'方式进行设置，否则系统无法正确理解控制字符的含义。
 

 表3-2　特殊的控制字符
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分析上面这组命令可知，当设置分隔符为Tab制表符后，通过read命令读取三个变量的值时，如果输入的值之间使用Tab制表符分隔，则会被系统理解为三个独立的值，并赋值给变量，最终使用echo命令回显x、y和z变量的值时，都可以正常显示。如果输入的值之间没有使用Tab制表符分隔，而是使用字母t分隔，则系统会认为"atbtc"是一个整体的字符串，并将该字符串赋值给变量x，那么最后使用echo命令回显变量y和z时则为空。
 
那么，系统默认将IFS变量的值设置为空格、Tab制表符或换行符是如何实现的呢？下面这行命令可以将IFS变量的值再次还原为系统预设的默认值。
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3.6　实战案例：while循环
 
使用for循环语句可以实现循环次数固定的循环。而使用while循环语句也可以实现循环功能，但while循环的循环次数取决于条件判断的结果。while循环有可能随时结束，也有可能永不结束。
 
While循环语句语法格式如下。
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while循环语句流程如图3-9所示。
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 图3-9　while循环语句流程


 
从流程中可以看出，while循环语句首先会进行条件判断，如果条件判断的状态码返回值为0，则执行do和done之间的命令序列，执行完命令序列中的所有命令后，继续返回while命令并再次进行条件判断，如果状态码返回值仍然为0，则继续执行命令序列，依此类推，直到while的条件判断状态码为非0，while循环结束。
 
如果条件判断一直为真，则while将会是死循环。反之，也有可能第一次进行条件判断时返回值就是非0，while中的命令序列一次都不会执行。使用while语句一定要注意条件判断的结果，有时候会因为不小心而导致无心的死循环脚本，比如下面的脚本。
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脚本解析：首先设置变量i的值为1，使用while语句判断i的值是否小于或等于5，因为i的值是1，1当然小于或等于5了，条件判断的结果为真，因此执行echo命令。执行完echo命令后会继续跳回while开始位置再次进行条件判断，因为变量i的值并没有任何改变，所以i依然满足小于或等于5的条件，那么系统会继续执行do和done之间的echo命令。执行完echo命令后再次跳回条件判断，依此类推，因为变量i的值始终不变，所以导致脚本变成了一个死循环脚本。
 
如果只是希望脚本循环5次就结束，该怎么做呢？我们需要改变变量i的值，示例脚本如下。
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另外，编写这类脚本的时候还有一个注意事项。是先对变量i进行自加运算，还是先调用变量i的值？这个顺序对脚本运行结果的影响很大，我们通过下面的示例代码来看看它们的区别。
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分析脚本运行结果可知，定义变量i的初始值为1，while判断条件是变量i的值小于或等于5。当循环体中先调用变量i的值，再对变量i进行自加运算时，执行脚本后屏幕返回值是1～5。而当循环体先对变量i进行自加运算，会导致在没做任何实际操作前，变量i的值已经变为2，因此执行脚本最终屏幕返回值是2～6。
 
下面使用while循环计算一个等差数列的求和[image: img]，也就是计算1+2+3+，...，+100的总和。计算该数列的和（在不使用公式的情况下），首先需要使用一个变量遍历该数列中的每个值。比如设置一个变量i，让i从1～100遍历每个整数值。其次，因为每经过一次循环变量i的值就会被新的值覆盖，无法保存求和后的结果，所以还需要一个可以存放总和的变量sum。每经过一次循环就将变量i的值与变量sum的值相加，求和的结果保存到变量sum中。最后输出变量sum的值即可获得数列之和。
 
代码如下。
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与if语句的条件判断一样，while命令后面的条件判断只要语句命令返回码为0就代表真，否则代表假。并非仅仅可以写［］或［［］］判断，while的判断可以是任何可以执行的命令。比如编写一个实时检测服务进程状态的脚本，当Httpd服务进程启动时脚本进行持续的跟踪检测，而当Httpd服务进程关闭时则循环结束，脚本提示警告信息后退出。
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3.7　Shell小游戏之猜随机数字
 
前面的案例多数都是有限次数的循环脚本，但有些脚本则需要死循环执行，通常这种情况都会使用while true或while :来实现功能。在Shell中，true和:都是固定返回退出码0的空命令，这两个命令都不会进行任何实际的操作。与true相反的另一个命令为false，false命令是一个退出码为非0的空命令。
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先看两个简单的死循环脚本的例子。
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上面这两个脚本一旦运行，除非人为使用Ctrl+C组合键或kill命令之类的方式强制终止运行脚本，否则脚本运行将会永不停止，因为while后面的条件判断永远为真。
 
接下来进入正题，来编写一个完善的猜随机数小游戏。2.10节中已经可以使用if语句实现猜随机数的功能，但仅可以猜一次。因为随机产生一个数后，并不知道什么时候可以猜对，所以希望能够猜任意次，直到猜对为止。
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3.8　实战案例：如何通过read命令读取文件中的数据
 
前面已经讲解了如何使用read命令读取用户的标准输入信息并给变量赋值，这里结合while循环可以批量地从文件中读取数据并给变量赋值。
 
首先，回顾并了解read命令的几个特性。
 
当定义三个变量并通过键盘输入三个值时，输入的三个值会按照顺序分别被赋值给每个变量。
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当定义了三个变量，但输入时仅输入一个值时，则后两个变量的值为空。
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当定义两个变量但输入三个或多个值时，则从第二个值开始及后面的所有值都会被赋值给第二个变量。如果只定义一个变量，那么不管通过键盘输入多少值都会被赋值给变量。
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然后看如何结合while循环批量读取数据并通过read命令给变量赋值，基本格式如下。
 

 [image: img]

 
或者
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开始执行while循环后，read命令会从标准输入或管道中读取数据，如果能读取到数据则执行do和done之间的所有命令，与标准while语句一样，命令执行完后会返回到while语句，继续下一次循环，直到read命令读取文件内容失败，则整个循环结束。下面通过几个简单的案例，学习基本语法格式。为此，需要先创建一个测试性的文本文件。
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仅简单验证语法格式不必编写脚本，在命令行即可完成验证。下面的while语句，每循环一次，read命令就会从test.txt文件中读取一行内容，因为仅定义了一个变量，变量名称为line，所以通过重定向输入从test.txt文件中读取的一整行内容都会被赋值给变量line。
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类似的方式，当使用read命令从文件中读取数据并赋值给两个变量时，每一行第一个空格前的内容会赋值给第一个变量，后面的所有内容会赋值给第二个变量。
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但是，如果数据文件的分隔符不是空格怎么办呢？通过read命令如何更好地处理这样的数据呢？可以通过修改IFS变量，实现自定义数据分隔符。下面看一个读取passwd文件的示例。
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该脚本的部分输出结果如下。
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通过上面的示例，可以顺利地读取/etc/passwd文件中的每行数据。但直接在脚本开始时修改IFS变量的值，会对整个脚本都有影响，如果仅仅希望read命令在读取数据时以冒号为分隔符，同时又不影响其他程序，则可以使用如下的方式完成相同的工作。
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另一种语法格式是使用管道将数据传递给while循环，批量读取数据文件，下面通过一个命令行的案例，学习该语法格式。但需要注意，通常情况下使用重定向导入的方式往往比管道的效率高。
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上面的命令首先过滤所有以/开始的分区挂载信息，然后将数据通过管道的方式传递给while循环，read命令定义了三个变量，name对应的是磁盘名称，size对应的是磁盘总容量，other对应的是其他所有信息。在while循环体内，通过echo命令输出磁盘设备名称和总容量。
 
3.9　until和select循环
 
在Shell脚本环境中还有另外两个循环语句，分别是until和select。until实现与while一样的功能，select循环主要用于创建菜单选项。
 
until语句的语法格式如下。
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与while语句相反，until循环语句只有当条件判断结果为真时才退出循环，而当条件判断结果为假时则执行循环体中的命令。until语句的流程图如图3-10所示。
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 图3-10　until语句的流程图


 
由于until语句与while语句可以实现相同的功能，在生产环境中更多地会使用while语句编写循环脚本，所以这里也仅通过一个简单的示例学习until语句的语法格式即可。
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分析上面脚本的输出结果可知，当变量i=5时，满足until命令后面的判断条件，而一旦满足条件，则整个循环结束，也就不会在屏幕上显示5的值了，所以循环体仅循环4次就结束了。
 
使用select循环的主要目的是方便地创建菜单，其基本语法格式如下。
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下面通过一个查看系统信息的脚本来看select语句的应用示例。
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3.10　中断与退出控制
 
在执行循环的过程中，有时候并不希望执行完所有的循环命令！比如，如果编写了一个循环脚本，脚本会通过循环逐一访问远程某个网段（如192.168.4.0/24）内的所有主机，并试图将所有主机重启或关机。但是如果执行脚本的这台主机的IP地址也在这个网段内呢？所以，在有些特殊的情况下并不希望完整地执行完所有循环命令。Shell针对循环专门设计了中断与退出语句：continue、break和exit。
 
continue命令可以结束单次循环，continue命令后面的所有语句不再执行，进而直接跳转到下一次循环。如果脚本使用了循环的嵌套功能，则continue命令后面可以跟数字参数（数字要求大于或等于1），表示对第几层循环执行跳出操作。但是，注意：这里的跳出操作并不是让整个循环结束，而是仅仅结束这一次循环，并进入下一次循环。下面通过几个简单示例来演示它的功能。
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分析执行结果可知，一个正常的for i in ｛1..5｝应该循环5次，每循环一次将执行echo $i显示变量的值。但是，上面这个示例的循环体中，设置了一个变量i等于3的判断条件，当变量i的值等于3时就会触发并执行continue命令，而continue命令一旦被执行，continue后面的所有命令都不会再被执行，并且continue命令会让循环体直接进入下一次循环，也就是变量i获取4这个值。而在后面的循环中变量i的值都不等于3，所以continue命令不会再被触发执行，也不会再对后面的循环产生影响。最终屏幕显示的结果是1、2、4、5。
 
下面看一个复杂的案例，学习嵌套循环与continue之间的关系。
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分析脚本执行结果。
 
第一组嵌套for循环是没有任何中断的正常循环，当变量i等于1时，会执行do和done之间的所有命令，所以，内嵌for循环变量j会依次对a和b取值，结果就是当变量i=1并在屏幕上输出1后，执行内嵌循环分别输出a和b。同样的道理，变量i=1循环完成后，变量i获取第二个值2，而当变量i=2时，脚本再次执行do和done之间的命令，也就是执行内嵌循环，屏幕在输出2后会依次输出a和b。
 
第二组嵌套for循环中使用了continue中断语句，continue后面没有添加参数则默认仅跳出当前层的循环，脚本执行后，首先变量i取值为1，接着执行内嵌函数，但是因为当变量j的值等于a时continue后面的语句不再执行，内嵌循环体直接跳入下一次循环，而内嵌循环变量j首先取值为a，满足了设定的条件，所以不会显示变量j的值（也就是a），循环体直接跳入下一次循环，变量j取值为b，而b不等于a，条件不满足则不会执行continue命令，脚本正常显示变量j的值b。最终依次输出1、b、2、b。这里可以发现continue对外层for i in 1 2并没有任何影响。
 
第三组嵌套for循环使用了continue中断，并且添加了2为参数，这样continue中断的就不再只是内嵌的循环，而是中断上一层的循环语句，也就是会中断for i in 1 2使其进入下一次循环。首先变量i取值为1，在屏幕上显示变量i的值后进入内嵌循环，内嵌循环开始后，变量j取值为a，因为满足了a==a的判断条件，continue 2语句被触发，这样直接导致for i in 1 2提前结束并进入下一次循环。此时，变量i继续循环并取值为2，在屏幕上显示变量i的值后进入内嵌循环，同样的道理，内嵌循环变量j先取值为a并满足了等于a的条件判断，外面的循环for i in 1 2再次中断，并且变量i不再有其他值列表，因此整个循环结束。最终屏幕仅显示1和2。
 
下面再学习另外一个中断命令break，该命令可以结束整个循环体，break后面的所有语句不再执行，并且整个循环提前结束。如果脚本使用了循环的嵌套功能，则break命令后面可以跟数字参数（数字要求大于或等于1），表示对第几层循环执行中断。下面通过简单示例演示它的功能。
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分析脚本执行结果可知，第一次和第二次循环在屏幕上正常显示1和2，当进入第三次循环变量i=3的条件满足时break被触发，整个循环提前结束，后续的所有循环不再执行，但是需要注意，此时脚本并没有结束运行，还有后续的echo命令，屏幕正常显示game over。
 
最后看一个中断级别最高的命令exit，该命令会直接结束整个脚本，exit后面也可以跟数字参数，表示脚本的退出状态，如果没有指定数字参数，则脚本的退出状态就是上一个命令的退出状态。下面通过几个简单示例演示它的功能。
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分析脚本执行结果，与break示例一样，前面两次循环正常输出数字1和2，当循环至第三次i取值为3时，exit命令被触发导致整个脚本结束，虽然循环体中后面还有echo命令，但是后面有再多命令也不会被执行。
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3.11　Shell小游戏之机选双色球
 
双色球彩票投注分为红色球和蓝色球，每注投注号码由6个红色球号码和1个蓝色球号码组成，红色球号码从1～33中选择，蓝色球号码从1～16中选择，投注时不管是红色球还是蓝色球都不允许出现重复的号码。
 
为了编写这样一个机选双色球的脚本，需要先了解几个技巧。
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分析上面的命令可以得出，当grep不使用任何参数时，过滤出来的数据只要包含关键词即可，比如数字1，12、18、1都是包含1的，都会被过滤出来。如果使用这种方式判断红色球号码是否重复就会有问题，如果先随机产生一个编号为12的红色球，则后面就不会再产生编号为1的红色球。而grep在使用-w参数后，就可以实现对单词的过滤，仅匹配一个独立的内容为1的词。
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通过上面这种+=的方式，可以将任意个数的字符追加保存到一个变量中，而机选双色球中的红色球就需要这样的一个变量，在这个变量中保存所有随机的6组红色球号码。
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使用wc命令可以对数据进行统计操作，不同的选项输出的结果不同，常用选项功能如表3-3所示。如果一个红色球是一个独立的数字单词，那么使用wc命令就可以统计数字是否满足机选六组红色球的需求。
 

 表3-3　wc命令常用选项功能
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完整的机选双色球代码示例如下。
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[1]. 数字之间使用分隔符分隔，默认分隔符为空格或Tab。
 
[2]\在这里是转义、屏蔽的意思，对后面的t进行屏蔽，意思就是一个普通的字母t。
第4章　请开始你的表演，数组、Subshell与函数
 
通过前面的学习，相信你已经可以独立编写Shell脚本解决很多实际的问题了，可以轻松并且自动化地完成日常工作了。但是Shell脚本的功能还远不止于此，在生产环境中还有很多更复杂的问题需要解决，我们还需要再接再厉，学习更多高级功能。
 
4.1　强悍的数组
 
Shell支持一种特殊的变量—数组。数组是一组数据的集合，数组中的每个数据被称为一个数组元素。目前Bash仅支持一维索引数组和关联数组，Bash对数组大小没有限制。
 
定义和调用索引数组的基本语法格式如下。
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这里定义了一个变量名称为name的数组，该数组中存储了5组数据，索引（也称为下标）分别为0、1、2、3、8，索引可以是算术表达式，但要求运算的结果是整数。可以通过索引定义数组，同样也可以使用索引获取数组中某个元素的值。注意，数字索引可以是一个变量，索引可以不连续。
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使用*提取数组中的所有元素时会把所有元素视为一个整体，而使用@则将数组所有元素视为若干个体。
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因为$｛name［*］｝将所有数组元素视为一个整体，所以for循环仅循环一次就结束，变量i也仅取一次值，i="Jacob Rose Vicky Rick Tin"。
 

 [image: img]

 
因为$｛name［@］｝将所有数组元素视为独立的个体，所以name数组中有多少个元素，for循环就会循环多少次，每循环一次变量i获取其中一个元素的值。
 
在使用数组时，数组的索引也可以是变量，这个功能Shell脚本中的普通变量是不可能实现的。
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使用第二种方式创建数组与使用第一种方式效果一样。使用第二种方式创建的数组，虽然没有明确指定索引，但系统会默认使用以0为起始值的有序数字为索引。所有数组元素的值之间使用空格符分隔。
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使用$（）或``也可以将命令的执行结果赋值给数组变量。
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除了可以使用数字作为数组的索引，是否还可以使用其他的字符串作为数组的索引呢？从4.0版本开始Bash为我们提供了一种新的关联数组，使用关联数组，数组的下标可以是任意字符串。关联数组的索引要求具有唯一性，但索引和值可以不一样。
 
定义和调用关联数组的基本语法格式如下。
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需要先使用“declare -A 数组名称”才可以定义一个关联数组。其他的语法与普通数组一致。需要注意的是，普通的索引数组无法转换为关联数组。
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虽然可以使用$｛数组名［@］｝或$｛数组名［*］｝一次性获取数组中所有元素的值，但是如何单独将数组中的每个元素值提取出来呢？使用循环可以遍历数组的所有元素的值。
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4.2　实战案例：斐波那契数列
 
斐波那契数列又称为黄金分割数列或兔子数列，是数学家里昂纳多·斐波那契提出的一种数列。该数列是由斐波那契对兔子繁殖问题的思考推理而来的，假设兔子在出生两个月后就有繁殖能力，一对成年兔子每个月能生出一对小兔子，如果所有兔子都不死，那么一年以后可以繁殖多少对兔子？这个问题可以通过表4-1表示。
 

 表4-1　斐波那契数列表
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分析表格数据，第一个月小兔子没有繁殖能力，所以小兔子对数为1，成年兔子对数为0。第二个月小兔子成长为成年兔子，所以小兔子对数为0，成年兔子对数为1。第三个月成年兔子开始繁殖小兔子，所以小兔子对数为1，成年兔子对数为1。第四个月成年兔子再繁殖一对小兔子，并且上个月的小兔子成长为成年兔子，因此小兔子对数为1，成年兔子对数为2。依此类推，可以算出第12个月兔子的总对数为144。兔子数列如图4-1所示。
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 图4-1　兔子数列


 
该数列的特点是从第3个数开始，后面的数字等于前面两个数字之和，如1+1=2，1+2=3，2+3=5，3+5=8…
 
总结推导公式为：F（n）=F（n-1）+F（n-2） （n＞=3，F（1）=1，F（2）=1）。
 
另外，该数列当n趋向无穷大时，前一项的值除以后一项的值所得结果无限接近黄金分割比例（0.618）。1/1=1， 1/2=0.5， 2/3=0.666， 3/5=0.625，...，1 346 269/2 178 309=0.618 033 988 75。因此，斐波那契数列也被称为黄金分割数列。
 
如何使用Shell计算斐波那契数列呢？可以将计算的数字保存到一个数组中，数组的索引就是1，2，3，4等，数组第三个元素的值等于第一个元素和第二个元素值的和，第四个元素的值等于第二个元素和第三个元素值的和。具体代码如下。
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4.3　实战案例：网站日志分析脚本
 
通常情况下各种业务服务都会产生大量的日志文件，而对日志文件数据进行分析、统计是日常运维工作中非常重要的一个环节。通过对日志文件数据的分析，可以了解业务的运行状态、是否存在潜在的安全威胁、热点数据、时间段趋势、客户来源等信息。
 
使用数组可以非常方便地对数据进行存储与统计，下面以Nginx的日志文件为例，编写一个访问日志文件的分析脚本。在使用脚本分析日志文件前需要了解Nginx访问日志的内容与格式，Nginx访问日志案例如下。
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这里以其中一行数据为例，介绍每列数据的含义。
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在这条日志消息中，172.40.62.167是客户端的IP地址。第二列是一个固定的字符串"-"，没有任何含义。当Nginx配置了用户认证后，客户端访问网站时输入用户名和密码，则第三列的内容为用户名，如果没有配置用户认证则这一列也是固定字符串"-"。第四列方括号内的内容为服务器本地时间（客户端在什么时间访问的服务器）。第五列双引号内的内容包括客户端请求的页面和使用的协议，协议一般为HTTP/1.1或HTTP2.0。第六列为HTTP返回的状态码。第七列是Nginx服务器发送给客户端的字节数（不包括响应头的大小）。第八列告诉服务器客户端是从哪个页面链接访问的，没有通过任何链接访问时这列内容为固定字符串"-"。第九列双引号内的内容是客户端信息，包含客户端使用的操作系统及浏览器等信息。
 
下面是完整的脚本案例。
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4.4　常犯错误的SubShell
 
通过当前Shell启动的一个新的子进程或子Shell被称为SubShell（子Shell）。子Shell会自动继承父Shell的很多环境，如变量、工作目录、文件描述符等，但是反之，子Shell中的环境仅在子Shell中有效，父Shell无法读取子Shell的环境。例如，如果在父Shell中定义全局变量，子Shell中就可以调用该变量。但当在子Shell中定义一个局部或全局变量时，父Shell是无法读取该变量的。基于这样的特性，编写的脚本有时就可能出现潜在的问题。
 
如何生成子Shell呢？使用分组命令符号（）就可以让命令在子Shell中运行，通过Shell变量BASH_SUBSHELL可以查看子Shell的信息，该变量的初始值为0，每启动一个子Shell该变量的值会自动加1，下面通过简单的示例验证效果。
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分析脚本执行结果，启动脚本后进入的Shell被认为是父Shell，当前工作目录是/root，变量BASH_SUBSHELL的值为默认初始值0。通过（）启动了一个子Shell，子Shell继承了父Shell的变量与工作目录等环境信息，因此，在子Shell中当前工作目录依然是/root，父Shell定义的变量hi，在子Shell中依然可以正常使用并在屏幕上显示该变量的值，同时变量BASH_SUBSHELL的值会自动加1（结果为0+1=1）。最后为了验证父Shell不可以读取子Shell的环境信息，在子Shell中定义了一个名称为sub_hi的变量，并在子Shell中切换工作目录到/etc。当（）结束脚本再次回到父Shell时，会发现子Shell切换工作目录对父Shell无效，父Shell当前工作目录依然是/root，而子Shell定义的变量sub_hi在父Shell中也无法被调用，父Shell开始时定义的变量hi依然可以使用，回到父Shell后BASH_SUBSHELL自动减1（1-1=0）。脚本执行流程如图4-2所示。
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 图4-2　脚本执行流程


 
再看一个多级子Shell的例子。
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分析脚本执行结果，每启动一个子Shell会导致变量BASH_SUBSHELL的值加1，该变量的初始值是0，进入第一个子Shell后为1，在子Shell中再进入一个子Shell会使该变量的值再次加1，通过变量BASH_SUBSHELL的值可以知道脚本启动了多少个子Shell。进入第二个子Shell后执行pstree命令还可以很清晰地看出进程列表，从脚本的输出结果可以看出，在Bash进程下启动了一个subshell_02.sh脚本，在该脚本中通过（）再次启动了一个子进程subshell_02.sh，依此类推。多级子Shell执行流程如图4-3所示。
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 图4-3　多级子Shell执行流程


 
除了（）可以启动子Shell，还有别的方式可以启动子Shell吗？
 
使用&符号将命令放入后台会产生新的子Shell，另外使用管道符号|或者分组命令符号（）也会产生新的子Shell，使用命令替换$（）也会产生新的子Shell，在Shell脚本中执行一个外部命令同样会启动新的子Shell。
 
先来看一个使用管道开启子Shell后导致脚本运行错误的案例。该脚本希望通过循环读取df命令并输出第四列内容，统计所有存储设备剩余容量的总和。
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上面的脚本之所以返回值为0，是因为使用了管道符号，管道会导致整个while循环都在子Shell中执行，在子Shell中通过循环读取df命令输出的第四列值并求和，而等所有循环结束，脚本返回父Shell后，子Shell中计算的所有值在父Shell中都无法被调用。为了方便追踪错误，将上面的脚本进行适当修改，重新编写如下脚本。
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整个脚本执行流程如图4-4所示。分析脚本执行结果，通过管道进入子Shell后，确实可以读取磁盘剩余容量，第一个磁盘的剩余容量大约为30GB，因为sum初始值为0，所以第一次循环sum的值为30 312 376，第二次循环继续读取第二个设备的剩余空间，容量大约为130GB，再次求和后sum的值为161 553 772，到这里整个循环都是可以正常工作的。但是，当所有设备容量都读取完毕，循环结束后脚本会返回父Shell中，在父Shell中再次显示sum的值时，输出结果为0。同样的道理，当脚本执行结束返回命令行后，在命令行中再次查看sum的值，将找不到该变量。
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 图4-4　脚本执行流程图


 
如何才可以解决这样的问题呢？通过文件重定向的方式读取文件，就不会再开启子Shell。所以，在前面的nginx_log.sh日志分析脚本中，在需要读取文件并对文件进行分析时应该使用重定向输入，而不是使用管道开启子Shell。
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在脚本中使用外部命令，包括加载其他脚本也都会开启一个子Shell，所以在脚本中需要调用其他脚本时一定要使用source加载。
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从脚本执行的结果可知，在脚本中调用外部命令pstree时，查看进程树可以看到pstree命令是在subshell_05.sh下启动的一个子进程。而通过Bash调用env.sh脚本也会产生子Shell，读取完env.sh程序返回父Shell后，再显示变量的值则为空。因此，如果需要在脚本中调用其他脚本最好使用source命令加载，使用source命令加载脚本不会开启子Shell。
 
最后看一个后台进程的问题示例。前面章节中我们编写了测试某个网段内所有主机是否可以连通的脚本，但是默认仅在ping通主机1之后才会继续测试主机2，依此类推。如果测试一台主机需要3秒，254台主机就需要762秒（约12分钟），可以使用&将ping命令放入后台，这样做的好处是可以并发测试。下面的脚本通过变量count统计可以连通的主机数量，但是，因为&也会导致启动子Shell，所有子Shell中定义的计算变量的值无法在父Shell中调用，结果就导致脚本执行完成后，屏幕返回值永远为0。
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4.5　启动进程的若干种方式
 
接下来讨论在Shell中执行命令创建进程的几种方式：fork方式、exec方式、source方式。
 
1）fork方式
 
通常情况下在系统中通过相对路径或绝对路径执行一个命令时，都会由父进程开启一个子进程，当子进程结束后再返回父进程，这种行为过程就叫作fork。当脚本中正常调用一个外部命令[1]或其他脚本时，都会fork一个子Shell进程，我们的命令会运行在这个子Shell中。比如下面这个脚本中的所有语句都会fork一个子进程。
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这个脚本在执行的过程中会打开另一个终端窗口，反复执行pstree可以获得如下的进程树信息。可以看出，当脚本调用一个外部命令sleep时，系统会fork一个子Shell，sleep命令是在子Shell中执行的。当脚本通过相对路径或绝对路径调用其他脚本（如tmp.sh）时，也会fork一个子进程，并且tmp.sh脚本中的命令被触发执行时也会再次fork子进程。
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使用fork方式开启的子进程是父进程的一个副本，因此会自动单向继承父进程的环境，如环境变量、位置变量、资源权限、内存中的数据、信号等。但是，父进程无法继承子进程的环境。
 
在脚本中调用其他命令时，正常情况下都会开启子进程，子进程结束后返回父进程，继续执行下一个命令，再次开启子进程，进程结束再次返回父进程，依此类推，直到脚本执行结束，如图4-5所示。
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 图4-5　脚本开启子进程流程图


 
2）exec方式
 
也可以使用内部命令exec调用其他命令或脚本，语法格式如下。
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使用exec方式调用其他命令或脚本时，系统不会开启子进程，而是使用新的程序替换当前的Shell环境，因为当前Shell环境被替换了，所以当exec调用的程序结束后，当前环境会被关闭，如图4-6所示是exec执行命令流程图。
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 图4-6　exec执行命令流程图


 
如图4-6所示，一个脚本中包含三个命令，一个是通过exec执行ls命令，一个是使用echo命令让屏幕回显一个字符串信息，最后一个是cd命令，用于切换目录。但是，因为第一个命令使用exec调用ls，系统会使用ls命令替换当前的整个脚本，整个进程就变成了一个ls命令，当ls命令结束后进程也就结束了。原脚本中exec后面的所有命令都不会再被执行！为了防止当前脚本被覆盖，一般都会将exec写入另一个脚本，先使用fork方式调用该脚本，然后在fork的子进程中调用exec命令。下面这个脚本在执行完ls命令后会直接退出。
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但是有一个特例，当exec后面的参数是文件重定向时，不会替换当前Shell环境，脚本后续的其他命令也不会受到任何影响。
 
3）source方式
 
使用source命令或.（点）可以不开启子Shell，而在当前Shell环境中将需要执行的命令加载进来，执行完加载的命令后，继续执行脚本中后续的指令。
 
下面看一个简单的示例。
 

 [image: img]

 
在上面的source.sh脚本中使用source命令加载/root/tmp.sh脚本，source命令会在不开启子Shell的情况下，将tmp.sh中的所有命令加载到当前Shell环境中，类似tmp.sh文件中的所有命令就是编写在source.sh文件中的一样，如图4-7所示。
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 图4-7　使用source加载脚本


 
从进程树的角度分析，如果不使用source命令加载tmp.sh，而是直接使用路径调用脚本，则进程树效果如下。
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如果使用source命令加载其他脚本（如tmp.sh），则其他脚本中的命令将被载入当前Shell中直接执行，进程树效果如下。
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4.6　非常实用的函数功能
 
与大多数开发语言一样，Shell同样支持函数功能。函数就是给一段代码起一个别名，也就是函数名，定义函数名的规则与定义变量名的规则基本一致，但是函数名允许以数字开头。使用函数可以方便地封装某种特定功能的代码，在调用函数时不需要关心它是如何实现的，只需知道这个函数是做什么的，就可以直接调用它完成某项功能。函数必须先定义，才能被调用。合理地使用函数可以将一个大的工程分割为若干小的功能模块，代码的可读性更好，还可以有效避免代码重复。
 
定义函数的语法格式有多种，可以任选一种方式，调用函数时直接写函数名即可。
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在命令行就可以直接演示函数的定义和调用，下面是简单的语法格式演示。
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定义函数并不会导致函数内的任何命令被执行，仅当通过函数名称调用时，函数内的命令才会被触发执行。
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如果需要取消函数，可以使用unset命令取消函数的定义。
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在实际编写脚本时，经常会使用函数的功能给脚本编写提示信息，比如脚本的帮助或用法信息。下面就是这样的示例脚本文件。
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通过上面的示例可以知道，函数其实类似于别名，就是给一段代码起一个别名，当调用该别名时函数中的代码就会被触发执行。但是，前面示例中的函数并不能被反复调用，因为函数体内编写的代码用的全部都是常量，所以在第二次被调用时就会创建名称相同的目录与文件。这样的函数非常不灵活。怎么解决这个问题呢？答案是使用变量！Shell中的函数支持传递参数，可以通过向函数体内传递变量参数，确保函数可以被反复调用。
 
在函数体内部可以通过变量$1、$2读取位置参数，在调用函数时添加相应的参数即可，或者读取其他全局变量都可以实现传递变量参数的功能。
 
实现上面功能的函数代码如下。
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有了这种通过位置变量传递参数的机制，就可以使用函数编写更加灵活的脚本，比如监控服务功能就可以写成函数，通过传递变量就可以编写一个通用的监控服务是否启动的脚本。
 

 [image: img]

 

 [image: img]

 
上面的脚本在调用函数时添加了不止一个参数，而在函数体内通过$@就可以读取所有位置参数，并通过for循环遍历每一个参数，在for循环内部使用if语句判断服务是否启动。这个脚本中定义的函数也可以被反复调用，每次调用时添加不同的位置参数，即可检测不同服务的状态。
 
4.7　变量的作用域与return返回值
 
Shell脚本中执行函数时并不会开启子进程，默认在函数外部或函数内部定义和使用变量的效果相同。函数外部的变量在函数内部可以直接调用，反之函数内部的变量也可以在函数外部直接调用。但这样会导致变量混淆、数据可能被错误地修改等问题，下面通过一个示例看看变量的作用域问题。
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分析脚本输出结果，在demo函数外部定义的两个变量在函数内部都可以被调用，并且还可以被修改。默认global_var1和global_var2为当前Shell环境中的全局变量[2]，而执行函数不会开启子Shell，因此在函数内部也可以调用和修改变量。示例中在函数内部修改了global_var2的参数值，而在demo函数中定义的变量func_var默认也是全局变量，因此在函数外部使用echo命令调用函数内部变量func_var是可以正常显示的，而global_var2参数值在函数中被修改了，最终脚本输出的也是修改后的内容。
 
但是，这样的结果有时并不是我们希望看到的。在一个实际工程脚本文件中，有时会因为在函数外部和函数内部定义了相同名称的变量，从而导致数据被意外篡改！如何防止在函数内部修改函数外部的全局变量呢？可以通过local语句定义仅在函数内部有效的局部变量。
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分析执行结果，首先在脚本开始时定义了两个全局变量global_var1和global_var2，然后在函数内部使用local命令定义一个与全局变量重名的局部变量global_var2，并设置新的变量值，但是这样并不会覆盖全局变量的值。在函数内部调用变量global_var1时，因为在函数内部没有与之重名的变量，所以直接显示全局变量的值。而在函数内部调用变量global_var2时，因为在函数内部定义了与全局变量重名的global_var2，系统会优先调用函数内部的局部变量，所以输出的结果为Broke Girls。最后当函数执行结束时，在函数外部再次使用echo命令调用global_var1和global_var2变量，并不会受函数的任何影响，输出结果仍然是全局变量的值：hello world。
 
正常情况下定义的普通变量和数组都是在当前Shell中有效的全局变量。但是使用declare定义的关联数组则是一种特殊情况，在函数外部定义的关联数组为全局变量，而在函数体内部定义的关联数组则默认是在函数内部有效的局部变量。
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分析脚本执行结果，在函数体外定义的普通数组变量a和在函数体内定义的普通数组重名，因为默认情况下都是全局变量，所以数组变量a的值被覆盖，不管在函数内部还是外部，屏幕显示的都是覆盖后的新值（xx yy zz）。而关联数组是个特例，在函数外部定义的关联数组b为全局变量，虽然在函数内部也定义了同名的关联数组变量，但是仅在函数内部调用数组b时才显示88和99，在函数外部调用数组b时显示的结果依然是11和22。
 
最后还有一个注意事项，定义函数不会导致函数被执行，因此在没有调用函数时，无论是全局变量还是局部变量，都不可以在外部和内部之间相互调用。
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分析脚本执行结果，在这个示例中仅定义了函数，但并没有调用函数，因此在函数内部定义的变量func_var及对变量global_var2的修改实际上都没有被执行。当在函数外部使用echo命令调用func_var时实际就是空值，global_var1和global_var2变量的值也没有任何变化，最后的输出结果为hello world。
 
执行完函数后，默认整个函数的状态码为函数内部最后一个命令的返回值。我们在3.10节中学习了使用exit命令自定义返回码，但是在函数中如果使用了exit命令就会导致整个脚本直接退出。可以使用return命令立刻让函数中断并返回特定的状态码，并且不会影响脚本中后续的其他命令。
 

 [image: img]

 
分析脚本执行结果，脚本中定义了三个函数，分别是demo1、demo2和demo3。demo1函数中没有自定义任何返回码，因此在脚本中调用demo1函数后，使用echo命令查看函数返回状态码为0（也就是函数内uname -r命令的返回码）。demo2函数使用return命令自定义的返回码为100，因为return会让函数立刻中断，所以调用demo2函数时，屏幕仅显示start demo2而不会显示demo2 end，调用完函数后，再通过echo命令查看函数的返回码为自定义的100。最后一个函数使用了exit命令，该命令不仅中断了函数，同时中断了整个脚本，因此调用demo3函数时，屏幕显示hello，然后整个脚本意外中断，并没有执行后续的echo命令，也没有显示demo3函数的返回码。
 
4.8　实战案例：多进程的ping脚本
 
前面已经使用循环语句编写过ping某个网络内所有主机连通性的脚本，但是当时的脚本并没有使用函数，也没有使用&符号开启后台子进程脚本，所以整个脚本的执行效率非常低。现在学习了函数及子Shell的知识，就可以重新优化编写功能更强大、效率更高的ping测试脚本了。
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分析脚本执行结果，因为在循环体中是以后台方式执行multi_ping函数的，所以不再需要等待第一台主机测试完成后再测试下一台主机，瞬间就可以将254台主机的测试任务都放入后台执行。屏幕的返回结果是无序的，谁先回应ping消息，屏幕就先返回谁的信息。
 
这样的脚本仅耗时几秒就可以测试整个网段。但是，这个脚本还是有问题！脚本瞬间将254个进程放入后台，脚本瞬间已经把所有需要执行的命令都执行完毕，然后脚本退出。所以在执行完脚本后的一瞬间，当脚本中的命令执行完后系统就返回命令行，而在系统返回命令行后，还在后台执行ping的命令会开始慢慢返回执行结果（可以连通或不能连通的信息），因此192.168.4.6 is up这个信息就显示在命令提示符的后面。更大的问题是，其实脚本执行的一瞬间就返回命令行，但是254个ping返回全部结果却需要几秒，等所有返回结果都显示在屏幕上后，屏幕就有可能宕机！因为系统早已返回命令行，命令行的提示符也已经在脚本执行后的一瞬间返回并显示了，这样就需要手动执行一个回车操作才可以继续后面的其他操作。出现这样的问题就是因为脚本退出的速度太快，解决这个问题可以使用wait命令，该命令后如果输入进程号作为参数，可以等待某个进程或后台进程结束并返回该进程的状态。如果没有指定任何参数，则wait会等待当前Shell激活的所有子进程结束，返回状态为最后一个进程的退出状态。
 
我们可以继续优化上面的脚本，在脚本最后添加一个wait命令，这样可以在所有的后台子进程都结束，也就是所有的ping测试都结束后，再退出脚本。
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4.9　控制进程数量的核心技术——文件描述符和命名管道
 
经过前面的优化，一个多进程的脚本基本已经成型。但还有问题需要解决，在执行多进程脚本的同时在其他终端窗口使用ps aux命令查看进程列表，会发现同时启动了几百个进程，对于ping这样的小程序还好，如果是一个非常消耗CPU、内存、磁盘I/O资源的程序呢？启动几百个这样的程序并行执行，系统会瞬间崩溃！
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我们需要想办法控制进程的数量，比如一次仅启动10个进程，等待这10个进程都结束再启动10个，依此类推。如何控制进程的数量呢？这里需要引入文件描述符和命名管道的概念。
 
1）文件描述符
 
文件描述符是一个非负整数，而内核需要通过这个文件描述符才可以访问文件。当我们在系统中打开已有的文件或新建文件时，内核每次都会给特定的进程返回一个文件描述符，当进程需要对文件进行读或写操作时，都要依赖这个文件描述符进行。文件描述符就像一本书的目录页数（也叫索引），通过这个索引可以找到需要的内容。在Linux或类UNIX系统中内核默认会为每个进程创建三个标准的文件描述符，分别是0（标准输入）、1（标准输出）和2（标准错误）。通过查看/proc/PID号/fd/目录下的文件，就可以查看每个进程拥有的所有文件描述符。
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当打开文件时系统内核就会为特定的进程自动创建对应的文件描述符。下面通过示例演示这样一个过程，首先开启一个命令终端，在命令行中使用vim打开任意一个文件。
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同时开启第二个终端窗口，通过ps命令查看vim进程的进程号，并观察该进程的文件描述符。
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通过实验可以很清楚地看到，vim进程除了拥有三个标准文件描述符外，还拥有一个编号为4的文件描述符，该文件描述符索引/var/log/.messages.swp文件。因为vim程序默认会将所有的修改都写入该文件，只有在vim中执行保存命令才会将数据同步到/var/log/messages。实时的文件读写操作的其实都是/var/log/.messages.swap文件。
 
除了系统自动创建文件描述符，还可以通过命令手动自定义文件描述符。
 
创建文件描述符语法格式如下。
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调用文件描述符语法格式如下。
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关闭文件描述符语法格式如下。
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或者
 

 [image: img]

 

 [image: img]

 
上面案例中首先创建了一个仅可以重定向输出的文件描述符（12），可以通过&12调用该文件描述符，使用echo将消息重定向输出到12这个文件描述符就等同于输出到文件test.txt。但是，当调用该文件描述符进行重定向导入时会失败，该文件描述符不支持重定向输入。
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上面的命令首先创建了一个仅可以重定向输入的文件描述符（13），通过&13就可以调用该文件描述符，使用cat命令重定向输入13这个文件描述符就等同于读取test.txt的文件内容。但是，该文件描述符不能用于重定向输出。
 
能不能创建一个既可以输出又可以实现输入功能的文件描述符呢？答案是可以的！
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下面看一个非常容易导致数据丢失的案例，在生产环境中如果不注意这样的问题，有可能会付出惨痛的代价。
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使用cat命令可以通过文件描述符读取文件的全部内容。另外，read命令后跟-u选项也可以通过文件描述符读取文件内容，但不同的是，read命令每次仅读取一行数据。通过下面的演示，再多学习一些文件描述符的细节技术。
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从上面这一系列的操作演示中，我们要理解，文件描述符并不是简单地对应一个文件的。文件描述符中还包含有很多文件相关的信息，如权限、文件偏移量等。文件偏移量更像一个指针，它指向某个文件的位置，默认情况下该指针指向的是文件的起始位置，当使用read命令读取一行数据后，该指针会指向下一行数据，再使用read读取一行内容，指针再往下移动一行，依此类推，直到文件结束。通过文件描述符读取文件行的流程如图4-8所示。
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 图4-8　通过文件描述符读取文件行的流程


 
因为cat命令会读取文件的全部内容，所以当我们使用cat命令读取文件描述符时，文件描述符的指针会一次性跳到文件的末尾，一旦到了文件末尾，则再通过文件描述符读取文件的内容就为空，因为没有内容可读了。但是可以重新打开文件描述符，还可以再次从开始位置读取数据内容。
 
同样的道理，也可以每次仅读取文件的任意个字符。这样的话，指针就会停留在特定字符的后面，等待下一次再通过文件描述符读取文件内容时，就会继续从这个位置读取后续的内容。read命令可以通过-n选项指定读取任意字符的数据。
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不仅查看内容会导致指针移动，写入数据同样也会导致指针移动。通过文件描述符追加写入数据后，就不能再查看了，因为指针已经移动到了文件末尾的位置。
 
创建文件描述符时，如果文件描述符对应的文件不存在，系统会自动创建一个新的空文件。
 

 [image: img]

 
上面的操作，先开启一个可读写的文件描述符，然后通过重定向输出的方式往文件中写入两行数据，同时文件描述符中的偏移量指针也随之往下移动。当使用文件描述符读取数据时，指针已经移动到最后，此时再使用cat命令查看文件后续内容则为空，但是前面写入文件的内容不会丢失，使用文件名的方式直接访问，数据都还在。
 
2）命名管道
 
接下来，学习命名管道的知识。管道是进程间通信的一种方式，前面已经介绍了匿名管道，使用|符号就可以创建一个匿名管道，顾名思义，系统会自动创建一个可以读写数据的管道，但是这个管道并没有名称。一个程序往管道中写数据，另一个程序就可以从管道中读取数据。但是匿名管道仅可以实现父进程与子进程之间的数据交换，能不能实现任意两个无关的进程之间的通信呢？答案是肯定的，使用命名管道，也叫FIFO[3]文件。
 
命名管道具有如下几个特征。
 
●　FIFO文件由命令创建（mknod或mkfifo命令），可以在文件系统中直接看到。
 
●　写入管道的数据一旦被读取后，就不可以再重复读取。
 
●　进程往命名管道中写数据时，如果没有其他进程读取数据，则写进程会被阻塞。
 
●　进程尝试从命名管道中读取数据时，如果管道中没有数据，则读进程会被阻塞。
 
●　命名管道中的数据常驻内存，并不实际写入磁盘，读写效率会更高。
 
通过简单的命令演示如何创建命名管道及读写数据被阻塞的案例。
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使用echo命令将数据重定向导入管道，因为暂时没有其他进程从管道中读取数据，所以写数据的echo命令被阻塞。
 
开启另一个命令终端窗口，执行读操作时，回到第一个窗口写阻塞会自动被解除。
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与上面的演示类似，反之当从命名管道中读取数据时，如果管道中并没有数据，读进程会被阻塞。因为前面的操作已经将pipe_file1中的数据读出，此时管道中已没有任何数据。
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我们开启另一个命令终端窗口，执行写操作时，再回到第一个窗口读阻塞会自动被解除。
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说了这么多文件描述符与命名管道的铺垫，该进入正题了，对于多进程的脚本如何控制进程的数量呢？通过命名管道的阻塞功能就可以有效地阻止开启过多的进程！但是只有命名管道还不够，正常情况下cat命令读取命名管道数据会一次性全部读完，这里需要每次仅读取一行数据，而read命令通过文件描述符就可以读取文件的行数据。
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有了这样的技巧可以控制进程数量后，就可以再次修改前面的ping测试脚本，实现一个可以任意控制进程数量的多进程ping测试脚本。
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4.10　实战案例：一键源码部署LNMP的脚本
 
在生产环境中为服务器安装部署软件包是运维人员非常重要的一项工作，一般可以通过RPM、YUM或者源码安装部署软件包。这些方式中源码包安装方式具有很多RPM所不具备的优势，比如可以自定义安装路径、自定义模块、获得更新的版本等，但是，使用源码包安装软件往往也是最复杂的一种方式。怎么办呢？我们即需要源码包的灵活性，又不希望每次安装都很麻烦。在生产环境中一般都会选择将源码包的安装步骤写入脚本，实现一键安装软件包的功能，也有部分企业是将源码自定义制作成个性化的RPM包。
 
下面的案例以使用源码部署目前比较主流的LNMP环境为例，编写一个自动化部署脚本。实现这样的脚本需要编写大量的代码，如果没有函数，脚本会显得杂乱无章，本案例会使用函数的方式编写。
 
注意
 
这里，我们关注的是如何编写一个自动化部署脚本，相关软件还需要读者自行到对应的官方网站下载。
 
首先通过变量设置一些颜色属性，方便在脚本运行过程中给使用者恰当颜色的信息提示。然后测试系统的YUM源是否可以使用，如果没有YUM源则无法完成源码包相关依赖软件的安装，如果YUM源可用就可以通过install_deps函数安装LNMP相关的依赖软件包。最后就是定义一系列的函数进行源码包的安装、修改配置文件、生成systemd启动配置文件。
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4.11　递归函数
 
一个会自己直接或间接调用自己的函数称为递归函数。下面用递归函数的方式再次编写一个求斐波那契数列的和的脚本。
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需要注意的是，因为递归函数会自己调用自己，如果不设置任何退出机制，就会变成死循环递归调用，所以一般都需要设置一个条件，当条件触发后就结束递归。另外一个需要注意的是，递归函数仅当递归结束后，之前启动的调用函数才会依次关闭，如果递归次数特别多，会有大量的函数被反复调用而不关闭，非常容易导致内存中的数据溢出，进而导致程序出错。上面的脚本随着计算数量的增大计算性能会降低，如图4-9所示，如果想得到第五个斐波那契数，就需要将前面所有的斐波那契数重新计算一遍，所以在可使用循环解决的问题中应该尽量避免过多使用递归函数，在一些不需要递归计算的环境中可以考虑使用递归函数。
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 图4-9　递归调用流程


 
4.12　排序算法之冒泡排序
 
对数据进行分析时经常需要进行排序处理，比如按占用CPU的时间对进程排序、按出现的次数频率对数据排序、按大小对数据进行排序等。对数据的排序可用使用sort命令，也可尝试自己编写排序脚本，自定义排序算法。常见的排序算法有很多，如冒泡排序、插入排序、选择排序、快速排序、堆排序、归并排序、希尔排序、二叉树排序等。
 
冒泡排序是一种比较简单的排序算法。冒泡排序不断地比较相邻的两个数据的大小，根据大小进行排序（升序或降序），如果顺序不对则彼此交换位置，依此类推，当所有的数据都比较完成后，一定可以找出一个最大或最小的值。通过彼此交换位置慢慢把大的或小的数据浮现出来，就像气泡浮出水面一样，所以这种算法被称为“冒泡排序”。如图4-10所示是冒泡排序的流程图。假设有7个待排序的数字，我们进行完第一轮的6次比较后一定能得出一个最大值，第一个数值冒泡出来。同理，第二轮进行5次[4]比较后一定可以获得剩余所有数字中的最大值。依此类推，进行6轮这样的比较后，所有数据会按从小到大的顺序排列。
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 图4-10　冒泡排序的流程图


 
先写一个简单的6个数字排序的脚本，看看冒泡排序的代码如何实现。
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下面通过冒泡算法编写一个根据当前系统所有进程所占物理内存大小的排序脚本。
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4.13　排序算法之快速排序
 
快速排序简称快排，是在冒泡排序的基础上演变出来的算法。这种算法的主要思想是挑选一个基准数字，然后把所有比该数字大的数字放到该数字的一边，其他比该数字小的数字放到该数字的另一边，然后递归对该基准数字两边的所有数字做相同的比较排序，直到所有数字都变为有序数字。快速排序的效率取决于挑选的基准数字，如果基准数字是一个比较折中的数字，则基准数字两边就比较均衡，这样比较的次数就会大大减少。如果基准数字偏大或偏小，就会导致基准数字两边的数字个数不均衡，最终需要进行数字比较的次数依然很多。通常我们会选择第一个元素或最后一个元素作为基准数字。
 
如图4-11所示为快速排序的流程图。图4-11中选择5作为基准数字，想办法把比5小的数字放左边，比5大的数字放右边，这样就可以确保5已经被排序。然后，对5左边的数字递归调用相同的算法，比如选择4作为基准数字，把比4小的数放左边，比4大的数放右边。但是，这种比较与冒泡排序的最大区别就是5左边的数字在排序比较时，不需要再与5右边的数字进行比较。同样的道理对5右边的所有数字也执行递归调用快速排序的算法，就可以最终完成所有数字的排序工作。
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 图4-11　快速排序的流程图


 
但是，这里的一个问题是：如何才可以把比5小的数字放左边，比5大的数字放右边呢？具体的快速排序算法如图4-12所示。首先，选择5作为基准数字保存，并设置两个变量i和j，i为最左边的坐标，j为最右边的坐标。然后，将j向左移动（找到比5小的时候停止），将i向右移动（找到比5大的时候停止）。如图4-12所示，j的初始位置2就比5小，所以停止移动，i向右移动，找到比5大的数字8，将2和8的位置互换。完成后继续将j向左移动（找到比5小的时候停止），i向右移动（找到比5大的时候停止），最后，当i和j的位置重叠时，判断该位置上的数字与基准数字5的关系，决定是否与基准数字5交互位置。经过这么一轮比较后5的位置一定是正确的位置了，依此类推，再对5左边和右边的数字序列执行相同的递归算法即可。
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 图4-12　具体的快速排序算法


 
下面一起看看如何使用Shell脚本实现快速排序算法。
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4.14　排序算法之插入排序
 
插入排序顾名思义就是提取一个数字后，对已排序的数字从后往前依次比较，选择合适的位置插入。这种算法的优点是，任意一个数字可能不需要对比所有数字就可以找到合适的位置，当然最差的情况也有可能需要对比所有数字后才能确定合适的位置。
 
通常，初始情况下默认的第一个数字是已经排序的数字。接着，提取下一个数字，拿这个数字从后往前跟已经排序的数字反复逐一比较，直到该数字找到合适的位置并插入。这样反复提取下一个数字并跟前面已排序的数字逐一比较，最终也可以获得一个有序的数字序列。如图4-13所示为插入排序的流程图。
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 图4-13　插入排序的流程图


 
以流程图中的几个数字为例，初始情况下3被默认识别为已排序数字序列。提取下一个数字5，而5不需要跟所有数字进行比较，仅跟它前面的数字3进行比较即可。再提取下一个数字7，依次从后往前跟已排序的数字进行比较，分别需要与5和3进行比较并确定合适的位置。再提取下一个数字4，分别与7、5和3进行比较，比较后将4插入3和5中间。再提取下一个数字8，因为前面的数字都是已经排序的数字，当8与7比较后就可以确定位置，不再需要与前面的每个数字进行比较。依此类推，最终可以完成所有数字的排序。在数字基本有序的情况下，插入排序的效率比较高，只需要很少的移动即可完成最终的排序工作。
 
下面来看看具体的插入排序的代码是如何编写的。
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有些读者具有其他编辑语言的基础，可能还不习惯这种类C语言风格的for循环，同样的算法功能，也可以使用for循环嵌套while循环的方式实现。
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4.15　排序算法之计数排序
 
前面学习的算法中无论是冒泡排序还是快速排序都是基于比较进行排序的，还有一种特殊的排序算法是不需要进行比较的，名为计数排序。这种排序算法的核心思想就是多创建一个数组，用于统计待排序数组中每个元素出现的次数。该算法的核心理念如图4-14所示，2、1、2、7、3、8是需要排序的数字，这个数字序列中的最大值为8，需要额外创建一个计数数组count，该数组有9个下标，分别为count［0］～count［8］，count数组中所有元素的初始值为0，接着用待排序数组的元素值，作为计数数组的下标进行自加运算。如第一个数为2，就执行count［2］++，第三个待排序的数还是2，就再执行count［2］++。依此类推，使用count数组统计所有待排序数字出现的次数。最终，根据count数组元素的值打印对应的下标即可，如count［0］的值是0，就不打印，count［1］的值是1就打印一次1，count［2］的值是2就打印两次2，所有下标打印完就完成了数字的排序工作。
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 图4-14　计数排序的核心理念


 
为了让代码变得简单，便于分析计数排序的核心算法，下面的代码使用常量进行计数排序。
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上面的脚本使用的都是常量，人为分析待排序数组的最大值，人为创建计数数组并赋初始值。下面再写一个可以自动分析待排序数组的最大值，自动创建计数数组赋初始值，最终实现排序功能的完整代码案例。
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4.16　Shell小游戏之单词拼接puzzle
 
再次以一个小游戏作为本章内容的结尾，相信很多读者都玩过文字拼接组词的游戏。
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[1]. 脚本中调用内部命令比较特殊，不会开启子Shell。
 
[2]. 这里的全局变量指的是仅在当前Shell中有效的变量，与使用export定义的全局变量不同，后者定义的变量是在所有的子进程中依然有效的变量。
 
[3]即First In First Out，先进先出，先写入的数据被先读出来，后写入的数据被后读出来。
 
[4]第二轮仅需要5次比较的原因是第一轮比较得出的值已经是最大值，不需要再进行后续的比较操作。
第5章　一大波脚本技巧正向你走来
 
通过前面章节的学习，你已经掌握了Shell脚本的核心语法。但是，有没有一些更高级的内容可以让我们在人前炫技一下呢？请继续往下看，你会掌握更多、更棒的Shell使用技巧。
 
5.1　Shell八大扩展功能之花括号
 
Shell脚本支持七种类型的扩展功能：花括号扩展（brace expansion）、波浪号扩展（tilde expansion）、参数与变量替换（parameter and variable expansion）、命令替换（command substitution）、算术扩展（arithmetic expansion）、单词切割（word splitting）和路径替换（pathname expansion）。这些扩展技巧在编写脚本时非常有用。
 
在Shell脚本中可以使用花括号对字符串进行扩展。我们可以在一对花括号中包含一组以分号分隔的字符串或者字符串序列组成一个字符串扩展，注意最终输出的结果以空格分隔。使用该扩展时花括号不可以被引号引用（单引号或双引号），在括号的数量必须是偶数个。
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字符串序列后面可以跟一个可选的步长整数，该步长的默认值为1或-1。
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使用花括号扩展时在花括号前面和后面都可以添加可选的字符串，且花括号扩展支持嵌套。
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5.2　Shell八大扩展功能之波浪号
 
波浪号在Shell脚本中默认代表当前用户的家目录，我们也可以在波浪号后面跟一个有效的账户登录名称，可以返回特定账户的家目录。但是，注意账户必须是系统中的有效账户。
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波浪号扩展中使用～+表示当前工作目录，～-则表示前一个工作目录。
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5.3　Shell八大扩展功能之变量替换
 
在Shell脚本中我们会频繁地使用$对变量进行扩展替换，变量字符可以放到花括号中，这样可以防止需要扩展的变量字符与其他不需要扩展的字符混淆。如果$后面是位置变量且多于一个数字，必须使用｛｝，如$1、$｛11｝、$｛12｝。
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如果变量字符串前面使用感叹号（！），可以实现对变量的间接引用，而不是返回变量本身的值。感叹号必须放在花括号里面，且仅能实现对变量的一层间接引用。
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变量替换操作还可以测试变量是否存在及是否为空，若变量不存在或为空，则可以为变量设置一个默认值。Shell脚本支持多种形式的变量测试与替换功能，变量测试具体语法如表5-1所示。
 

 表5-1　变量测试具体语法
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变量animals未定义，因此使用echo返回变量的结果为空。
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根据变量替换的规则，当变量未定义或者变量定义了但是值为空时，返回关键字dog。但也仅仅返回关键字dog，不会因此改变animals的值，所以animals的值还是空。
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我们再通过示例验证一下即便定义了animals变量，但值为空时，依然会返回关键字。
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不管变量未定义还是变量的值为空，下面的示例都会返回关键字并且会修改变量的值。
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而当变量的值为非空时，这种扩展将直接返回变量自身的值。
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偶尔，我们还可以使用变量替换实现脚本的报错功能，判断一个变量是否有值，没有值或者值为空时就可以返回特定的报错信息。
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再看一个与前面相反的结果，当变量有值且非空时，返回关键字，而当变量没有定义或值为空时，则返回空。
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前面章节中我们已经编写了几个创建系统账户并配置密码的案例，结合这里我们学的变量替换功能，还可以继续对脚本进行优化，实现更多的功能。
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变量的替换就这些吗？当然不是！变量替换还有非常实用的字符串切割与掐头去尾功能，具体语法如表5-2所示。
 

 表5-2　字符串切割与掐头去尾具体语法
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 续表
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提示
 
这几种对变量的替换方式，都不会改变变量自身的值。
 
下面通过几个示例演示这些功能的具体应用。
 
首先定义一个变量home，变量的偏移量从0开始递增，分别表示变量值每个字符的位置。示例中变量home的具体位置偏移量如表5-3所示。
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 表5-3　变量的具体位置偏移量
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从给定的位置偏移量开始对变量进行切割，如果设置了特定的长度，则截取给定长度的值后结束，如果没有指定截取的长度，则直接截取到变量的末尾。
 

 [image: img]

 
下面通过几个示例介绍对变量的掐头和去尾操作。使用#可以实现掐头，使用%可以实现去尾。
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因为一个#表示最短匹配，所以执行下面的命令仅删除第一个o及其左边的所有内容。
 

 [image: img]

 
如果需要做最长匹配，也就是一直找到最后一个指定的字符，并将该字符及其前面的所有字符全部删除就需要使用两个#符号。
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从右往左删除，直到匹配d为止。一个%从右往左匹配到第一个d即停止，两个%也会从右往左匹配，但是要匹配到最后一个d才会停止。
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如果变量是数组类型的变量，这些扩展还有效吗？答案是肯定的，感慨Shell的强大！
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通过掐头去尾的方式可以实现对文件批量修改文件名或扩展名，下面是两个批量修改文件扩展名的案例。一个脚本是批量修改当前目录下的文件扩展名，另一个脚本是批量修改指定目录下的文件扩展名。
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最后通过表5-4学习变量内容的统计与替换，通过这一组功能我们可以查找变量、统计变量内容的字符数及对变量内容进行替换操作。
 

 表5-4　变量内容的统计与替换
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5.4　Shell八大扩展功能之命令替换
 
命令替换在本书1.5节有介绍，这里将其纳入替换扩展功能中再通过几个简单的示例复习一遍。我们可以通过$（命令）或者`命令`实现命令替换，推荐使用$（命令）这种方式，该方式支持嵌套的命令替换。
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5.5　Shell八大扩展功能之算术替换
 
通过算术替换扩展可以进行算术计算并返回计算结果，算术替换扩展的格式为$（（）），也可以使用$［］的形式，算术扩展支持嵌套。在本书1.8节中有具体介绍，这里再次通过简单的示例演示算术扩展的功能。
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5.6　Shell八大扩展功能之进程替换
 
命令替换将一个命令的输出结果返回并且赋值给变量，而进程替换则将进程的返回结果通过命名管道的方式传递给另一个进程。
 
进程替换的语法格式为：＜（命令）或者＞（命令）。一旦使用了进程替换功能，系统将会在/dev/fd/目录下创建文件描述符文件，通过该文件描述符将进程的输出结果传递给其他进程。关于文件描述符和命名管道的内容可以参考本书的4.9节。
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通过匿名管道（|）我们可以将一个命令的输出结果传递给另一个进程作为其输入的内容，上面的示例中who | wc -l的目的就是通过匿名管道统计当前系统登录人数。相同的功能我们还可以使用进程替换的方式来实现。＜（who）会将who命令产生的结果保存到/dev/fd/63这个文件描述符中，并将该文件描述符作为wc -l命令的输入参数，最终wc -l ＜（who）的输出结果说明了在/dev/fd/63这个文件中包含5行内容。需要注意的是，文件描述符是实时动态生成的，所以当进程执行完毕，再使用ls查看该文件描述符时会提示没有该文件。
 
使用进程替换我们还可以将多个进程的输出结果传递给一个进程作为其输入参数。在下面的案例中我们希望提取/etc/passwd文件中的账户名称（第一列）和家目录（第六列），再提取/etc/shadow中的密码信息（第二列），最后通过paste命令将数据合并为一个文件信息，paste命令会逐行读取多个文件的内容并将多个文件合并。
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在Linux系统中可以使用管道将前一个命令的输出重定向到文件，但是一旦使用了重定向输出到文件，命令的输出结果将无法在屏幕上显示。
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使用tee命令既可以把内容重定向到文件，同时可以在屏幕上显示输出结果。下面的命令可以查看/etc目录下所有以conf结尾的文件，并将输出结果保存到/tmp/conf.log文件中。注意：如果系统中该文件已存在，则tee命令会覆盖该文件原有的内容。
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接下来我们再结合tee命令演示一个进程替换的案例。我们会创建三个扩展名为sh的文件和三个扩展名为conf的文件作为实验素材，然后可以将ls|tee的输出结果通过进程替换写入临时的文件描述符，最后通过grep对文件描述符的内容进行过滤，将以sh结尾的文件名重定向输出到sh.log文件，将以conf结尾的文件名重定向到conf.log文件。
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5.7　Shell八大扩展功能之单词切割
 
单词切割也叫分词，Shell使用IFS[1]变量进行分词处理，默认使用IFS变量的值作为分隔符，对输入数据进分词处理后再执行命令。如果没有自定义IFS，则默认值为空格、Tab制表符和换行符。
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5.8　Shell八大扩展功能之路径替换
 
除非使用set -f禁用路径替换，否则Bash会在路径和文件名中搜索*、？和［符号，如果找到了这些符号则进行模式匹配的替换，关于模式匹配与通配符在本书2.13节有详细讲解，Shell在处理命令时对路径替换后的路径或文件进行处理。
 
如果使用shopt命令时开启了nocaseglob选项，则Bash在进行模式匹配时不区分大小写，默认是区别大小写的。另外，还可以在使用shopt命令时开启extglob选项，可以让Bash支持扩展通配符。shopt命令的-s选项可以开启特定的Shell属性，-u选项可以关闭特定的Shell属性。
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关于路径或文件名，除了可以使用Bash自动的路径扩展功能，使用basename和dirname这两个外部命令，还可以截取一个路径中的路径部分或者文件名部分的内容。
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使用ls或者find命令列出文件时默认都是带路径的，而有些时候我们仅需要文件名即可，这时可以使用basename提取文件名。
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5.9　实战案例：生成随机密码的若干种方式
 
创建账户时我们需要配置初始随机密码，使用手机号注册时需要随机验证码，抽奖活动需要随机点名，俄罗斯方块游戏需要随机出形状。这些案例都在说明一个问题，随机数据很重要！而在Shell脚本中如果需要生成随机数据有哪些方式呢？下面我们依次看看都有哪些方式。
 
1）使用字符串截取提取随机密码
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2）使用命令生成随机数据
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算一算
 
使用base64算法生成的随机数据，其最终长度为（n/3）向上取整后再乘以4。
 
如（1/3）=0.33333，向上取整为1，最终base64编码后的长度为1×4=4位。
 
如（10/3）=3.33333，向上取整为4，最终base64编码后的长度为4×4=16位。
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3）使用设备文件生成随机数据
 
在Linux操作系统中默认提供了两个可以生成随机数据的设备文件：/dev/random和/dev/urandom。很多程序都会调用这些设备生成随机数据，比如SSH、GPG、Tomcat。/dev/random依赖于系统中断（Interrupt），因此当系统中断不足时该文件是无法提供足够的随机数据的，这样会导致需要使用random设备文件生成随机数据的程序阻塞。而/dev/urandom则不依赖于系统中断，在系统中断不足时也可以提供足够的随机数据。我们可以使用文本工具直接查看这两个文件，因为这两个文件可以提供无限的随机数据，所以需要使用Ctrl+C组合键才可以中断对这两个文件的查看。
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random和urandom这两个设备提供的随机数据可能会包含特殊符号，而有些验证码需要是纯数字的，有时密码需要是字母、数字且不包括特殊符号等，所以我们需要使用tr对原始数据进行过滤。另外，这两个设备文件为我们提供无限的随机数据，但是我们需要的密码或密钥之类的数据是需要有限位数的，因此我们还需要使用工具截取特定长度的随机数据。
 
使用tr命令可以从标准输入读取数据并对其进行替换、删除等操作后再输出结果。tr命令的常用选项如表5-5所示。
 

 表5-5　tr命令的常用选项
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语法格式如下。
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备注：数据集1是必需的，选项和数据集2是可选的。
 
tr命令最简单的应用就是统一大小写，我们可以使用tr命令将所有小写替换为大写，或者将大写替换为小写。
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这里tr命令使用了-c选项，该选项的作用是提取数据集1的差集，也就是取反。对字母o取反，就是提取字母o以外的所有集合，包括特殊符号和控制符号，如换行符和回车符等。而上面的命令使用-c选项对数据集1（字母o）取反后，还使用-d选项将取反以后的数据集合进行了删除操作。最终在输出了两个字母o后，没有输出换行而直接显示了命令行提示符（本来应该有的换行符也被删除了）。
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回到提取随机验证码或密码的问题，我们可以将random或urandom设备文件提供的多余数据删除，仅保留我们需要的数据，然后结合head之类的工具截取有效位数的数据。
 
提取10位包含字母、数字和下画线的随机数据。
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提取10位包含存数字的随机数据。
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4）通过Hash值生成随机数据
 
Hash可以把任意长度的输入数据通过散列算法变换成固定长度的输出，输出值也叫散列值。Linux系统自带很多支持散列算法的工具，如md5sum、sha1sum、sha256sum、sha512sum等，通过这些工具也可以生成随机数据。需要注意的是，这种方式提取的随机数据都是十六进制数，也就是随机数据的范围是0-9A-F。
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5）使用进程号或进程数量生成随机数
 
有时候我们编写的脚本需要生成一些临时文件，而临时文件的文件名就可以使用一些随机数据以防止与其他文件名冲突，这时就可以考虑使用进程号、进程个数、文件行数或者文件个数之类的方式生成随机数。其中进程个数和文件个数发生伪随机冲突的可能性比较大，不太适合重复执行的脚本。对于需要重复执行的脚本，采用当前进程的进程号更合适。
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5.10　Shell解释器的属性与初始化命令行终端
 
Shell脚本需要在命令终端执行，而命令终端往往支持大量属性与功能，因此设置好Shell解释器及命令终端的属性，可以为脚本的执行提供最佳的环境。
 
首先来看看Shell解释器的属性设置与查看方法，目前CentOS操作系统默认使用的是Bash解释器，因此我们将主要学习Bash的内部命令set和shopt。通过这两个命令可以查看和设置Bash的很多特性。
 
使用set -o和shopt命令可以分别查看各自命令支持的所有属性及是否开启的标志。set命令可以通过选项开启或关闭特定的Bash属性，shopt命令可以通过-s和-u开启或关闭某些Bash属性。
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常用set命令属性如表5-6所示。
 

 表5-6　常用set命令属性
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 续表
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下面我们会对这些属性做逐一的案例演示和说明。
 
默认Bash定义的变量和函数都是局部的，进入子进程后这些变量和函数是无法再被调用和使用的，使用set -a可以让所有变量和函数默认就可以被子进程调用。
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默认Bash是支持花括号替换功能的，这样我们就可以使用简单的命令快速生成一个数据序列，比如字母序列表、数字序列表等。该功能可以使用braceexpand属性来开启或关闭。
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有时在脚本的开始位置设置一个set -e（errexit）是非常必要的。如果我们编写一个脚本，该脚本的主要功能是创建账户、设置账户密码，最后输出一条提示信息，而账户已经存在或有其他原因导致创建账户失败时，默认脚本依然会坚持执行完所有的脚本命令，很显然，这样会出现雪崩一样的错误提示。类似这样的脚本还有很多，向安装软件、修改配置文件、启动服务这些有关联性的脚本，都有可能因为前面的一个小小错误，而导致整个脚本大面积出错，设置set -e就可以在第一条命令出错时就将整个脚本停止运行。
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hashall可以让Bash记录执行过的命令路径，并将其路径保存到一个内存的Hash表中，这样下次执行相同命令时就不需要再通过PATH变量查找该命令的路径，通常情况下这样可以提高效率。但有时，程序的路径发生了变化，因为有Hash记录的存在反而会导致命令执行失败。
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可以看到，之前被执行过的外部命令都有具体的记录信息，hits代表命中次数，也就是系统通过读取Hash表就可以定位到命令路径的次数。
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通常出现上述情况是没有问题的。但是，如果我们将ip命令从/usr/sbin/目录移动到/bin/目录，此时系统依然根据Hash表中记录的位置执行命令，就无法找到ip程序。我们可以使用hash -d删除某个记录信息，或者使用hash -r清空整个Hash表，再或者直接使用set +h禁用Hash表，这些方法都可以解决类似的问题。
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Bash可以通过设置histexpand属性支持使用感叹号调用历史命令，如！yum就可以直接调用历史命令中最后一个以yum开始的命令。
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默认情况下，我们使用＞或者＞&等重定向符号时会覆盖文件，这有可能会导致现有的数据丢失，设置noclobber属性可以防止数据被覆盖。
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如果我们写的脚本使用tar、rsync、mysqldump之类的工具对数据进行备份操作，因为备份需要一定的时间，可能会出现脚本被重复执行的情况，比如开启多个命令终端反复执行相同的某个脚本，或者多个远程连接的用户在执行同一个脚本，最后备份出来的文件也比较混乱。类似这样的脚本我们就可以利用Bash的noclobber属性来防止脚本被重复执行。
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如果脚本希望通过read或者位置变量读取用户的输入数值作为脚本的变量参数，而实际执行脚本又没有为脚本赋值，此时就会出现意外的错误。开启Bash的nounset属性可以有效防止变量未定义的这种错误。
 

 [image: img]

 
上面这个脚本因为没有给$1和$2赋值，并且设置了set -u，所以提示变量为赋值后就直接退出了脚本。如果没有设置nounset属性，创建账户和修改密码的操作依然会被执行并且返回错误的结果。
 
shopt命令支持的常用属性及其功能如表5-7所示。
 

 表5-7　shopt命令支持的常用属性及其功能
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前面已经介绍了Hash表的功能，正常情况下系统在执行命令时会先搜索Hash表中的记录，再根据表中的记录执行命令。但是根据Hash表中的记录如果无法找到命令就会报错。我们通过shopt开启checkhash属性后，如果系统根据Hash表中的记录无法找到命令，则继续进行正常的命令路径搜索。
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在开启checkhash根据Hash记录找不到程序时，可以继续采用其他方式搜索程序的路径，命令执行正常。
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cmdhist属性可以让我们将一条需要多行命令保存的历史记录到一条记录中。
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除了使用set和shopt命令修改Bash属性，我们还可以使用tput命令查看或设置命令行终端的属性。
 
通过cols可以显示当前终端的列数，134列代表一行可以显示134个字符。
 

 [image: img]

 
通过lines可以显示当前终端的行数。
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通过clear可以将当前终端清屏，效果与执行clear命令或者按Ctrl+L组合键一样。
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通过cup可以移动光标到特定的行与列。
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通过sc可以将当前的光标位置保存，rc可以将光标还原至最后一次sc保存的位置。
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通过civis可以设置不显示光标，通过cvvis或者cnorm可以设置显示光标。
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通过blink可以将终端设置为闪烁模式，bold可以将终端设置为加粗模式，rev可以将当前终端的字体色和背景色互换。
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通过smcup可以保存当前屏幕，rmcup可以还原最近保存的屏幕状态。
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通过sgr0可以取消所有终端属性，将终端还原为正常状态。
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使用reset命令也可以将我们的当前终端重置为初始状态。
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5.11　trap信号捕获
 
信号处理在Shell编程中非常重要，一般我们会使用信号进行进程间的通信工作。我们可以使用kill命令发送信号，然后使用trap命令捕获并处理信号。可能很多人对kill命令的理解就是杀死进程，但是kill除了可以杀死进程还可以做别的。kill本质上是在给进程发送特定的信号，这个信号可以是告诉进程终止运行、暂停运行、继续运行、切换日志等，而进程在收到这些信号后就会执行具体的动作。在Shell脚本中我们可以通过trap命令捕获传递过来的信号，并执行相应的动作命令。通常情况下，我们会把trap命令放置在脚本其他可执行的命令前面，但不是必须这么做。
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这些信号可以使用数字（如9）、英文全称（如SIGKILL）或者英文简称（如KILL）表示，但是不同的系统环境对这些表示方式的支持是不一样的，这个具体使用时需要提前测试。通常推荐使用英文名称，这样兼容性会更好一些。
 
使用kill命令不指定信号时，默认信号为SIGTERM，该信号默认会终止进程。SIGINT信号等同于使用Ctrl+C组合键，默认会中断进程。SIGSTOP信号可以暂停一个进程，SIGCONT信号可以恢复暂停的进程继续运行。发送SIGTSTP信号等同于使用Ctrl+Z组合键，也可以通过CONT信号唤醒恢复进程。SIGKILL信号会强制杀死进程。
 
下面我们通过编写一个测试性的死循环脚本来验证这些信号。首先我们执行loop.sh脚本，然后另外开启一个命令终端查看loop.sh脚本的进程号，最后执行kill命令，通过给循环脚本发送不同的信号实现不同的功能。
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因为前面的循环是永无止境的无限循环，当前命令终端暂时无法使用，我们需要重新开启一个新的命令终端。
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回第一个命令终端会发现死循环脚本被暂停了。在第二个命令终端继续发送恢复信号让继续循环脚本，最后通过发送INT信号中断整个脚本的运行。
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在Shell脚本中我们可以通过trap来捕获信号，并可以自定义需要执行的相应命令，其语法格式如下。
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如果命令为空则表示忽略信号，不执行任何命令。
 
最后再次修改loop.sh脚本，添加trap代码实现捕捉信号的功能。
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执行脚本后，我们使用组合键Ctrl+C或者Ctrl+Z都不会导致脚本中断或睡眠，反而是在屏幕上显示一条消息后睡眠3秒继续。我们还可以在启动一个命令中断执行kill -HUP ＜进程号＞，循环脚本也是返回一条信息后睡眠3秒继续。
 
因为无法使用Ctrl+C组合键进行中断操作，所以我们需要查询进程ID后通过TERM信号杀死进程。
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最后需要说明的是，在Shell脚本中并不能捕获所有信号，像TERM、KILL之类的信号是无法被捕获的。
 
5.12　实战案例：电子时钟
 
下面我们通过一个电子钟脚本，来演示tput和信号处理在脚本中的应用。我们将所有数字符号先保存到一个9行的数组中，每行使用一对引号表示数组的一个完整元素，对第一行的字符串截取0-11位，对第二行的字符串截取0-11位，依此类推，就可以把数字0完整地提取出来，其他数字采用相同的原理都可以单独提取出来。然后我们就可以通过tput定位光标后在屏幕上的任意位置打印数字了。
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对上面这个脚本还可以做适当的修改，将它变成一个倒计时程序。
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5.13　Shell小游戏之抓住小老鼠算你赢
 
下面我们再通过一个游戏的例子来展示设置终端属性与信号跟踪的应用。我们要完成一个如图5-1所示的小游戏，玩家需要使用键盘控制笑脸抓住随机出现的小老鼠。
 

 [image: img]
 图5-1　抓小老鼠游戏


 
编写脚本时，首先需要先画一个游戏地图，笑脸和小老鼠都必须确保待在地图内部的位置上。定义函数draw_map实现地图的绘制，假设我们使用屏幕约1/4的区域绘制地图，就可以通过tput命令获取当前显示屏的宽度和高度，然后将获取的数字除以2。我们还要为游戏的边界进行留白，所以会从第二行第二列开始绘制地图，我们使用X代表横坐标，也就是列数，使用Y代表纵坐标，也就是行数。使用循环从上往下逐行打印#符号作为地图的边界，如果是顶部行或底部行就打印一排#符号，中间行则仅在最左侧和最右侧各打印一个#符号。
 
游戏开始后需要不停地更新小老鼠和笑脸的坐标，需要将地图中的内容清理为空白，然后显示新的笑脸和小老鼠。我们定义clear_screen函数实现清理游戏地图内的所有数据，我们需要清理的是左边界右侧至右边界左侧的所有内容，上边界下方至下边界上方的所有内容。假设从左到右有20个坐标位置，我们就使用space变量存储20个空格，这样再使用一个循环将所有行都填充为20个空格，就可以完成屏幕刷新。
 
我们可以使用Unicode编码来实现绘制笑脸和小老鼠，Bash支持Unicode编码，我们需要的就是初始状态下笑脸显示在一个特定的位置，如（4，4）的屏幕位置，而小老鼠的位置需要为随机位置，通过tput定位然后显示特定的内容即可。
 
最后我们通过read命令读取用户的键盘输入内容，判断游戏结果，如果笑脸触碰到游戏边界则游戏结束，如果笑脸与小老鼠的位置重合则游戏结束，否则就控制笑脸进行特定位置的移动操作，通过修改笑脸的X和Y轴坐标即可实现这个功能。
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5.14　实战案例：脚本排错技巧
 
编写的Shell执行又出错了！不断出现新的Bug！一个脚本执行失败的原因可以分为语法错误和逻辑错误。语法错误比较容易排除，语法错误会导致Shell异常，系统会自动抛出异常报警信息，根据屏幕的提示信息我们就可以有针对性地进行分析并排除。比较难排除的往往是逻辑错误，执行脚本后没有提示语法错误，但是脚本执行的结果却不是我们需要的结果。甚至脚本执行结束后，因为屏幕没有报错，当我们以为脚本执行正确时，其实脚本已经出现了逻辑上的错误，这样的错误往往更加可怕、难以排查。下面我们会给出一些实用的排错小技巧，对于快速定位问题脚本会有非常大的帮助。
 
使用-x跟踪脚本执行过程，这是非常重要的一种排错方式。可以使用bash -x执行脚本，也可以通过为脚本中第一行解释器添加-x选项来实现相同功能的跟踪功能。如果输出结果以双加号开头（++）则表示命令是在子Shell中执行的。
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上面是一个错误的脚本示例，你能找出问题在哪里吗？在执行的时候脚本不会报错，但是最终并不会创建我们需要的jacob、tintin和demo这三个用户，如果不仔细多看几遍脚本，有时候发现问题还是比较困难的。对于这样的脚本我们就可以使用-x跟踪脚本执行过程，可以非常快速地发现问题所在！
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通过分析屏幕输出的信息，我们可以很清晰地看到整个脚本的执行流程，首先进行变量的定义赋值，其次通过for循环创建三个账户，但是在执行循环中的useradd命令时，变量替换后会发现i的值不对，我们需要让i调用的是user1、user2和user3的变量值，而实际执行时，变量i被直接替换为了user1、user2和user3，找到问题了，调用变量user1、user和user3时没有添加$符号！修改为正确的脚本效果如下：
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添加一些额外的辅助命令，也能帮助我们在排错的过程中定位错误原因。例如，增加额外的echo命令就是常见的做法，当我们不太确定错误时，可以在脚本中放置一个echo显示脚本的执行结果，辅助我们分析出现问题的原因。
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可以看出上面脚本的问题吗？对，进入循环后没有使用命令修改变量i的值，结果导致i始终为1，进而造成了一个无限死循环。像这样的脚本我们就可以通过在循环中添加echo来查看变量的值。
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最后一条排错小技巧是将脚本中的单个命令复制到命令行执行。有时候我们并不太确定脚本中的命令格式或逻辑是否正确，这时可以单独将某些命令复制到命令行执行一遍以检查错误，这种方法也是在工作中经常用到的排错方式。
 
5.15　实战案例：Shell版本的进度条功能
 
如果我们在编写一个需要执行很长时间的脚本，如复制大文件、源码编译安装软件包等，为这样的脚本设计一个进度条就是一个不错的方法，可以很好地提升脚本的使用体验。进度条也分很多种，可以是色块进度条，可以是数字百分比进度条，也可以是某种动态效果的进度条。
 
首先，我们做一个最简单的不控制数量的进度条，我们只需要在屏幕上不停地显示某种进度指示符号或色块即可，直到脚本的任务执行完成，再将进度条杀死（kill）。
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除了使用#符号作为进度条，还可以使用背景色块作为进度条。
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但是，这样的进度条显示效果，在复制真正的大文件时，因为复制的时间比较长，最终可能满屏幕都是进度条，效果不好。我们可以利用转义字符\r将光标移至行首，但不换行。
 
输出abc后，将光标调至行首后再输出12，字符串ab会被12覆盖，对c没有任何影响。
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输出abccdef后，将光标调至行首后再输出12和4个空格，字符串abcdef会被全部覆盖。
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为了能够方便地输出特定长度的空格，我们还需要使用printf命令，printf命令支持特定长度的数据输出，同时也支持转义符号的功能。
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利用这种特性，我们就可以反复地在同一行输出进度条。需要注意的是，每次打印进度条都需要使用空格将前面一次的进度条覆盖。优化后的脚本如下。
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下面我们再看一个动态显示指针的进度条效果，在屏幕上快速地逐个显示|、/、-和\这四个符号，并且每次在显示下一个字符前先删除前一个字符（使用\b实现Backspace退格键的效果），最终当刷新的速度足够快时就可以实现动态旋转指针的效果。
 
在编写完整脚本前，先通过命令行学习一些基础知识。printf命令支持%进行格式控制，%s代表输出字符，实际数据有多少就输出多少字符。%10s可以指定输出宽度，当实际数据宽度不足10个宽度时系统自动补空格，而如果实际数据宽度大于10个宽度时，则按实际数据宽度显示字符。另外，也可以使用%.2s指定仅显示实际数据中的2个字符。
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printf命令还支持转义控制字符，使用\b可以删除光标前的一个字符，实现Backspace退格键的效果。
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另外，我们要想实现动态指针的效果，还可以定义一个变量，该变量存储的是四个指针符号，并且每循环一次就需要修改一次四个指针字符的位置。这可以通过掐头与去尾后重新给变量赋值来实现。
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重新定义变量，将第一个任意字符移动到变量的最后位置，将最后三个任意字符移动到变量的开始位置。
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有了上面这些基础知识的准备，下面我们来编写一个完整的动态指针的进度条脚本。
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最后，我们再看一个显示进度百分比的示例。可以通过对比源文件与目标文件的大小来判断复制的进度，或者通过源文件与目标文件的个数来判断进度。下面我们就以文件大小为例编写一个显示百分比进度的脚本。
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5.16　再谈参数传递之xargs
 
在前面章节中我们介绍过使用管道可以将前一个命令的输出结果存入管道，然后后一个命令就可以从管道中读取数据作为输入。但是，实际情况是很多程序并不支持使用管道传递参数，比如find、cut这样的程序。
 
echo无法从管道中读出cut命令输出的结果，最终的输出结果为空。
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echo同样无法从管道中读取find命令的输出结果，最终的输出结果依然为空。
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另外，还有些程序仅可以从命令参数中读取输入的数据，无法从管道中读取数据。如果我们查看某个进程的进程号后，再通过管道将PID传递给kill命令以杀死该进程，这样的用法会导致程序直接出错。类似的问题在rm命令执行时也会出现错误。
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遇到诸如此类的问题有没有好的办法可以解决呢？当然有了！xargs命令就可以读取标准输入或管道中的数据，并将这些数据传递给其他程序作为参数。不指定程序时xargs默认会将数据传递给echo命令。
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默认xargs读取参数时以空格、Tab制表符或者回车符为分隔符和结束符，但是有些文件名本身可能就包含有空格，此时xargs会理解一个文件有多个参数。
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find命令会在输出查找到的文件名后自动添加一个换行符。
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对于这样的问题，find提供了一个print0选项，设置find在输出文件名后自动添加一个NULL来替代换行符，而xargs也提供了一个-0（数字零）选项，指定使用NULL而不是空格、Tab制表符或者换行符作为结束符。这样的话对于xargs来说空格就变成了一个普通字符，只有NULL才被识别为参数的结束符。
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xargs通过-a选项可以从文件中读取参数传递给其他程序。
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xargs命令可以通过-n选项指定一次读取几个参数，默认读取所有参数。
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xargs命令可以通过-d选项指定任意字符为分隔符，默认以空格、Tab制表符或换行符为分隔符。
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xargs命令可以使用-I选项指定一个替换字符串，xargs会用读取到的参数替换掉这个替换字符串。
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5.17　使用shift移动位置参数
 
在脚本中使用shift命令可以左移位置参数，shift命令后面需要一个非负整数作为参数，如果没有指定该参数，则默认为1。假设我们在执行一个脚本时输入了6个参数，./test.sh a b c 1 2 3，那么在脚本中执行shift 4就可以让位置参数左移4位，原来的第5位变成了第1位的位置变量，也就是2变成的第一个位置参数，3变成了第二个位置参数。下面通过一个脚本演示shift的作用。
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通过shift命令我们可以很方便地读取所有位置参数，而不需要$1、$2、$3等这样很麻烦地逐个调用。我们看一个例子，下面这个脚本主要用来检测多个文件是否为空文件，如果是空文件则直接删除该文件。
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5.18　实战案例：Nginx日志切割脚本
 
在实际生产环境中我们维护的网站每天都会有很大的访问量（Page View），有些网站每日PV量可以达到几十万级别，有些网站每日PV量可以达到百万级别，而像春运期间的12306单日访问量则高达几千亿次。目前多数企业选择Nginx作为Web服务器或Web代理服务器，Nignx默认会开启访问日志（access.log）和错误日志（error.log），这两个日志文件大小会随着时间的推移慢慢变大，如果我们不管它，则很快文件内容就会有上百万行，会占用上百兆的存储空间，后期打开文件和处理文件的速度也会变慢。因此我们需要在日志文件变成巨无霸之前就对其进行切割操作，对于已经很大的文件也需要使用合适的工具将其切割为多个小文件。
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对于容量已经很大的文件，我们可以使用split命令对文件进行切割，split命令支持以容量或者行数为单位切割文件。下面我们首先使用dd命令从/dev/urandom设备文件中复制随机数据到/root/test.txt文件，一次复制1MB的数据，复制500个1MB的数据。也就是新建一个容量为500MB的素材文件，接着我们使用split命令对该文件进行切割操作。
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split语法格式如下。
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什么参数都不指定时，split默认会以1000行为标准对文件进行切割，默认输出文件名的前缀为x，当没有输入文件名时也支持读取标准输入中的数据。如果按容量切割，10MB=10*1024*1024B，KB、MB、GB、TB、PB、EB等单位为1024的倍数，而kB、mB等单位为1000的倍数。
 
提示
 
如果我们选择使用容量进行切割，因为在某个容量分割点（如20MB），文件的某一行可能还没有结束，就会导致文件的一行被切割为了多行。
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但是这种切割方法，让原本为一行的内容被切割为了多行，而一行从中间切割时是没有换行符的，因此输出1 2后屏幕没有换行，其他数据行都会有类似的问题。
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对于这样的问题，我们可以选择使用行对文件进行切割，或者使用-C选择按行为单位的最大容量切割，如-C 10K，系统就会把文件切割为10KB左右的文件，但切割的时候会保证文件行内容的完整性，因此切割出来的文件不一定都是标准的10KB的。
 
Split命令虽然可以让我们根据自己的需求将大文件切割为若干小文件，但是对于Nginx日志文件这样的案例，每次都需要手动使用split命令切割文件并不是最优方案，这是一种事后的弥补措施，我们还需要一种机制，可以在文件变大之前就将日志文件进行分割。
 
我们可以使用脚本结合计划任务定期自动将旧的日志文件重命名。但是，当我们使用mv将旧日志改名后，Nginx服务依然会将后期的日志内容写入重命名后的日志文件中，因为Nginx依据的是文件描述符将数据写入文件，而不是依据文件名写入数据，哪怕文件被重命名了，系统依然会将日志写入重命名后的文件。这就需要我们在将旧的日志文件重命名后，再通过kill命令向Nginx进程发送一个USR1的信号，Nginx进程在接收到该信号后，就会自动打开一个新日志文件，并将后期所有新的日志写入新的日志文件中。下面的脚本我们写到Nginx源码安装的标准目录下，具体完整的日志切割脚本如下。
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结合计划任务，我们可以让该脚本定期执行日志切割的任务。这里我们以每周五3点整进行日志切割为例编写计划任务，切记一定要给脚本添加可执行的权限，否则计划任务无法执行。
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[1]. 关于IFS的概念可以参考本书3.5节的内容。
第6章　上古神兵利器sed
 
sed是贝尔实验室的Lee E. McMahon在1973年到1974年开发的流编辑器，sed是基于交互式行编辑器ed开发的软件，sed与ed一样也是行处理编辑器，在sed中搞清楚你需要编辑的是哪一行内容很重要，同时sed是最早开始支持正则表达式的工具之一。我们可以使用sed非常轻松地完成非交互式的文件编辑工作，包括但不限于对文件的增、删、改、查等操作。
 
6.1　sed基本指令
 
sed会逐行扫描输入的数据，并将读取的数据内容复制到缓冲区中，我们称之为模式空间，然后拿模式空间中的数据与给定的条件进行匹配，如果匹配成功则执行特定的sed指令，否则sed会跳过输入的数据行，继续读取后续的数据。默认情况下sed会把最终的数据结果通过标准输出显示在屏幕上。sed数据处理流程如图6-1所示。
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 图6-1　sed数据处理流程图


 
sed语法格式如下。
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sed常用的命令选项如表6-1所示。
 

 表6-1　sed常用的命令选项
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sed基本操作指令如表6-2所示。
 

 表6-2　sed基本操作指令
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 续表
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sed指令执行前需要先根据条件定位需要处理的数据行，如果没有指定定位条件，则默认sed会对所有数据行执行特定的指令。sed支持的数据定位方法如表6-3所示。
 

 表6-3　sed支持的数据定位方法
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下面我们通过大量的案例练习来说明前面三个表格中的每个概念。
 
提示
 
sed是逐行处理软件，我们可能仅输入了一条sed指令，但系统会将该指令应用在所有匹配的数据行上，因此相同的指令会被反复执行N次，这取决于匹配到的数据有几行。
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当没有指定条件时，默认会匹配所有的数据行，因此/etc/hosts文件有多少行p指令就被执行多少次，sed读取文件的第1行执行p指令将该行内容显示在屏幕上，接着读取文件的第2行继续执行p指令再将该行内容显示在屏幕上。但是，为什么最终每个数据行却打印显示了两次呢？因为哪怕没有p指令，sed也会默认将读取到的所有数据行显示在屏幕上，所以p指令数据行被打印显示了一次，接着sed默认又将读取的数据行再显示了一次，最终每行显示了两次。可以使用-n选项屏蔽sed默认的输出功能。关闭默认的输出功能后，所有的数据行将仅显示一次。
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上面的命令当没有指定任何匹配条件时，sed将匹配所有的数据行。但是，sed也支持多种方式定位特定的数据行，直接写行号就是最直接的一种方式，其他如正则表达式等方式也很实用。满足条件的行才会执行sed指令，否则不做任何操作，sed继续读取文件下一行内容，直到文件结尾程序退出。
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除了直接使用行号，sed还支持使用正则表达式定位特定的数据行。上面这条命令会读取文件的第1行，使用正则表达式匹配是否包含root，如果包含root则执行p指令，否则不执行任何操作，sed继续读取下一行数据，重复按照条件匹配数据行直到读取文件结束。上面的结果说明/tmp/passwd文件中的第1行和第10行都包含root，其他所有行都没有包含root字符串。
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上面这条命令可以匹配字母s开头，以:x结尾，中间包含任意三个字符的数据行，最后使用p指令将匹配的数据行显示在屏幕上。
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默认sed不支持扩展正则，如果希望使用扩展正则匹配数据，可以使用-r参数。
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sed程序使用=指令可以显示行号，结合条件匹配，可以显示特定数据行的行号。
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在sed中支持使用感叹号（！）对匹配的条件进行取反操作。
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通过a指令添加新的数据行后，虽然在屏幕的输出结果中我们确实看到了添加的新数据，但是查看源文件后就会发现/tmp/hosts并没有实际发生变化，默认sed仅仅是在缓存区中修改了数据并显示在屏幕上，而源文件不会发生变化。如果希望直接修改源文件的话，可以使用-i选项，但是使用该选项修改文件后，万一修改错误，数据将无法被恢复。
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提示
 
生产环境中的最佳实践是先不使用-i选项测试sed指令是否正确，确认无误后再使用-i选项修改源文件，或者对源文件进行备份操作。
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下面这条命令会先将文件备份为后缀名称为.bak的文件，再修改源文件的内容，将/tmp/hosts文件的第2行删除，d指令是以行为单位进行删除的指令。
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上面这条命令是让sed正则匹配包含new的行后面添加新的temp line数据行。这里需要注意的是，a或者i指令后面的所有内容都会被理解为需要添加的数据内容，因此不可以再写其他指令，效果如下。为了不破坏原始数据，下面的演示都不再使用-i选项。
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这条sed命令先逐行读取文件，匹配包含new的行，并对匹配到的数据进行替换，将整行数据替换为line。
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我们通过r指令可以将其他文件的内容读取并存入当前需要编辑的文件中。而w指令则将当前编辑的文件内容另存到其他文件中，如果目标文件已存在，则另存时会将目标文件的内容覆盖。
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为什么每行后面都有centos7这个内容呢？因为sed是逐行处理工具，在r指令的前面没有写匹配条件，则默认会匹配所有数据行，所以虽然只写了一个r指令读取/etc/hostname文件，但是这条指令会被反复执行N次，读取hosts文件的第1行会执行一次r指令，接着读取hosts文件的第2行又会执行一次r指令，依此类推，直到hosts文件读取结束时程序退出。所以我们看到的结果是每一行后面都追加了centos7。如果希望每行后面都追加主机名，可以在r指定前面添加匹配条件。
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将/etc/shells文件的1～3行另存到/tmp/myhosts，如果/tmp/myhosts已经存在，该文件的所有内容会被覆盖。
 
正常情况下sed会在读取完所有数据行之后退出，但是我们可以随时使用q指令来提前退出sed。
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警告
 
一般不要在使用类似于3q之类的指令时同时使用-i选项，这样会导致sed使用读取出来的3行数据，写入并覆盖源文件，从而会导致源文件中所有其他数据全部丢失。
 
在前面的案例中我们已经学习了使用c和d对数据行进行修改和删除操作，但是这两个指令都以行为单位，c会将整行内容都替换，d则将整行内容都删除。而在实际工作中我们经常需要的是将某个关键词替换（行中的部分内容替换），或者将某个关键词删除，此时就需要使用s指令来完成这样的工作。
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上面这条命令在s前面没有写匹配条件，因此是匹配所有数据行。当sed读取test.txt文件的第1行时，对该行进行正则匹配hello，如果在该行数据中包含hello，则将hello替换为hi，接着读取第2行再次进行正则匹配，第2行没有hello，则不进行任何替换，继续读取下一行，依此类推，直到文件结束。
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上面这条命令会逐行读取test.txt文件内容，将小写的字母o替换为大写字母O，但是我们会发现如果一行中有多个字母o，sed默认仅仅会将第一个字母o替换为大写。如果需要替换每行中所有的小写字母o，则需要在s指令的末尾追加一个g标记，当然也运行我们追加一个具体的数据，表示对第几个字母o进行替换操作。
 

 [image: img]

 

 [image: img]

 
在s替换指令的最后添加i标记可以忽略大小写，上面这条命令可以将大小写的jacob都转换为vicky。
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使用s替换指令时如果同时添加了e标记，则表示将替换后的内容当成Shell命令在终端执行一次。上面第一条sed命令是将/etc/hosts替换为ls -l /etc/hosts，替换后在命令终端执行ls -l /etc/hosts，因此屏幕输出的是该文件的详细信息。上面第二条sed命令是将tmpfile替换为touch /tmp/tmpfile，替换后在命令终端执行该命令，最后使用ls /tmp/tmpfile查看系统中是否已经创建了该文件。
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上面这两个替换是有区别的，第一个替换是在匹配双引号开头双引号结尾和中间所有数据，并将其全部删除；而第二个替换仅仅是在匹配由一个引号开始，中间是不包含引号的任意其他字符（长度任意），最后是一个双引号结束的数据，这样当一行数据中包含多个引号数据时，就可以仅仅匹配第一个双引号的数据。
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上面这条命令应用了正则表达式中的保留功能，使用圆括号将匹配的数据保留，在后面通过\n调用前面保留的数据。这里在第一个圆括号中保留的是每行开头的第一个字符（.在正则中表示任意单个字符），在第三个圆括号中保留的是每行结束的最后一个字符，而在中间第二个圆括号中保留的是除首尾字符外中间的所有字符（.*在正则中表示任意长度的任意字符）。因为都是使用任意字符进行匹配，所以这三个括号可以匹配所有行的数据，并在后面将匹配的数据顺序进行重新调整再输出，将第三个括号的数据（\3）先输出，再输出第二个括号中的数据（\2），最后输出的是第一个括号中的数据（\1）。
 
在使用s指令进行替换时默认我们使用斜线（/）作为替换符号，但是当我们需要替换的内容本身包含斜线时就比较麻烦，需要对替换内容中的斜线使用右斜线（\）转义，这种情况下编写sed命令会很痛苦，读这样的代码更是让人崩溃。为了解决类似的问题，sed支持使用任何其他字符作为替换符号。
 
下面的案例我们希望将/sbin/nologin替换为/bin/sh。
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这样的命令不管是自己编写，还是让别人阅读都绝对如恶梦一般！下面我们将s指令的替换符号修改为其他字符试试。
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使用sed时可以使用分号或者-e选项两种方式在一行中编写多条指令。可以直接使用分号将多个指令分隔，或者在多个-e参数后面添加sed指令，sed支持一个或多个-e参数。如果将分号放到花括号中还可以实现对指令进行分组。
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上面这两条命令在不使用分组功能时，系统会先找到包含world的行，然后将该行数据中的the删除，因为直接使用分号分隔了多条指令，匹配条件仅对第一个指令有效，第二个指令在没有匹配条件的情况下会匹配所有的数据行，只要数据行中包含the就删除，因此不使用分组时第一行和第四行的the都被删除了。而使用分组的最大好处就是在满足匹配条件时执行一组指令，而不满足匹配条件时不会执行这组指令，此时这个匹配条件会对分组中的所有指令有效，上面第二个sed会先找到包含world的行，然后针对这一行的数据将hello替换为hi，将the删除，因此最终仅对test.txt文件的第一行执行分组指令。
 
有些时候我们需要对文件进行的增、删、改比较多，虽然sed可以使用分号在一行中分隔多个指令，但是当指令很多时并不是很方便，对于指令比较多的情况，我们可以先将所有的sed指令写入一个文本文件中，然后通过sed的-f选项读取该指令文件即可实现多指令操作。
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以上指令的含义：匹配第一行数据后将整行内容替换为hello world；匹配第二行数据，先显示该行中的所有数据，再将该行中的第一个小写字母g替换为大写字母G；使用正则匹配包含数据的行并将该行的所有数据都删除；最后使用正则匹配包含beijing的行，先将该行中第一个小写字母h替换为大写字母H，然后将该行中的beijing替换为china（仅对包含beijing的行执行两个s替换指令）。
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6.2　sed高级指令
 
除了前面学习的基本指令，sed还支持很多更高级的指令，可以满足我们日常工作中更多的业务需求。表6-4列出了sed更多高级的操作指令。
 

 表6-4　sed高级操作指令

 [image: img]

 
下面我们通过大量的案例练习来演示这些高级指令的使用方法。
 
sed在对数据进行编辑修改前需要先将读取的数据写入模式空间中，而sed除了有一个用于临时存储数据的模式空间，还设计有一个保留空间，保留空间中默认仅包含有一个回车符。前面我们学习的a、i、d、c、s等指令都仅用到了模式空间，而不会调用保留空间中的数据，仅当我们使用特定的指令时（如h、g、x等）才会用到保留空间中的数据，注意在保留空间中默认包含一个回车符。模式空间与保留空间的关系如图6-2所示。
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 图6-2　模式空间与保留空间的关系


 
当我们使用h指令时，sed就会把模式空间中的所有内容复制到保留空间，并将保留空间中原有的回车符覆盖，而如果使用的是H指令，则sed会把模式空间中的所有内容追加到保留空间中回车符的后面，保留空间中的回车符不会被覆盖。反向操作时使用g指令，sed就会把保留空间中的所有数据复制到模式空间，此时模式空间中原有的所有数据都将被覆盖。而如果使用的是G指令，则sed就会把保留空间中的所有数据追加到模式空间原有数据的下面，模式空间中原有的数据不会被覆盖。如果需要将模式空间与保留空间中的数据直接交换则可以使用x指令。
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上面这条sed命令在读取文件的第2行时将整行数据复制到了保留空间，并将保留空间中原有的回车符覆盖了，然后在读取第5行数据时，使用保留空间中的数据覆盖掉模式空间中的数据（就是使用go spurs to覆盖替换了原来的I am Jacob）。
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这次我们使用的是大写字母G，是将保留空间中的数据追加到第5行的后面，因此在I am Jacob的后面添加了一行go spurs go。
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上面的命令因为使用的是大写字母H，是将第2行的数据追加到保留空间，保留空间中的回车符不会被覆盖，而到了读取第5行数据时，又使用大写字母G将保留空间中的数据追加到模式空间，因此在I am Jacob行的后面追加了一个回车符和一个go spurs go的数据行。
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上面使用回车符和go spurs go覆盖了文件原有的第5行的内容I am Jacob。
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上面在读取第2行数据时，先将数据复制到了保留空间，复制完成后，删除了第2行的数据，因此屏幕上不再显示文件原有的第2行数据（go spurs go）。但是这些数据并没有彻底消失，因为已经被复制到了保留空间，最后当sed读取到文件的第5行时，使用保留空间中的数据将第5行的内容覆盖掉。等于是将文件的第2行剪切到了文件的第5行，并将第5行数据覆盖。
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读取文件的第一行内容到模式空间，将该行数据复制到保留空间，当读取文件第4行时，执行x指令将模式空间与保留空间的数据互换，模式空间就变成了hello the world，保留空间就变成了I am Jacob。
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通过多次使用h指令可以将多个数据行都复制到保留空间以备后用，但是多次使用h指令复制数据时，需要使用大写H以防止后面复制的数据将前面复制的数据覆盖。
 
sed的正常流程是先读取数据行放入模式空间，然后匹配条件执行sed指令，如果有多个指令，则只有最后一个指令被执行后才会输出模式空间的内容，接着读取文件的下一行内容，依此类推，直到文件读取结束时退出sed程序。但是如果使用n（next）指令，则会改变这样的正常流程，sed遇到n指令会立刻输出当前模式空间中的内容，直接读取输入文件的下一行数据到模式空间。
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上面这条sed命令，因为没有匹配条件因此指令对所有数据行都有效，先是读取test.txt的第一行到模式空间，然后执行n会导致打印当前行的数据内容（显示第一行hello the world），接着读取文件下一行数据到模式空间（go spurs go），此时再执行d就会将刚刚读取进来的数据删除（删除go spurs go这行），最后当n和d指令都执行完毕了，接着sed继续读取文件下一行数据（读取第3行进入模式空间），依此类推，最终输出的效果就是将偶数行全部删除，屏幕仅显示奇数行的内容。
 
通过多行N指令也可以读取下一行数据到模式空间，并将新行内容添加到模式空间的现有内容之后，来创建一个多行的模式空间。模式空间的最初内容与新的输入行之间用换行符分隔。在模式空间中插入的换行符可以使用\n匹配。
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上面的命令当读取test.txt文件的第2行到模式空间后，先使用N读取下一行（第3行）追加到模式空间现有数据的后面，此时模式空间中就有了两行数据，使用l指令可以显示当前模式空间中的数据，并且与p指令不同，使用l指令可以打印出那些不可显示的控制字符，如换行符（\n）或回车符（$）之类的内容。如果使用的是p指令，则不会显示控制字符，而是将控制字符转换为实际的换行和回车符。
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sed支持多种替换操作，c以行为单位替换，s以关键词为单位替换，y以字符为单位替换，单个字符是sed中的最小处理单位。
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当有多个sed指令时默认会按顺序依次执行，如果我们需要打破这种限制，让多个指令按照我们希望的顺序执行，则可以使用sed提供的标签功能，定义标签后可以使用分支（branch）或者测试（test）控制sed指令回到特定的标签位置。
 
首先我们需要明确定义标签需要使用冒号（:）开始，后面跟任意标签字符串（标签名称），冒号与标签字符串之间不能有空格，而如果字符串最后有空格，则空格也被理解为标签名称的一部分。
 
有了标签，我们就可以通过b或者t指令跳转至标签的位置，如果b或者t指令跳转的目标标签不存在，则sed直接跳转至命令结束位置。区别是b为无条件跳转，t为有条件跳转。t需要根据前面的s替换指令的结果决定是否跳转。需要注意的是，这里的跳转只影响sed指令的执行顺序，对输入的数据行没有影响。
 
Branch无条件跳转，基本语法格式如下。
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test有条件跳转，基本语法格式如下。
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什么意思呢？通过示例演示我们会更容易理解！
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上面这条命令在打印行号（=）和打印当前行数据内容（p）之前定义了一个名称为top的标签，并在读取文件第4行数据时将sed指令跳转至top，循环执行=和p指令。针对test.txt文件指令的执行流程如下。
 
（1）读取文件的第1行数据，定义名称为top的标签，执行=和p指令，屏幕输出行号1和第1行的数据内容"1:hello the world."，因为第1行的行号不等于4，所以此时不会执行b跳转指令。
 
（2）接着读取文件的第2行数据，与第1行的情况相同，屏幕输出行号2和第2行的数据内容"2:go spurs go."。
 
（3）接着读取文件的第3行数据，与第1行的情况依然相同，屏幕输出行号3以及第三行的数据内容"3:123 456 789."。
 
（4）再读取文件的第4行数据，与前面类似的情况是，依然会按顺序执行=和p指令，屏幕显示行号4和该行的数据内容"4:hello the beijing."，但不同的是，第4行的行号与b指令前面的行号条件匹配，因此在这里就会执行b跳转指令，将指令跳转至top，等于做了一次循环。回到top后，再按顺序执行=和p指令，因为跳转影响的仅仅是指令的执行顺序，不会导致数据行的跳转变化，所以当前行始终都是第4行，4b的条件匹配始终满足，b指令会反复跳转至top导致死循环。
 
（5）上面的命令因为使用了head仅查看命令的前14行输出，如果把最后的管道head去掉，仅保留前面的sed命令，则这条命令是一个永不退出的死循环命令。
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上面这条命令是在打印数据行内容（p指令）前定义了一个名称为label的标签，当匹配到有包含go的数据行时就将指令直接跳转至label标签。也就是说在正常情况下应该每读取一行数据就显示行号和打印数据内容，但是当遇到包含go字符串的行时，就跳过了=显示行号的指令，直接跳到了标签为label的位置，然后执行p指令打印数据行内容。针对test.txt文件指令的执行流程如下。
 
（1）读取文件的第1行，因为第1行不包含go字符串，因此不会执行b跳转指令，就正常执行=和p指令，屏幕显示行号和数据行的内容"1:hello the world."。
 
（2）读取文件的第2行，因为该行数据包含go字符串，因此b指令被触发执行，sed直接跳过=指令，跳转到了名称为label的位置，也就是p指令前面，这样对于第2行而言最终仅仅是显示该行的数据内容："2:go spurs go."，不会再多显示一次行号。
 
（3）后面的所有数据行，都与第1行一样，都会正常地打印行号，并显示对应行的数据内容，直到文件读取完毕，sed程序退出。
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与前面的案例类似，上面这条命令，当匹配包含beijing的行时，就会跳过替换执行，直接通过b指令跳转至命令结尾位置，然后其他所有数据行的句号都被替换为感叹号，唯独包含beijing字符串的行不会进行任何替换操作。
 
提示
 
句点字符在正则表达式中代表的是任意单个字符，所以这里我们使用右斜线（\）将其强制转义为普通的句点字符。
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上面这条命令仅仅会将文件中出现的第一个hello替换为nihao，在没有匹配包含hello的行时花括号中的指令都不会被触发执行，sed会正常地逐行读取文件每行的数据到模式空间，当与/hello/条件不匹配时就接着读取下一行数据。但是，一旦某一行数据与正则/hello/匹配了，就会触发花括号中的指令，而花括号中的第一个指令就是将hello替换为nihao。接着定义了一个名称为next的标签，定义标签不会对文件的数据产生任何影响，然后通过n指令读取下一行数据到模式空间，到此如果后面没有b next指令，则所有的sed指令都已经执行完毕，sed就会按正常流程自动逐行读取接下来的每行数据，并将数据再次与/hello/匹配。如果匹配又会执行将hello替换为nihao的操作，而我们的目标仅仅是希望替换文件中第一个出现的hello，因此不能让sed正常地去按照流程逐行读取数据与/hello/匹配。那么上面命令中最后的b next就至关重要了，它可以确保在匹配了包含hello的数据行后，仅执行一次将hello替换为nihao的操作，接着就是死循环执行n指令将整个文件全部读取出来，当所有数据都读取完毕后，sed程序结束。
 

 [image: img]

 
现在我们需要将多行数据合并为一行，并且将多余的空格删除。
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但是当我们将素材数据修改为如下效果时，第一种方式就无法满足我们的需求了。
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对于类似于这样的文件，有些数据已经是符合要求的，而有些数据则跨行了，如果还使用刚才的第一种方式，就会出错，如何解决这个问题呢？我们看看还有没有其他方式。
 

 [image: img]

 
与branch无条件跳转有所不同，test是一种有条件的跳转，使用时必须和s替换操作配合使用。当s替换操作成功时则执行test跳转，如果跳转的目标标签不存在，则跳转到指令的结束位置，反之，如果s替换操作不成功，则不执行test跳转操作。
 
上面这条命令在开始执行任何sed指令前先定义了一个名称为start的标签，然后条件匹配以冒号（：）结尾的行，找到满足条件的行后执行N指令读取下一行数据到模式空间，接着使用s替换指令将\n（换行符）以及后面的若干空格都替换为空（即删除操作），最后test有条件跳转，如果前面的s替换操作成功则执行t跳转指令，否则不执行t跳转指令。针对contact.txt数据文件其执行流程如下。
 
（1）读取文件的第1行，定义名称为start的标签，该行数据是以冒号结尾的，与/:$/匹配成功，因此会执行N指令将下一行数据追加读入模式空间。模式空间中的数据为第1行的数据和第2行数据，两行数据之间有一个换行符（\n）。接着使用s指令对模式空间中的两行数据进行替换操作，将换行符及若干个空格替换为空（将两行合并为一行）。注意在+前面有一个空格，+在正则表达式中表示前面的字符出现了至少一次。s替换指令执行成功就会导致test跳转，将指令跳转至start位置，再次拿模式空间中的数据（两行合并为一行后的数据）与/:$/匹配，因为合并后以9结尾，所以匹配失败。匹配失败就不会再执行N指令读取下一行数据，因为合并时已经将换行符和空格删除，所以也无法再次执行s替换操作，最终也不会再次执行test跳转，到此所有sed指令执行结束。
 
（2）所有sed指令都执行完毕后，sed自动逐行读取下一行数据（此时读取的下一行已经是第3行数据了），mail:test@test.com不以冒号结尾，因此不会再执行N指令读取下一行数据。没有执行N指令就不会有多行数据，也没有\n换行符，s替换指令也不会被触发执行，因此test跳转也不会被执行，到此所有sed指令执行结束。
 
（3）所有sed指令都执行完毕后，sed自动逐行读取下一行数据（此时读取的下一行已经是第4行数据了），phone:13612345678不以冒号结尾，因此不会再执行N指令读取下一行数据，没有执行N指令就不会有多行数据，也没有\n换行符，s替换指令也不会被触发执行，因此test跳转也不会被执行，到此所有sed指令执行结束。
 
（4）所有sed指令都执行完毕后，sed自动逐行读取下一行数据（此时读取的下一行已经是第5行数据了），mail:确实以冒号结尾，因此会触发执行N指令将下一行数据（也就是第6行数据）追加读入模式空间，模式空间中的数据为第5行的数据和第6行的数据，两行数据指令有一个换行符（\n），接着使用s指令对模式空间中的两行数据进行替换操作，将换行符及若干个空格替换为空（将两行合并为一行），s替换指令执行成功就会导致test跳转，将指令跳转至start位置，再次拿模式空间中的数据（两行合并为一行后的数据）与/:$/匹配，因为合并后以m结尾，所以匹配失败，匹配失败就不会再执行N指令读取下一行数据，因为合并时已经将换行符和空格删除，所以也无法再次执行s替换操作，最终也不会再次执行test跳转，到此所有sed指令执行结束，所有contact.txt文件的数据也都读取完毕，sed程序退出。
 
最后我们再看一个为MAC地址添加分隔符演示test标签的应用案例，MAC地址由6组十六进制数字组成，每组都包含两个十六进制数字。每组MAC地址之间都使用冒号分隔，使用sed可以删除冒号分隔符，也可以添加冒号分隔符。
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不使用循环时仅能在最后一组MAC前添加一个冒号分隔符，使用循环后就可以为所有MAC分组之间添加冒号分隔符。
 
6.3　实战案例：自动化配置vsftpd脚本
 
vsftpd是基于GPL协议的FTP服务器软件，在类Linux系统中被广泛地使用。在工作中我们可以使用vsftpd简单快捷地部署一台文件共享服务器，将公司中的公共文件放入FTP服务器可以很方便地实现数据共享功能，提高办公效率。vsftpd可以匿名访问，也可以基于账户认证的方式访问，使用默认匿名账户访问时为只读权限，而使用账户认证的方式访问时，每个用户访问的都是系统账户家目录，并对该目录具有读写权限。因为FTP服务器是常用文件共享服务器，如果每次使用都要手动部署配置会非常麻烦，如果能编写一个脚本实现自动化部署与配置vsftpd，对于释放劳动力、提高工作效率会大有帮助。
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该脚本执行后的主菜单界面效果如下。
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6.4　实战案例：自动化配置DHCP脚本
 
动态主机设置协议（Dynamic Host Configuration Protocol，简称DHCP）是一种局域网协议，在工作中搭建DHCP服务器的主要目的是为局域网内部的其他客户端自动分配IP地址、网关、DNS等网络参数，DHCP使用UDP协议传输数据。有了DHCP就再也不需要人工手动配置繁杂的网络参数，通过动态获取网络地址等参数，电脑小白也可以快速介入网络。DHCP采用客户端/服务器模型，一台DHCP服务器可以为多台客户端同时提供服务，客户端可以是电脑，也可以是手机或其他智能设备。简单DHCP拓扑结构如图6-3所示。
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 图6-3　简单DHCP拓扑结构


 
DHCP数据通信流程如下。
 
（1）客户端通过广播发送DHCP DISCOVER数据包，询问网络环境中谁是DHCP服务器。
 
（2）如果有DHCP服务器接收到DISCOVER数据包，该服务器会向客户端发送DHCP OFFER数据包，数据包中包括可以为客户端提供的IP地址、网关、DNS、租期[1]网络参数。
 
（3）客户端收到服务器的OFFER数据包后，需要发送一个DHCP REQUEST数据包，正式向服务器发送请求获取IP地址、网关等网络参数。
 
（4）服务器收到客户端发送的REQUEST数据包后，向客户端发送一个DHCP ACK的确认数据包，完成整个DHCP过程。
 
DHCP数据通信流程如图6-4所示。
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 图6-4　DHCP数据通信流程


 
因具有极强的便利性，目前DHCP已经变成了工作环境中必需的服务。下面我们通过编写Shell脚本实现一键部署配置DHCP服务。
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6.5　实战案例：自动化克隆KVM虚拟机脚本
 
虽然虚拟化技术有很多，但是在Linux平台中KVM虚拟化是行业标准已经是不争的事实，很多云计算的底层架构也都采用KVM虚拟化。
 
一台正常的虚拟机应该由两部分组成：磁盘镜像（可以是多个磁盘镜像文件）和XML配置文件。磁盘镜像文件默认存储路径为/var/lib/libvirt/images/，XML配置文件默认存储路径为/etc/libvirt/qemu。
 
真实主机上面的磁盘镜像文件对应的就是虚拟机中的磁盘设备，真实主机上面一个容量为20GB的磁盘镜像文件，映射到虚拟机中就是一个容量为20GB的磁盘设备（如/dev/sda和/dev/sdb等）。
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XML文件是虚拟机的硬件配置描述文件，该文件中描述了虚拟机的名称及虚拟机的CPU、内存、磁盘、网络设备等硬件信息。
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明白了虚拟机的构成后，我们可以通过直接复制磁盘镜像文件和XML描述文件，并对XML文件做适当的修改，实现虚拟机的克隆操作。在镜像文件比较大时这种克隆方式会非常耗时。KVM支持多种格式的虚拟机磁盘镜像格式，如果我们创建的基础模板虚拟机采用的是qcow2格式的磁盘镜像文件，那么我们还可以通过快照的方式快速克隆虚拟机。不管使用什么方式的克隆，一定要注意将虚拟机中的唯一性信息提前删除掉，否则多台虚拟机之间就可能出现IP地址、MAC地址等信息冲突的问题。
 
本节我们要重点介绍的就是快照虚拟机，但是在讲解具体操作步骤之前，我们需要先了解qcow2快照的原理。qcow2支持一种COW（Copy On Write）写时复制的快照机制，下面我们通过几张图示来说明快照的整体流程。
 
如图6-5所示，我们计算机中的任何文件或目录最终一定是需要存储到磁盘设备上的，对于虚拟机的磁盘镜像文件也是一样的。虽然对于虚拟机来说，这个磁盘镜像文件就是虚拟机中的一个磁盘设备、一个文件系统，可能还包含了大量的数据文件，但是对于真实主机而言虚拟机的磁盘镜像文件与其他所有普通文件一样，所有的数据最终要被存储在物理主机的存储设备上。这里我们假设原始虚拟机磁盘镜像文件中包含三个文件：a.txt、b.txt和c.txt，如图6-5所示，给出了这三个文件在物理磁盘上的具体存储位置。
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 图6-5　原始镜像文件与物理磁盘的关系图


 
当我们后期使用工具为原始磁盘镜像创建一份快照时，不管原始磁盘镜像数据容量有多大，都可以极其快速地创建快照，并且可以保持快照磁盘镜像文件的大小非常小。为什么呢？如图6-6所示，当我们为原始磁盘镜像创建快照时，计算机并不是将所有数据再复制一份，而仅仅只是在快照磁盘镜像中创建了与原始磁盘镜像一模一样的文件和目录结构，然后通过指针的方式指向了原始磁盘存储数据的位置。此时我们就会发现在原始磁盘镜像中看到的文件与快照磁盘镜像中的文件数据一模一样，但是并没有消耗过多的物理磁盘空间，而且创建文件或目录的数据结构和创建数据指针都是非常快速的操作。qcow2的快照既不占用过多的物理磁盘空间，又可以极快地完成快照备份。
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 图6-6　原始磁盘镜像与快照磁盘镜像的关系


 
当数据发生了改变又会怎么样呢？如图6-7所示，当我们在快照磁盘镜像中修改了a.txt时，就发生了数据的写操作，而根据COW（写时复制）的原则，一旦数据有写操作，就会先将数据复制到其他位置，紧跟着指针指向的位置发生了改变，然后将修改后的数据保存到新的存储位置上。从图中可以看出最终原始磁盘镜像中的a.txt和快照磁盘镜像中的a.txt已经是完全独立的两个文件了，而此时快照磁盘镜像文件的大小也会随之变大，因为此时有了真正的数据内容存储到了快照磁盘中。同样的道理，当我们在快照磁盘镜像中删除c.txt时（这也是数据写操作），最终仅仅是将快照磁盘镜像中的文件名与指针删除而已，真正的原始数据还依然存储在物理磁盘上面。而当我们在快照磁盘中新建文件d.txt时，也仅仅是对快照磁盘镜像做操作。新建文件名，写数据到物理磁盘的某个位置，创建文件名与数据位置的指针，而这些操作都不会对原始磁盘镜像产生任何影响。
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 图6-7　数据变化对快照的影响


 
有了这些基础知识，你会问：快照有什么具体的应用案例吗？下面我们以使用快照快速对虚拟机进行克隆和还原为例，说明快照的具体应用。效果如图6-8所示，首先我们正常创建一台普通的虚拟机，并将虚拟机中的唯一性信息删除，然后就可以使用原始磁盘镜像文件快速快照若干台新的快照虚拟机。后面我们需要使用虚拟机时，就打开这些快照出来的虚拟机，写数据也是写入这些快照虚拟机镜像文件中，这样不管我们怎么写入修改数据，都不会对原始磁盘镜像文件产生任何影响，我们可以始终确保原始磁盘镜像文件是干净的。当某一天我们将快照出来的虚拟机玩坏了，就可以直接将该快照虚拟机删除，再重新创建一份快照即可，虚拟机又可以还原回原始的状态。这里的原始虚拟机磁盘镜像文件我们称其为后端盘，克隆出来的新虚拟机镜像文件我们称其为前端盘。
 

 [image: img]
 图6-8　快照应用案例


 
具体如何创建快照虚拟机呢？这就需要使用qemu-img工具了，这是一个虚拟机镜像管理软件，使用该工具我们可以创建虚拟机镜像文件、转换镜像文件的格式，使用后端盘创建前端盘等操作。
 
在没有虚拟机磁盘镜像文件的情况下，我们可以使用create指令创建一个新的磁盘镜像文件，通过下面这条命令可以创建一个容量为20GB、格式为qcow2、名称为base.img的镜像文件。
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如果我们已经有了一个名称为base.img的基础磁盘镜像文件，就可以再次使用create指令，基于base.img这个后端盘创建一个名称为clone01.qcow2的前端盘。创建完成后默认情况下两个磁盘镜像文件中的数据是一样的。
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如果使用后端盘克隆的前端盘，则使用info指令查看镜像文件信息时，可以看到backing file信息，找到该磁盘镜像文件的后端盘是谁。
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到此，我们已经可以快速使用原始虚拟机的镜像文件生产多个前端盘，但是如果想让一个虚拟机最终能够使用，XML也是必不可少的，而且多个XML文件中部分核心内容不可以冲突，如虚拟机名称、虚拟机的UUID、虚拟机的磁盘镜像文件、虚拟机的网卡MAC地址等信息，这些如果一个一个手动修改就比较麻烦。
 
下面开始编写一份完整的快速克隆虚拟机的Shell脚本，可以实现快速克隆虚拟机，这里假设我们有一个已经准备好的模板虚拟机centos7.5_6，包含后端磁盘镜像文件centos7.5_6.qcow和XML描述文件centos7.5_6.xml。
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6.6　实战案例：通过libguestfs管理KVM虚拟机脚本
 
正常情况下我们需要启动并登录虚拟机，才可以管理配置虚拟机中的内容。为了更方便简捷地管理虚拟机，libguestfs-tools-c提供了很多工具可以帮助我们更直接地管理KVM虚拟机。系统默认并不会安装libguestfs相关软件包，因此使用前我们必须要确保主机上已经安装了这些软件包。
 
下面的案例以我们的环境中有若干台虚拟机为基础。
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使用virt-df工具可以查看虚拟机中文件系统的使用情况。
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virt-df等相关工具除了可以通过虚拟机名称查看文件系统使用情况，还可以使用-a参数通过虚拟机镜像文件查看文件系统。
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使用virt-cat工具可以查看虚拟机中的文件内容。
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libguestfs-tools-c还为我们提供了一个镜像克隆工具virt-clone，使用该工具可以自动克隆某个虚拟机并复制修改对应的XML配置文件，但该工具并不会修改虚拟机内的配置文件，有些唯一性信息需要管理员自行清理，如IP地址、MAC地址、密码、密钥等信息。
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上面这条命令以centos7.5_6为模板克隆一台新虚拟机，新虚拟机名称为clone7.5，--auto-clone可以自动生产新的虚拟机镜像文件和XML配置文件，也可以使用自定义的方式自行指定虚拟机镜像文件和XML配置文件的路径和名称。
 
virt-copy-in工具可以将真实主机上的文件或目录复制到虚拟机中，复制时要确保虚拟机是关机状态。virt-copy-out工具则可以将虚拟机内的文件或目录复制到真实主机。
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使用virt-edit工具可以直接修改虚拟机中的文件，需要确保虚拟机处于关闭状态。
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使用virt-ls工具可以查看虚拟机内的文件或目录列表。
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使用virt-sysprep工具可以快速地清除虚拟机内的唯一性信息。
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使用virt-tail可以动态查看虚拟机内某个文件的后10行内容，使用Ctrl+C组合键可以终止查看文件。
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使用virt-tar-in工具可以将真实主机的tar文件解压复制到虚拟机中，virt-tar-out命令可以将虚拟机中的文件打包复制到真实主机。
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最后我们再看看guestmount这个工具，使用该工具可以将虚拟机中的文件系统直接挂载到真实主机，而从就可以使用任何编辑工具对虚拟机内的文件进行任意修改了。使用该工具前需要确认虚拟机处于关闭状态。挂载时可以使用-i自动将虚拟机的文件系统挂载到真实主机，也可以使用-m参数指定挂载特定的文件系统到真实主机。
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上面列出的就是虚拟机的文件系统目录结构，这样在不需要启动虚拟机的情况下，我们就可以直接为虚拟机网卡配置IP地址，为虚拟机设置初始密码，添加、删除账户等。为了操作更方便，还可以结合Shell脚本实现自动化修改虚拟机配置。
 
下面这个案例脚本是以修改网卡参数为范本的自动化脚本，修改其他虚拟机配置也可以参考该脚本。
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6.7　实战案例：自动化配置SSH安全策略脚本
 
SSH是Secure Shell的简称，可以为远程登录会话和其他网络服务提供安全性的协议。生产环境中基本都是使用SSH远程管理自己的服务器主机，SSH服务由客户端和服务器两部分组成，Linux系统一般情况下默认都会安装openssh-server（服务端软件）和openssh-clients（客户端软件）这两个软件包，而实际工作中我们一般会在Windows操作系统上安装客户端软件远程连接SSH服务，Windows常用的SSH客户端软件有Xshell、SecureCRT、Putty等。
 
因为SSH是加密传输数据的，所以可以有效地防止远程管理过程中的信息泄露。当然前提是我们正确地配置了SSH服务，而默认有些SSH的配置并不合理，因此就需要我们手动修改配置文件。因为有大量的主机需要修改，重复的人肉运维是毫无意义的，所以这里又需要我们的Shell脚本出马了，使用脚本自动化完成大量重复的工作任务，才是提升生产效率的核心，也是编写脚本的根本目的。
 
CentOS7系统中SSH服务端的默认配置文件是/etc/ssh/sshd_config，通过跳转该配置文件中的参数可以让我们的SSH服务更安全。
 
默认SSH服务采用的是22端口，该端口是人尽皆知的标准端口，通过Port参数修改该端口可以有效防止网络上大量扫射类的攻击。这类攻击并不会对特定的主机进行扫描后再攻击，而是简单粗暴地对整个特定的网络中特定的端口进行攻击，这种攻击要的是成功概率。当我们修改了端口后，这种攻击工具并不会自动识别到我们修改后的端口，也无法对新端口进行攻击。
 
默认SSH服务会监听整个计算机所有网卡IP的端口，通过ListenAddress参数可以设置其仅监听特定的IP地址，如仅监听内网IP地址，这样也可以有效降低被攻击的可能性。
 
默认SSH是允许超级管理员root远程登录的，这对于线上服务器来说是非常危险的事情，通过修改PermitRootLogin参数的值可以禁止root登录。
 
SSH支持多种远程连接的账户认证方式，如密码认证、密钥认证、Kerberos认证等。为了防止密码泄露，我们可以通过设置PasswordAuthentication参数禁用密码认证，在实际使用时仅使用密钥认证会更安全。
 
在生产环境中特别是Linux系统通常使用的都是字符界面管理服务器，甚少有使用特性的情况，而默认SSH服务开启了图形转发功能，通过设置X11Forwarding可以禁止图形转发。
 
通过AllowUsers和AllowGroups可以设置用户和组的白名单列表，这样以后仅允许在白名单列表中的用户或组远程登录SSH服务器，其他用户和组默认拒绝登录。白名单配置的语法格式为：AllowUsers 用户名1 用户名2 用户名3@IP或网段 ...，AllowGroups 组名1@IP 组名2 组名3...
 
通过DenyUsers和DenyGroups可以设置用户和组的黑名单列表，这样就可以拒绝特定的用户和组远程登录SSH服务器。黑名单配置的语法格式为：DenyUsers 用户名1 用户名2@IP或网段 用户名3 ...， DenyGroups组名1@IP或网段 组名2 组名3...
 
不管是黑名单还是白名单，在限制用户和组的同时可以限制用户的来源。如禁止tom从192.168.4.5这台主机远程，但是tom可以从其他主机远程SSH服务器。
 
默认SSH会对远程主机进行DNS的反向解析，这会浪费大量的时间，我们可以通过UseDNS参数禁止其查询DNS服务器。
 
下面开始编写脚本实现自动化修改SSH配置文件，有再多的服务器主机只要执行脚本都可完成配置的初始化工作。
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6.8　实战案例：基于GRUB配置文件修改内核启动参数脚本
 
GNU GRUB是基于GNU项目的一款引导启动程序，有了它我们才可以加载Linux内核、启动计算机操作系统，CentOS7系统默认使用的是GRUB2作为其引导启动程序。因为整个Linux内核都是由GRUB引导启动的，所以如果我们需要调整内核参数，则也可以通过直接修改GRUB配置文件的方式来实现。
 
CentOS7与之前版本的CentOS的一个比较大的区别就是网卡名称，老版本的CentOS一般采用的是eth0、eth1、eth2...这种命名规则，而CentOS7系统中的网卡名称多数以ens或enp开头。新版本网卡的命名规则与网卡的硬件信息以及设备插槽的位置有关，由一系列规则决定了设备的最终名称。例如，主板集成的网卡名称为eno1，独立PCI-e网卡名称为ens1，对于获取不到硬件信息但是可以获取到插槽位置信息的网卡名称为enp2s0，如果所有信息都无法获取则使用传统的名称eth0。这样的规则有利于我们识别网卡的类型与接口，但是也为生产环境带来了不小的麻烦，因为我们会有很多自动化脚本都会调用网卡名称，如果网卡名称五花八门无法统一，那么编写脚本的难度就会变大，而且对于公司原有的脚本也需要做大量的调整，这是任何企业都不想看到的，怎么解决呢？只需要我们在GRUB配置文件中添加两个内核启动参数就可以：biosdevname=0 net.ifnames=0。修改的方法是修改/etc/default /grub文件，将需要设置的内核参数设置为GRUB_CMDLINE_LINUX变量的值即可，多个内核参数之间使用空格分隔，最后再使用grub2-mkconfig重新生成GRUB配置文件即可。
 
SELinux是美国国家安全局（NSA）在Linux上设计的一套强制访问控制系统，从2.6版本开始被嵌入内核模块，目前CentOS、RHEL、Debain等系统默认都会激活该模块，然而在实际生产环境中往往都需要关闭SELinux，通过内核参数selinux=0就可以禁用SELinux。
 
如同一个大厦会被分割为很多小房间，每个房间分配一个房间号，为了更有效地利用系统中的内存空间，Linux系统默认会将物理内存划分成若干大小为4KB的页面，几GB甚至几十GB的内存容量会被划分为极多个4KB的小空间。如果一个大厦有很多房间，则物业会为所有房间设计一个查询信息表，表中记录有每个房间的位置、负责人、联系电话等信息，当我们需要找到大厦中的某个人或房间时，就需要去服务台查询人员信息与房间信息，而Linux系统也需要通过一个页面信息表（Page Table）来定位具体的数据位置，但是因为4KB的小页面太多，就会导致完整的映射表太大，检索和查询数据的速度变慢。为了解决这个问题，Linux系统提供了两个内核参数可以开启大页（Huge Page）功能。hugepagesz=N用来设置页大小，hugepages=N用来设置大页的数量，也就是将房间设计得更大些，这样房间的个数自然就减少了，房间的个数减少，需要查询的信息表就更简洁，查询房间信息的速度也就加快了。
 
如果我们不需要在系统中使用IPv6网络，还可以通过ipv6.disable=1参数禁用IPv6功能。
 
为了防止其他人修改GRUB参数，我们还可以为GRUB设置密码，这样可以防止其他人在启动时修改GRUB参数。有两种方法可以为GRUB设置密码：交互方式和非交互方式。使用grub2-setpassword可以自动完成设置密码的所有步骤，但执行该命令需要我们交互式地输入两次密码，该工具会自动将密码对应的密文信息写入/boot/grub2/user.cfg文件中。另外一种方式是先使用grub2-mkpasswd-pbkdf2命令生成一个密码的密文信息，然后使用脚本将该密文信息写入/etc/grub.d/01_users文件中，最后使用grub2-mkconfig重新生成GRUB配置文件即可，优点是非交互、适合批量操作。
 
我们可以将上面这些功能全部写入脚本，编写自动化调优内核启动参数的脚本。
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6.9　实战案例：网络爬虫脚本
 
网络爬虫又被称为网络蜘蛛或网络机器人，是按照某种规则自动到网络上抓取数据的程序或脚本。例如，我们在网络上面发现了大量的图片或视频等资料，如果你使用鼠标去一张一张地右击进行下载，会消耗大量的时间与精力，此时我们可以设计一个脚本自动抓取网络上的图片或视频的链接，自动批量下载数据。根据网页数据抓取的深度、数据的复杂度不同，设计网络爬虫的难度也有所不同。
 
首先来看看http://www.tmooc.cn/这个网站，该网站的一个特色就是网页基本由图片构成，网页效果如图6-9所示。
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 图6-9　网页效果


 
如果我们想一次性将这些图片都下载下来，如何操作呢？首先我们需要分析网页源码，可以使用curl下载源码，然后慢慢分析网页的数据构成。
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整个网页的所有源码有一千多行，通过查看网页源码就可以找到图片数据的原始链接，也就是种子URL，而我们需要的就是这些种子URL。仔细观察分析源文件可知，这个网站的图片链接在源码文件中的展现形式如下：
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因此我们需要将包含＜img的数据过滤出来，然后将多余的数据清洗掉即可。
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数据被处理到这里还不是最终需要的种子URL，我们还需要继续将多余的字符串清洗掉，源码文件在＜img前面有大量的空格需要删除，另外就是＜img class=" logo" src="这些字符串需要删除，最后还有类似于logo.png这样的图片文件后面的所有数据都需要删除。
 
使用.*可以匹配任意长度的任意字符，将.*src=”替换为空就可以实现删除的效果。再将”.*替换为空就可以将双引号及其后面的所有内容删除。这样最终就成功获取了需要的种子URL，也就是这些图片的真实下载链接。
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最后我们将上面的这些命令和脚本结合就可以循环自动下载所有图片了。完整的参考脚本如下。
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如果我们需要抓取的页面不止一个呢？这就需要更全面地分析网页源代码，找出规律就可以获取需要的数据。比如www.dytt8.net这个网站，里面全部都是视频资源，打开网站首页不难发现网站被分为了几个板块：最新电影、经典电影、国内电影等。
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再打开其中一个链接，分析经典影片这个页面的源码可以获得如下格式的电影列表信息，该信息的网页链接仅包含路径，而缺少了网站的域名，因此需要我们添加域名，并需要清洗掉多余的数据。
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打开其中任意一个网页链接，查看源码后就可以获取到如下格式的视频链接格式。
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结合sed和循环就可以一次性获取所有视频的原始链接，因为这些都是容量比较大的视频文件，脚本获取视频链接的路径后可以直接复制到P2P下载工具中以更快速地批量下载，如迅雷等下载软件。
 
本案例完整的参考脚本如下，本脚本仅过滤一级页面的下载链接，读者朋友们也可以根据自己的实际需求进行适当的修改。
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6.10　Shell小游戏之点名抽奖器
 
企业年会、学校的课堂上往往都需要随机点名器，点名器为我们节约了大量的时间与精力去完成快速抽取人员名单的任务，也是相对比较公平的一种方式。点名器首先需要一个保存所有人名列表的文件，其次就是编写程序随机从人员文件中抽取姓名，每次随机从文件中显示一行即可实现。
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[1]采用DHCP方式获取IP，一般都会设置一个租期，租期过期后客户端需求重新向服务器申请IP等网络参数。
第7章　不可思议的编程语言awk
 
awk是专门为文本处理设计的编程语言，awk与sed类似都是以数据驱动的行处理软件，通常我们会使用它进行数据扫描、过滤、统计汇总工作，数据可以来自标准输入、管道或者文件。awk在20世纪70年代诞生于贝尔实验室，其名称源于该软件三名开发者的姓氏[1]。awk有很多版本，在1985—1988年被大量修订与重写并于1988年发布的Gnu awk，是目前应用最广泛的版本，在CentOS7系统中默认使用的就是Gnu awk。
 
7.1　awk基础语法
 
1）记录与字段
 
awk是一种处理文本文件的编程语言，文件的每行数据被称为记录，默认以空格或制表符为分隔符，每条记录会被分成若干字段（列），awk每次从文件中读取一条记录。
 
语法格式如下。
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2）内置变量
 
awk语法由一系列条件和动作组成，在花括号内可以有多个动作，在多个动作之间使用分号分隔，在多个条件和动作之间可以有若干空格，也可以没有。awk会逐行扫描以读取文件内容，从第一行到最后一行，寻找与条件匹配的行，并对这些匹配的数据行执行特定的动作。条件可以是正则匹配、数字或字符串比较，动作可以是打印需要过滤的数据或者其他，如果没有指定条件则可以匹配所有数据行，如果没有指定动作则默认为print打印操作。因为awk是逐行处理软件，所以这里的动作默认都隐含着循环，条件被匹配多少次，动作就被执行多少次。awk有很多内置变量，表7-1为常用的awk内置变量。
 

 表7-1　常用awk内置变量

 [image: img]

 

 [image: img]

 
上面命令的执行流程可用图表示，如图7-1所示。
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 图7-1　awk数据处理流程图


 
free命令输出的内容有3行，而awk是逐行处理工具，当读取第1行数据时，因为awk没有指定匹配条件，可以匹配所有数据行，而条件匹配成功则执行print $2这个动作（打印第2列数据），因此屏幕输出的内容为used，接着读取第2行数据，再次执行print $2打印第2行的第2列数据，因此屏幕输出的内容是2031888，最后读取第3行数据，执行print $2打印第3行的第2列数据，所以屏幕输出的内容是2097148。
 
由此可知，动作指令print $2虽然只写了一次，但是awk隐含了循环，条件匹配多少次，动作就会被执行多少次。上面的案例因为数据源有3行，因此打印第2列的动作也被重复执行了3次。
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awk内置变量NR为当前行的行号，当awk读取free命令输出的第1行时，执行print NR后屏幕输出当前行号1，接着读取第2行数据，再次执行print NR后屏幕输出当前行号为2，最后读取第3行数据，执行print NR后屏幕输出当前行号为3。
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awk内置变量NF为当前行的字段数（列数），如果以空格或者Tab制表符为分隔符计算，free命令输出的第1行有6列，第2行有7列，第3行有4列。
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同样都是输出行号，内置变量NR会将所有文件的数据视为一个数据流，NR仅保存的是这些数据流的递增行号，而FNR则是将多个文件的数据视为独立的若干个数据流，遇到新文件时行号会从1开始重新递增，也就是FNR保存的是某行数据在源文件中的行号。
 

 [image: img]
 1. 假设数据行有7列，即NF=7，因此$NF也就是$7（第7列）。


 
为什么输出了3次文件名呢？因为awk是逐行处理软件，满足条件则执行动作指令，上面的命令在动作指令前面没有编写条件，则默认匹配所有，而test1.txt文件有3行数据，因此屏幕最终输出了3次文件名信息。
 
3）自定义变量
 
awk可以通过-v（variable）选项设置或者修改变量的值，我们可以使用-v定义新的变量，也可以使用该选项修改内置变量的值。
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有时编写awk命令需要系统变量的值，我们也可以通过-v选项或者组合多个引号实现这样的功能。
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上面这条命令在变量$i外面是双引号加单引号的组合。
 

 [image: img]

 
使用-v选项重新定义字段分隔符为冒号，读取第1行数据，输出第2列内容为crisp；继续读取第2行数据，因为有两个连续的冒号::，因此以冒号为分隔符第2列为空；最后读取第3行，以冒号为分隔符，输出第2列内容为lemon，pear—apple。
 
我们还可以使用［］定义分隔符集合，同时设置多个分隔符。比如使用［:，-］表示以冒号（：）、逗号（，）或者横线（-）为分隔符。
 
提示
 
在［］集合中的横线，放在中间位置表示范围区间，比如［a-z］。而当我们需要的是普通字符-时，就需要将其放在最前或者最后面，比如［-abc］或者［abc-］。
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因为自定义数据行字段的分隔符属于经常使用的功能，为了方便自定义字段分隔符，awk程序还替换了一个-F选项，可以直接指定数据字段的分隔符。
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内置变量RS保存的是输入数据的记录分隔符，也就是行分隔符，默认值为\n换行符。通过修改RS的值同样可以指定其他字符为记录分隔符。
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在我们自定义使用逗号作为记录行的分隔符后，hello the world！\nOther men live to eat就被系统识别为了文件的第1行数据，而while I eat to live.\nIt is never too late to mend，则被识别为文件的第2行数据，因此当使用print $1输出每行第一列数据时，其结果分别为hello和while。
 
另外，内置变量OFS保存的是输出字段的分隔符，默认为空格，而变量ORS保存的是输出记录的分隔符，默认为换行符\n。这些内置变量也都可以使用-v选项来自定义修改。
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默认输出字段（列）之间使用空格作为分隔符，但是我们也可以修改OFS的值为其他字符，比如冒号、横线或者Tab制表符。
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上面的命令通过修改OFS定义输出分隔符为点和空格，这样后面在逐行读取数据并打印NR（行号）和$0（全行所有数据内容）时，两个数据记录之间的分隔符就是点和空格。
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awk为逐行处理软件，默认在读取第1行数据并输出该行内容后，会自动在其后追加一个\n换行符，接着处理后续的其他数据行。但如果我们修改了ORS变量的值，也可以将行的分隔符（记录分隔符）修改为其他字符，比如冒号（：），上面的命令通过-v参数修改ORS变量的值为冒号。
 
4）print指令
 
使用print指令输出特定数据时，我们可以输出变量数据，同时也还可以直接输出常量，如果是字符串常量需要使用双引号括起来，如果是数字常量则可以直接打印。下面的命令都是test1.txt文件，有3行数据内容，因此所有的动作指令都会被循环执行3次。
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5）条件匹配
 
前面的案例都没有编写条件匹配，awk支持使用正则进行模糊匹配，也支持字符串和数字的精确匹配，并且支持逻辑与和逻辑或。awk比较符号如表7-2所示。
 

 表7-2　awk比较符号
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上面两条命令都是输出包含world的数据行，当没有动作指令时则默认指令是print打印当前行所有数据内容。awk会逐行读取所有数据，对每行数据都进行正则匹配，匹配到包含word的数据行时则打印全部所有内容。awk数据处理流程如图7-2所示。
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 图7-2　awk数据处理流程


 

 [image: img]

 
第1行的“hello the world！”包含关键词the，第2行也包含the关键词，而正则匹配仅关心是否包含the，并不关心位置，匹配包含the则打印该行所有数据内容，第3行的数据中并不包含the关键词，则跳过该行不输出任何内容。
 
默认正则匹配是对每行所有数据内容进行匹配，但是awk支持仅对某列进行正则匹配，在两个数据之间进行正则匹配需要使用正则比较符（～）进行匹配比较。
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该命令仅对每行的第2列进行正则匹配包含the的数据行，第1行的第2列包含the则打印输出该行的所有内容，第2行的第2列为men，不包含the则跳过该行，第3行的第2列为is，不包含the则通过跳过该行数据，没有任何数据输出。
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读取test1.txt文件的每行数据，逐行匹配第3列是否包含never关键词，如果包含则打印输出该行的第1列、第4列及第5列。
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当使用～进行正则匹配时，仅要求每行第4列包含to即可，因此too也是可以匹配成功的，最终第2行和第3行数据都被打印输出。而使用==进行精确匹配时，则仅有第3行才可以匹配成功，最终仅输出第3行的数据内容。
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精确匹配关键词the，第2列不等于the的行则打印输出该行的所有内容。
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上面这条命令逐行精确匹配/etc/passwd文件的第3列，如果第3列的数字小于等于10，则打印该行所有数据内容。
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上面这条命令逐行精确匹配/etc/passwd文件的第3列，如果第3列的数字大于等于100，则打印该行所有数据内容。
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上面这条命令逐行精确匹配/etc/passwd文件的第3列，如果第三列的数字小于等于10则打印该行第1列的数据内容。
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awk的匹配条件可以是BEGIN或END（大写字母），BEGIN会导致动作指令仅在读取任何数据记录之前执行一次，END会导致动作指令仅在读取完所有数据记录后执行一次。利用BEGIN我们可以进行数据的初始化操作，而END则可以帮助我们进行数据的汇总操作。
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BEGIN后面的动作指令，在读取任何数据记录前就被执行且仅执行一次，因此上面的指令不需要通过文件读取任何数据即可执行，如果添加了文件也没有任何影响。
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END后面的动作指令，仅在读取完所有数据流之后被执行一次，NR变量的值为当前行的行号，读取第1行数据时NR的值为1，读取第2行数据时NR的值为2，依此类推。因为END的指令在读取完所有数据行之后才会执行，当读取完所有数据行后NR的值为/etc/passwd文件最后一行的行号，此时再打印输出18，表示/etc/passwd文件有18行。
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上面的命令在读取/etc/passwd文件内容之前先在屏幕输出标题“用户名 UID 解释器”，接着逐行读取文件每行内容，每读取一行数据就以冒号进行分隔，打印输出第1列、第3列和第7列，当所有数据行都读取完毕后，在屏幕上打印输出常量与变量，打印常量字符串“总计有”和“个账户”，打印变量NR，而读取完所有行后再打印NR，NR为最后一行的行号，47行表示系统中有47个用户。
 
awk还可以通过算术运算符进行数字计算。
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在awk中变量不需要定义就可以直接使用，作为字符处理时未定义的变量默认值为空，作为数字处理时未定义的变量默认值为0。
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使用双引号引用的［和］被识别为常量字符串，输入什么即打印什么，x和y没有引号则被识别为变量，没有任何计算操作，awk将其识别为字符型变量，输出结果为空，最终打印两个方括号［］，方括号中间为空。
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逐行读取/etc/passwd文件，x初始值为0，匹配以bash结尾的行时执行x++，读取完所有数据行后打印x的值。如果第1行以bash结尾则x++=1，如果第2行数据不以bash结尾则跳过，依此类推。上面的命令最终输出2表示系统中有两个账户的解释器为bash。
 

 [image: img]

 
打印1～200之间所有能被7整除并且包含7的整数数字。首先将第1列对7进行取余计算（$1%7），然后判断取余的值是否等于0，等于0表示可以整除，否则无法整除，最后对第1列进行正则匹配，看它是否包含7。
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上面的命令先通过df查看文件系统信息，使用tail -n +2可以从第2行开始显示文件系统的信息，这样就可以把不包含任何数据的标题行去除，然后将命令的输出结果作为数据流管道给awk进行处理，awk每读取一行数据就执行一次sum+=$4，sum变量没有初始化定义，因此初始值为0，而df输出的每行第4列为剩余容量。awk读取数据流的第1行数据时执行sum+=$4（sum=0+48153580），结果sum中保存的就是第一个文件系统的剩余容量，接着awk读取数据流的第2行数据再次执行sum+=$4（sum=48153580+1004876），因此sum变量中保存的就是前面两个文件系统剩余容量的总和，依此类推，将所有行的第4列累加后，通过END执行print打印出来的sum变量的值就是所有文件系统剩余容量的总和。该命令的执行流程如图7-3所示。
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 图7-3　awk统计文件系统剩余容量流程图
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上面这条命令可以统计/etc/目录下所有以.conf结尾的文件的容量总和，通过ls -l命令可以显示特定文件的详细信息，其中第5列为文件的容量大小。
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ls -l命令的输出结果中以-开头的行代表普通文件，以d开头的行代表目录，以l开头的行代表链接文件，以-d开头的行代表块设备文件（如磁盘、光盘等），以c开头的行代表字符设备文件（如鼠标、键盘等）。
 
7.2　awk条件判断
 
7.1节中的案例都是在使用awk进行数据的基本过滤和统计工作，而awk作为一门数据驱动的编程语言，功能远不止于此，它有自己的循环和判断语句，并且支持函数等更高级的功能。下面我们先来看看awk的if条件判断语句。
 
与其他所有语言一样，awk的if判断语句同样支持单分支、双分支及多分支判断。
 
awk的单分支if判断语法格式如下，if判断后面如果只有一个动作指令，则花括号｛｝可以省略，如果if判断后面的指令为多条指令则需要使用花括号｛｝括起来，多个指令使用分号分隔。
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awk的双分支if判断语法格式如下。
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awk的多分支if判断语法格式如下。
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1）单分支if语句的案例
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ps命令可以查看Linux系统当前进程列表信息，通过-e显示所有进程信息，-o可以指定我们需要输出的信息内容，这里我们需要输出的是进程的用户、进程的PID、进程占用CPU的百分比及进程的名称信息。
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通过awk的if判断，我们可以将第3列大于0.5的数据行匹配出来，找到满足该条件的行后使用print打印该行的全部内容。这样就可以快速找出占用CPU较多的进程。
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同样的道理，ps命令输出rss信息可以查看进程占用的内存容量信息，有了这些信息就可以快速找出占用内存较多的进程列表，上面的命令是找出占用内存大于1024KB的进程列表。
 
2）双分支if语句的案例
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上面的命令逐行分析第三列用户UID的值是否小于1000，如果小于1000则执行x++，否则执行y++，当所有数据行都读取完毕后，通过END将最终变量x和变量y的值打印输出，即普通用户和系统用户的个数[2]。
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逐行匹配ls -l /etc/命令的输出结果，如果第1列以-开头则执行x++（文件个数计数器），否则执行y++（目录个数计数器），在所有数据行都统计完毕后，通过END将变量x和变量y的值打印输出，即/etc/目录下面普通文件的个数和子目录的个数（这里不包含隐藏文件或目录）。
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我们通过上面这条命令可以分析数字的奇偶数，能被2整除就输出该数字是偶数并执行x++，否则输出该数字是奇数并执行y++，x变量是偶数的计数器，y变量为奇数的计数器，在所有数据后都读取并处理完毕后，通过END将变量x和y的值输出。
 
3）多分支if语句的案例
 
先创建一个素材文件，在文件中包含若干行学生姓名和考试成绩，第1列为学生姓名，第2列为考试成绩。我们需要使用awk分析每个人的成绩，根据如下等级范围，输出考试的等级标准。
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7.3　awk数组与循环
 
1）关联数组
 
awk支持关联数组，数组的索引下标可以不是连续的数字，索引下标可以是任意字符或数字，当使用数组作为索引时awk会自动将数字转换为字符，如果直接使用字符作索引则需要使用引号括起来。定义数组的语法格式如下。
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直接使用数组名加索引下标即可调用数组的值。因为数字索引会被自动转换为字符，所以在定义数组使用数字的情况下，调用数组时也可以使用字符的形式调用。
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如果数组有多个元素，逐行读取数组元素比较麻烦，我们可以使用for循环获取数组元素的索引下标，然后在循环体内将数组元素取出，其语法格式如下。for循环后面的指令如果只有一个，则花括号｛｝可以省略。
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 1. 这种通过循环的方式输出数组索引或者元素值时并不会按照输入的顺序输出，它是无序的。


 

 [image: img]

 
上面几条命令都是使用for循环读取数组，在for循环中定义任意变量如i，循环a数组的所有索引下标，每循环一次变量i的值就提取数组a的一个索引值，直到将所有索引读取完毕则循环结束。而在循环体内，如果我们print打印的是i，则最终输出的就是所有数组的索引值，如果我们pirnt打印的是a［i］，当i提取索引值book时，就相等于print a［“book”］，当i提取索引值88时，就相等于print a［88］，因此输出的是数组元素的值。
 
结合awk的if语句，我们还可以进行成员关系判断，判断一个索引是否存在为数组成员，语法格式如下。
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在上面的命令中，awk会逐行读取df输出的数据行，并定义数组disk，将每行第1列作为数组的索引下标，第4列作为数组元素的值，NR！=1可以防止将第1行标题行写入数组。等所有数据行都读取完毕后，再通过for循环将disk数组的所有元素值逐一打印出来。
 
2） for循环
 
awk的for循环采用与C语言一样的语法格式，具体格式如下。
 

 [image: img]

 
在处理有些不规则数据时可以使用循环逐一读取所有数据，下面判断一个不规则数据文件的每列是否匹配关键词apple，统计apple在文件中出现的次数。
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上面这条命令包含两个循环，其中一个循环是隐含循环，awk读取一行数据动作指令就会执行一次，test.txt文件包含3行数据，也就是指令（for（i=1；i＜=NF；i++） ｛if（$i～/apple/）x++ ｝）会被重复执行3次，而每执行一次动作指令又会触发for循环被执行，而for循环以NF列数为标准定义循环次数，如果数据行有8列，则for循环中的变量i就会从1循环到8，循环8次的目的就是逐列判断是否包含关键词apple。这样就可以实现一个循环是对行循环，一个循环是对列循环，就可以读取所有数据行的所有数据列，并逐一判断匹配是否包含apple，如果某列数据包含apple，则执行x++指令，最终变量x中保存的就是文件中apple出现的次数。其数据处理流程如图7-4所示。
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 图7-4　awk数据处理流程


 
同样的道理，也可以进行精确的字符匹配，统计文件中is单词出现的次数。
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下面我们结合脚本，编写一个定义特定数据坐标的脚本，用户输入一个关键词，脚本就可以反馈该关键词在文件中的行和列的坐标。
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3）while循环
 
除了for循环，awk同样支持while循环，其语法格式如下，当while的条件判断为真时则循环执行动作指令，直到条件判断为假时循环结束。
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上面这条命令，首先定义变量i的初始值为1，接着通过while循环判断变量i是否小于等于5，如果变量i小于等于5则打印变量i的值，并对变量i进行自加1运算，运算完成后继续下一次while循环，再次判断变量i的值是否小于等于5，依此类推，直到变量i大于5时循环结束。
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上面的命令逐行读取文件的每行数据，每读取一行数据，就以当前行的行号为标准定义while循环次数，读取第1行数据则while循环1次，读取第2行数据则while循环2次，依此类推，在while循环体内将特定的数据列打印输出。读取第1行就循环1次打印该行的第1列，读取第2行就循环2次打印该行数据的第1和第2列。默认printf打印输出完特定的内容后不换行，因此在每次while循环结束后通过print指令打印一个空字符实现换行的效果。我们可以把i=1看作一个指令，将整个for循环看作一个指令，将最后的print看作一个指令，也就是每读取一行数据就执行一遍这3个指令，直到文件读取完毕。
 
通过重新换行排版的上面命令可能更容易理解。
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4）中断循环
 
与Shell脚本类似awk提供了continue、break和exit循环中断语句，方便我们在特定环境下对循环进行中断操作。continue可以中断本次循环加入下一次循环，break中断整个循环体，exit可以中断整个awk动作指令，直接跳到END的位置。这些指令既可以中断for循环，也可以中断while循环。
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上面这条awk的BEGIN中包含3个动作指令，i=0，while循环，print over，END中包含一个动作指令print over。从上面的输出结果可知，continue仅仅是在变量i等于3时不再执行本次循环后续的指令，而是直接跳入下一次循环，while循环中continue后续的指令只有一个print i，因此当i==3时，系统并没有来得及显示3就已经跳入了第4次循环中。但是continue对循环体外部的命令没有任何影响，因此最终输出的是1、2、4、5、6、over和end。
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break比continue中断得更彻底，它可以把整个循环中断，但是对循环体外部的命令也没有任何影响，这次屏幕在显示完数字1和2后，就中断了整个while循环，但是依然可以执行print over和print end。
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使用exit不仅可以中断循环，还会中断awk其他所有动作指令，直接跳到并执行END的指令。因此上面的命令在循环两次输出1和2后，直接结束awk指令，但是不影响END中指令的执行，屏幕依然显示end。
 
7.4　awk函数
 
awk内置了大量的函数可供我们直接调用实现更丰富的功能，同时还允许自定义函数。下面为大家介绍一些常用的内置函数，以及如何编写自定义函数。
 
1）内置I/O函数
 
getline函数可以让awk立刻读取下一行数据（读取下一条记录并复制给$0，并重新设置NF、NR和FNR）。
 
在有些使用了逻辑卷分区的Linux系统中，通过df输出文件系统信息时，逻辑卷分区的信息往往都跨行显示，而普通的分区则可以一行显示一个分区的信息，这样当我们需要提取分区的磁盘空间容量时，就会出现字段列数不一致的问题。
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可以很明显地看出，在上面的df命令的输出结果中，逻辑卷分区的信息是跨行显示的，而普通的sda1分区信息仅使用一行即可显示完整数据。此时，如果我们需要提取所有磁盘剩余空间，直接打印$4肯定是不可以的！
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df命令输出的第2行仅包含一列数据，因此打印$4返回的就是空白，而第3行数据的第4列是21%的磁盘使用率，只有到后续的普通磁盘分区打印$4可以正确地输出磁盘剩余容量。
 
我们需要判断当读取的某一行数据只有一列时，执行getline函数直接读取下一行的数据，然后打印第3列磁盘剩余容量的数值，而如果读取的数据行包含6列数据，则直接打印输出第4列磁盘剩余容量的数值。
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上面这条命令的执行流程如下。
 
●　读取第1行数据，该行数据包括7个字段，与NF==1和NF==6都不匹配，因此不打印任何数据。
 
●　读取第2行数据，该行数据包括1个字段，与NF==1匹配，因此先执行getline，没有执行getline之前$0的值是/dev/mapper/VolGroup00-LogVol00，执行getline之后，$0被重新附值为"19G 3.6G 15G 21% /"，此时再打印第3列刚好是磁盘的剩余空间15GB。
 
●　读取第3行数据，该行数据包括6个字段，与NF==6匹配，因此直接输出第4列的数值。
 
●　读取第4行数据，该行数据包含6个字段，与NF==6匹配，因此直接输出第4列的数值。
 
通过在getline之前和之后分别打印输出$0，可以观察出getline对当前行数据$0的影响。
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next函数可以停止处理当前的输入记录，立刻读取下一条记录并返回awk程序的第一个模式匹配重新处理数据。getline函数仅仅读取下一条数据，而不会影响后续awk指令的执行。但是next不仅读取下一行数据，会导致后续的指令都不再执行，而是重新读取数据后重新回到awk指令的开始位置，重新匹配，重新执行动作指令。
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对比上面两条命令的区别，对于无法匹配正则条件/air/的行都不会执行getline或next指令，都执行print "noraml line"。对于匹配正则条件/air/的行，如果执行getline函数则并不影响后续的print "next line:"，$0指令的执行，如果执行的是next函数，则通过最终的输出结果可知next后续的print指令都不再执行，而是跳回awk的开始处重新匹配条件执行动作指令。
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system（命令）函数可以让我们在awk中直接调用Shell命令。awk会启动一个新的Shell进程执行命令。
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2）内置数值函数
 
cos（expr）函数返回expr的cosine值。
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sin （expr）函数返回expr的sine值。
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sqrt（expr）函数返回expr的平方根。
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int（expr）函数为取整函数，仅截取整数部分数值。
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rand（）函数可以返回0到1之间的随机数N（0＜=N＜1）。
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srand（［expr］）函数可以使用expr定义新的随机数种子，没有expr时则使用当前系统的时间为随机数种子。
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3）内置字符串函数
 
length（［s］）函数可以统计字符串s的长度，如果不指定字符串s则统计$0的长度。
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index（字符串1，字符串2）函数返回字符串2在字符串1中的位置坐标。
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match（s，r）函数根据正则表达式r返回其在字符串s中的位置坐标。
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tolower（str）函数可以将字符串转换为小写。
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toupper（str）函数可以将字符串转换为大写。
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split（字符串，数组，分隔符）函数可以将字串按特定的分隔符切片后存储在数组中，如果没有指定分隔符，则使用FS定义的分隔符进行字符串切割。
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这条命令以空格或Tab键为分隔符，将hello the world切割为独立的三个部分，分别存入test［1］、test［2］、test［3］数组中，最后通过print指令可以按照任意顺序打印显示这些数组元素的值。
 

 [image: img]

 
gsub（r，s，［，t］）函数可以将字符串t中所有与正则表达式r匹配的字符串全部替换为s，如果没有指定字符串t，默认对$0进行替换操作。
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sub（r，s，［，t］）函数与gsub类似，但仅替换第一个匹配的字符串，而不是替换全部。
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substr（s，i［，n］）函数可以对字符串s进行截取，从第i位开始，截取n个字符串，如果n没有指定则一直截取到字符串s的末尾位置。
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4）内置时间函数
 
systemtime（）返回当前时间距离1970-01-01 00:00:00有多少秒。
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5）用户自定义函数
 
awk用户自定义函数格式如下。
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上面的命令首先定义了一个名称为myfun的函数，函数体内只有一条指令，就是打印输出hello。因为是在BEGIN｛｝中调用的myfun函数，所以该函数仅被执行一次。
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上面这个示例定义了一个可以接受传递参数（简称传参）的函数，定义函数时还定义了两个形式参数x和y（简称形参）。在调用函数时再输入实际参数（简称实参），max（18，9）中的18和9就是实参，按照前后顺序，awk会在调用执行函数时将18赋值给变量x，将9赋值给变量y。这样我们就可以将对比最大值或其他类似的功能写成一个函数，这种函数可以反复被调用，每次调用都可以传递不同的参数，对比不一样的数字大小。我们也可以设计一些功能更加强大的函数，这个就需要根据实际的应用环境灵活应变了。
 
7.5　实战案例：awk版网站日志分析
 
在前面的4.3节中我们已经编写了一个日志分析脚本，但是因为没有sed和awk这样的工具，所以在过滤和处理数据方面使用了一些非常规手段，虽然也可以实现我们需要的效果，但是当我们掌握了sed和awk工具后，这里就有必要重写该脚本了，让脚本更加简洁、直观和高效。
 
例如，上一版脚本中读取日志文件的某一列数据，我们使用的是在while循环中通过read读取多列数据，如果一个文件有几十列，这是无法容忍的。但是，如果通过awk重写该功能，我们就可以直接精准地获取特定的数据列，并对其进行后续的分析。
 
另外，在做一些统计工作时，上一版脚本普遍都在循环中定义关联数组，然后通过对数组元素值的累加进行统计。而使用awk的数组重写这些代码会让脚本更简洁、执行效率更高。
 
如何使用awk统计访问次数呢？首先我们需要分析日志文件的数据结构，如果是统计每个用户的访问次数，则我们需要关心的就是日志文件的第1列；如果要统计每个页面被访问的次数，就需要关心文件的第7列；如果需要统计HTTP状态码的次数，就需要关心文件的第9列数据。因为每台主机的日志文件具体内容都不尽相同，这里我们查看某一台主机的日志文件内容作为后面命令的数据范本。
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了解了源文件的内容结构后，如何对特定的数据进行统计并计数呢？前面我们学习过awk支持数组和算术运算，使用这些就够了！
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上面这条神奇的命令已经将每个IP的访问次数统计完了！如何实现的？我们来分析一下其处理流程，因为放在花括号｛｝中的动作指令隐含着循环，所以日志文件有多少行，上面这个IP［$1］++就会被重复执行多少次。
 
●　awk读取日志文件的第1行，定义关联数组，数组名称为IP，使用该行第1列数据作为数组的索引下标（即172.40.58.114），而IP［'172.40.58.114'］++则是对该数组元素进行自加一运算，因为默认该数组元素的值为0[3]，所以自加一后的值为1，也可以理解为172.40.58.114的访问次数为1次。
 
●　接着，继续读取第2行数据，定义关联数组，数组名称为IP，使用该行第1列数据作为数组的索引下标（即172.40.58.212），继续执行IP［'172.40.58.212'］++，因为该数组元素也是未定义直接调用的，进行自加一运算后为1，代表172.40.58.212访问服务器的次数为1。
 
●　继续读取第3行数据，定义关联数组，数组名称为IP，使用该行第1列数据作为数组的索引下标（即172.40.58.48），继续执行IP［'172.40.58.48'］++，进行自加一运算后也是1，代表172.40.58.48访问服务器的次数为1。
 
●　继续读取第4行数据，定义关联数组，数组名称为IP，使用该行第1列数据作为数组的索引下标（即172.40.58.212），继续执行IP［'172.40.58.212'］++，因为该数组元素前面已经定义且赋值为1，所以这里进行自加一运算后，其值变成了2，代表172.40.58.212访问服务器的次数为2。
 
●　依此类推，就可以将所有客户端的访问次数都统计处理，数组的索引就是客户端的IP地址，数组元素的值就是访问次数。
 
虽然仅使用上面的命令已经可以统计每个用户的访问次数了，但是，如果有一万个客户端IP的访问记录，也就代表有一万个数组元素，如何最终将结果显示出来呢？这就需要在所有数据文件都读取完毕后，通过一个循环批量将数组元素的值显示出来。
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上面的输出结果中第1列是客户端的IP地址，第2列是该客户端IP的访问次数。
 
同样的道理，我们也可以统计HTTP各种状态码的个数，我们先输出次数，再输出HTTP状态码。
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结合条件匹配我们还可以分析特定时间段内的日志数据，比如统计10:00至10:30的日志数据。
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上面的命令首先通过-F定义数据字段的分隔符为冒号、空格或斜线，因此第7列和第8列就对应的是小时和分钟，通过将$7:$8与指定的时间进行对比即可过滤有个时间段内的日志数据。如果是以冒号和空格为分隔符呢？那么我们需要提取的就是第5列和第6列数据。
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下面是重写后的网站日志分析脚本。
 

 [image: img]

 

 [image: img]

 

 [image: img]

 
7.6　实战案例：监控网络连接状态
 
部署在Linux服务器上的业务一般都是支持高并发连接的服务，如HTTP、FTP、DNS等服务都可以提供成百上千的并发连接数。虽然日志文件可以为我们提供历史数据，但是如果想了解服务器实时的网络连接状态呢？从CentOS7开始系统默认包含了ss这个工具，它可以实现类似netstat的功能，但是比netstat更高效，也可以显示更多有关网络连接状态的信息。但是要想监控网络连接状态，熟悉TCP与UDP是必要的前提条件。
 
首先，我们需要学习的是UDP，UDP（User Datagram Protocol）的中文名称是用户数据报协议，属于OSI参考模型的4层（传输层）协议，它是一种非面向连接的协议，使用UDP通信时，发送数据方不需要与接收数据方建立连接，不需要经对方的同意，甚至不需要确认对方是否存在，就可以随时将数据直接传输给对方，因为不需要烦琐的三次握手，所以其通信效率非常高。但是，UDP报文没有可靠性保证、顺序保证和流量控制字段等，因此数据通信的可靠性较差。不可靠是不是就没人使用了呢？当然不是，有些应用在数据丢失后是可以重传的，而且有些软件即使在丢失少量数据包的情况下也不影响业务的正常使用。目前基于UDP的服务主要有DNS（域名解析系统）、DHCP（动态主机配置协议）、TFPT（简单文件传输协议）、SNMP（简单网络管理协议）等。
 
其次，还需要学习TCP的相关知识，TCP（Transmission Control Protocol）的中文名称是传输控制协议，属于OSI参考模式的4层（传输层）协议，是一种面向连接的协议，使用TCP通信前，发送数据方与接收数据方必须先通过三次握手建立连接才可以发送数据，通信结束后，还需要进行四次断开。像我们打电话一样，通话前必须先拨号，与对方建立一个连接通道，连接通道建立后才可以通话，彼此传递信息，通话结束后需要挂断电话。图7-5为TCP的三次握手流程及其对应的状态，图7-6为TCP的四次断开流程及其对应的状态。
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 图7-5　TCP的三次握手流程及其对应的状态
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 图7-6　TCP的四次断开流程及其对应的状态


 
可以看出，建立连接前服务器需要先启动服务，让服务处于LISTEN监听状态，随时接收用户的连接请求。当有客户端需要与服务器建立连接时，客户端就需要发送一个SYN请求包给服务器，请求建立连接，此时客户端处于SYN_SENT状态，服务器处于SYN_RCVD状态。服务器在接收到客户端的请求后会给客户端发送一个SYN/ACK的回应包，客户端收到该回应后确定可以与服务器建立连接，最后客户端再给服务器发送一个ACK的确认包，双方都进入了ESTABLISHED状态（已连接状态），到此握手完毕。
 
单工模式的网卡在某一时刻仅可以有一端发送数据，另一端则只能接收而不能发送数据。全双工模式的网卡可以在客户端与服务器之间双向同时传递数据，而目前的网卡都支持全双工模式，因此在断开TCP连接时需要客户端和服务器各发送一次断开请求。首先，客户端通过发送FIN数据包请求断开连接，此时客户端处于FIN_WAIT1状态（等待断开），服务器处于CLOSE_WAIT状态，接着服务器会发送给客户端一个ACK的确认包，此时客户端会处于FIN_WAIT2状态，这样客户端后续就不会再给服务器发送任何有效数据，但是服务器却依然可以给客户端传递未完成的数据。等服务器将所有数据都传递完成后，服务器会向客户端发送断开请求FIN，此时服务器处于LAST_ACK状态（最后确认状态），客户端则处于TIME_WAIT状态，客户端接收到服务器发来的FIN包后，客户端会再次给服务器发送一个断开的ACK确认包，最终双方的连接断开，而CLOSED并不是一种真正的状态。
 
对于服务器的维护人员来说，监控这些服务的实时状态、统计实时并发量、分析客户端IP都是非常重要且必须完成的任务。使用ss命令可以实时查看网络连接状态，借助于awk我们还可以非常轻松地过滤并分析这些数据。
 
ss命令语法格式如下。
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ss命令常用选项及其功能描述如表7-3所示。
 

 表7-3　ss命令常用选项及其功能描述
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输出结果包含4列，分别对应的是连接状态、接收和发送的队列长度（对于ESTAB而言是未复制和未得到客户端确认的数据字节数）、服务本地监听的IP与端口信息及最后输出的远程主机的IP与端口信息。
 
从输出结果中可以看出，有些服务仅处于LISTEN监听的状态，并没有任何客户端连接该服务（如mysql、http等服务），而有些服务处于ESTAB状态，表示有客户端已经与服务器建立完成了TCP握手连接（如ssh服务）。上面的输出信息说明本机ssh服务正在监听所有网卡的22端口，等待用户的连接，目前有一个客户端主机192.168.2.254使用它的40990端口连接到了服务器192.168.2.11的22端口。
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对于ss命令的输出结果，我们还需要使用awk等工具进行过滤和统计分析工作，下面我们来编写一个监控网络连接状态的脚本。
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7.7　实战案例：获取SSH暴力破解攻击黑名单列表
 
SSH是Secure Shell的简称，是一种可以用来加密连接服务器的标准协议，使用SSH远程管理服务器，可以有效防止信息泄露，目前几乎所有类UNIX服务器都会支持该协议。
 
虽然SSH属于加密连接，但是如果攻击者使用暴力破解的方式破解远程密码，服务器中的数据依然有被盗取的危险，特别是在使用弱密码的情况下更是如此。暴力破解是攻击者使用密码字典中的密码逐一枚举，分别尝试每个密码是否可以登录服务器，如果字典中的密码足够多，并且不限制时间，理论上一定是可以破解成功的。
 
作为管理员，我们需要识别这种攻击并能够拦截。CentOS系统中有一个独立的登录日志文件/var/log/secure，该文件中记录了系统的登录日志。某些其他的Linux系统该日志文件的名称也可能是/var/log/auth.log。
 
如果使用SSH远程登录服务器时密码错误，日志文件中就会包含如下的记录信息，说明在5月8日15:29:05这个时间，有一台IP地址为192.168.2.12的主机使用37370端口连接本机的SSH（22）端口，远程连接使用的账户名称为root，但是连接时密码错误。
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如果使用SSH远程登录服务器时账户名错误，日志文件就会包含如下的记录信息，说明在5月8日15:34:00这个时间，有一台IP地址为192.168.2.12的主机使用37372端口连接本机的SSH（22）端口，远程时使用的是无效的账户名称test。
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如果使用SSH远程登录服务器时成功，日志文件就会包含如下的记录信息，说明在5月8日15:41:24这个时间，有一台IP地址为192.168.2.11的主机使用38562端口连接本机的SSH端口，登录账户名称为root，密码校验成功。
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了解了这些日志内容后，就可以编写脚本过滤异常登录的信息，并提取远程IP地址，然后将提取的IP地址写入黑名单，禁止该IP地址再次攻击服务器。编写脚本时我们可以创建3个函数，分别判断最近1分钟、5分钟、15分钟的日志内容，查看是否能异常记录，如果相同的异常记录超过3次，则提取产生该异常的IP地址并将其写入黑名单，最终可以根据黑名单文件编写防火墙策略，禁止该IP的再次攻击。像银行的密码系统一样，如果我们输入错误密码大于N次之后，当天账户会被锁定，但是第二天又可以继续测试密码。针对远程登录也是同样的道理，针对失败次数大于等于3次的IP地址，我们可能只需要禁用该IP特定的时间，比如20分钟，这样我们就需要再编写一个函数，用来清理黑名单中时间大于20分钟的IP地址。
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该脚本最终仅生成黑名单文件，如果需要拒绝黑名单IP地址的访问，还可以编写脚本读取黑名单文件并结合iptables防火墙规则，即可实现拒绝特定的IP访问本机。
 
7.8　实战案例：性能监控脚本
 
2.6节已经编写过一个性能监控脚本，在学习完awk工具后我们准备再次重写该脚本，优化其功能和性能。在脚本中为了让代码更整洁，在必要的地方会使用\转义字符强制将一条比较长的命令分割为多行命令。
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7.9　实战案例：数据库监控脚本
 
企业的很多决策都需要依赖于数据的支撑，对于海量的数据而言，高效、稳定地管理好这些数据就需要一款优秀的数据库管理软件，CentOS系统中默认提供的数据库管理软件有MariaDB、PostgreSQL和SQLite。其中MariaDB是MySQL的一个分支产品，安全兼容MySQL数据库。目前在互联网企业中比较流行的数据库解决方案都是采用MySQL或基于MySQL分支的产品方案，有些企业为了提升数据读写的性能还会引入一些NoSQL的产品，如Memcached、Redis和MongoDB等数据库软件。
 
既然数据库软件是企业业务的核心，实时监控数据库的可用性、稳定性及性能也就变成了同样重要的一项工作，而这种监控工作使用脚本自动化完成再合适不过。
 
对于MySQL或者MariaDB而言，如果我们需要监控其服务的可用性，可通过mysqladmin工具的ping子命令实现监控。该命令有三个非常重要的参数-u、-p和-h，-u用来指定访问数据库的用户名称，-p用来指定范围数据库的密码，在空密码时可以不使用-p参数，-h可用指定需要监控的数据库服务器主机，可用使用IP地址或主机名称。ping返回信息"alive"说明数据库可用正常连接，返回"Can't connect to local MySQL server"说明数据库服务器无法连接。
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其他的没有提供类似mysqldmin工具的数据库软件我们还可用ps、ss等命令检查服务是否可用。
 
通过mysqladmin工具的processlist子命令可用查看所有数据库连接线程列表，可用查询什么账户从哪台主机正在连接数据库服务器、正在使用的数据库名称是什么、该账户正在执行的SQL指令是什么等信息。
 

 [image: img]

 
使用mysql命令的-e选项可以非交互式地执行各种SQL指令。通过执行SQL指令可以对数据库进行基本的增、删、改、查等操作，还可以查询数据库的各种性能参数。
 
show databases指令可以查询所有的数据库名称列表。
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MySQL或MariaDB维护着大量的环境变量，我们可以通过配置文件或命令修改这些变量的值，使用show variables指令可以查看数据库管理系统的各种变量及值。
 
show variables like 'max_connections'可以在所有的变量中查找max_connections变量及其值，查看数据库的最大并发连接数。
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show variables like 'max_user_connections'可以在所有变量中查找max_user_connections变量及其值，查看每个用户的最大并发连接数。
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show variables like指令支持使用通配符进行模糊匹配，查看所有与connections有关的参数。
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除show variables外，我们还可以使用show status查看MySQL或MariaDB数据库系统的实时状态信息，show variables查看的数据可以通过set指令修改变量的值，而show status查询的值无法修改。
 
show status like 'Threads_connected'可以查看当前实时客户端连接数。
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show status like 'Max_used_connections'可以查看曾经的最大客户端连接数。
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show status like 'com_select'可以查看select指令被执行的次数。
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show status like 'com_insert'可以查看insert指令被执行的次数。
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show status like 'com_update'可以查看update指令被执行的次数。
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show status like 'com_delete'可以查看delete指令被执行的次数。
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show status like 'slow_queries'可以查看数据库慢查询的数量。
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show global status like 'Questions'可以查看服务器执行的总指令数，不包括存储过程。
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Show global status like 'uptime'可以查看数据库软件启动的时间。
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Show global status like 'Com_commit'可以查看数据库执行commit指令的次数。
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Show global status like 'Com_rollback'可以查看数据库执行rollbak指令的次数。
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数据库还有两个重要的性能指标：QPS和TPS。QPS（Query Per Second）是指每秒查询量，TPS（Transaction Per Second）是指每秒事务量。
 
QPS=总指令量/uptime，QPS=Questions/uptime。
 
TPS=（事务commit+事务rollback）/uptime，TPS=（Com_commit+Com_rollback）/uptime。
 
下面我们需要结合awk等工具编写一个完整的数据库监控脚本。
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7.10　实战案例：awk版网络爬虫
 
6.9节介绍了如何使用sed实现网络爬虫的功能，在学习完本章后你会发现其实使用awk在互联网中过滤数据会更简单、简洁。
 
这里我们再次重写网络爬虫脚本，这次我们使用awk过滤自己需要的数据，代码可以更简洁。
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[1]AWK软件的开发者分别是Alfred Aho、Peter Weinberger、Brian Kernighan。
 
[2]在CentOS7系统环境下普通用户的UID从1000起。
 
[3]awk支持在不定义变量的情况下直接变量，运算处理时其初始值为0，字符处理时其默认值为空。
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