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你好，我是李玥。

在我们一起做了两个实践案例以后，相信你或多或少都会有一些收获。在学习和练习这两个

实践案例中，我希望你收获的不仅仅是流计算和 RPC 框架的设计实现原理，还能学会并掌

握在实现这些代码过程中，我们用到的很多设计模式和编码技巧，以及代码背后无处不在

的“松耦合”、“拥抱变化”这些设计思想。最重要的是，把这些学到的东西能最终用在你

编写的代码中，才是真正的收获。

照例，在每一模块的最后一节课，我们安排热点问题答疑，解答同学们关注比较多的一些问

题。

1. 主流消息队列都是如何存储消息的？
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我在之前的课程中提到过，现代的消息队列它本质上是一个分布式的存储系统。那决定一个

存储系统的性能好坏，最主要的因素是什么？就是它的存储结构。

很多大厂在面试的时候，特别喜欢问各种二叉树、红黑树和哈希表这些你感觉平时都用不到

的知识，原因是什么？其实，无论是我们开发的应用程序，还是一些开源的数据库系统，在

数据量达到一个量级之上的时候，决定你系统整体性能的往往就是，你用什么样的数据结构

来存储这些数据。而大部分数据库，它最基础的存储结构不是树就是哈希表。

即使你不去开发一个数据库，在设计一个超大规模的数据存储的时候，你也需要掌握各种数

据库的存储结构，才能选择一个适合你的业务数据的数据库产品。所以，掌握这些最基础的

数据结构相关的知识，是很有必要的，不仅仅是为了应付面试。

在所有的存储系统中，消息队列的存储可能是最简单的。每个主题包含若干个分区，每个分

区其实就是一个 WAL（Write Ahead Log），写入的时候只能尾部追加，不允许修改。读

取的时候，根据一个索引序号进行查询，然后连续顺序往下读。

接下来我们看看，几种主流的消息队列都是如何设计它们的存储结构的。

先来看 Kafka，Kafka 的存储以 Partition 为单位，每个 Partition 包含一组消息文件

（Segment file）和一组索引文件（Index），并且消息文件和索引文件一一对应，具有相

同的文件名（但文件扩展名不一样），文件名就是这个文件中第一条消息的索引序号。

每个索引中保存索引序号（也就是这条消息是这个分区中的第几条消息）和对应的消息在消

息文件中的绝对位置。在索引的设计上，Kafka 采用的是稀疏索引，为了节省存储空间，它

不会为每一条消息都创建索引，而是每隔几条消息创建一条索引。

写入消息的时候非常简单，就是在消息文件尾部连续追加写入，一个文件写满了再写下一个

文件。查找消息时，首先根据文件名找到所在的索引文件，然后用二分法遍历索引文件内的

索引，在里面找到离目标消息最近的索引，再去消息文件中，找到这条最近的索引指向的消

息位置，从这个位置开始顺序遍历消息文件，找到目标消息。

可以看到，寻址过程还是需要一定时间的。一旦找到消息位置后，就可以批量顺序读取，不

必每条消息都要进行一次寻址。



然后我们再来看一下 RocketMQ，RocketMQ 的存储以 Broker 为单位。它的存储也是分

为消息文件和索引文件，但是在 RocketMQ 中，每个 Broker 只有一组消息文件，它把在

这个 Broker 上的所有主题的消息都存在这一组消息文件中。索引文件和 Kafka 一样，是按

照主题和队列分别建立的，每个队列对应一组索引文件，这组索引文件在 RocketMQ 中称

为 ConsumerQueue。RocketMQ 中的索引是定长稠密索引，它为每一条消息都建立索

引，每个索引的长度（注意不是消息长度）是固定的 20 个字节。

写入消息的时候，Broker 上所有主题、所有队列的消息按照自然顺序追加写入到同一个消

息文件中，一个文件写满了再写下一个文件。查找消息的时候，可以直接根据队列的消息序

号，计算出索引的全局位置（索引序号 x 索引固定长度 20），然后直接读取这条索引，再

根据索引中记录的消息的全局位置，找到消息。可以看到，这里两次寻址都是绝对位置寻

址，比 Kafka 的查找是要快的。

对比这两种存储结构，你可以看到它们有很多共通的地方，都是采用消息文件 + 索引文件

的存储方式，索引文件的名字都是第一条消息的索引序号，索引中记录了消息的位置等等。

在消息文件的存储粒度上，Kafka 以分区为单位，粒度更细，优点是更加灵活，很容易进行

数据迁移和扩容。RocketMQ 以 Broker 为单位，较粗的粒度牺牲了灵活性，带来的好处

是，在写入的时候，同时写入的文件更少，有更好的批量（不同主题和分区的数据可以组成

一批一起写入），更多的顺序写入，尤其是在 Broker 上有很多主题和分区的情况下，有更

好的写入性能。
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索引设计上，RocketMQ 和 Kafka 分别采用了稠密和稀疏索引，稠密索引需要更多的存储

空间，但查找性能更好，稀疏索引能节省一些存储空间，代价是牺牲了查找性能。

可以看到，两种消息队列在存储设计上，有不同的选择。大多数场景下，这两种存储设计的

差异其实并不明显，都可以满足需求。但是在某些极限场景下，依然会体现出它们设计的差

异。比如，在一个 Broker 上有上千个活动主题的情况下，RocketMQ 的写入性能就会体

现出优势。再比如，如果我们的消息都是几个、十几个字节的小消息，但是消息的数量很

多，这时候 Kafka 的稀疏索引设计就能节省非常多的存储空间。

2. 流计算与批计算的区别是什么？

有些同学在《29 | 流计算与消息（一）：通过 Flink 理解流计算的原理》的课后留言提问，

对于“按照固定的时间窗口定时汇总”的场景，流计算和批计算是不是就是一样的呢？对于

这个问题，我们通过一个例子来分析一下就明白了。

比如，你要在一个学校门口开个网吧，到底能不能赚钱需要事先进行调研，看看学生的流量

够不够撑起你这个网吧。然后，你就蹲在学校门口数人头，每过来一个学生你就数一下，数

一下一天中每个小时会有多少个学生经过，这是流计算。你还可以放个摄像头，让它自动把

路过的每个人都拍下来，然后晚上回家再慢慢数这些照片，这就是批计算。简单地说，流计

算就是实时统计计算，批计算则是事后统计计算，这两种方式都可以统计出每小时的人流

量。

那这两种方式哪种更好呢？还是那句话，看具体的使用场景和需求。流计算的优势就是实时

统计，每到整点的时候，上一个小时的人流量就已经数出来了。在 T+0 的时刻就能第一时

间得到统计结果，批计算相对就要慢一些，它最早在 T+0 时刻才开始进行统计，什么时候

出结果取决于统计的耗时。

但是，流计算也有它的一些不足，比如说，你在数人头的时候突然来了个美女，你多看了几

眼，漏数了一些人怎么办？没办法，明天再来重新数吧。也就是说，对于流计算的故障恢复

还是一个比较难解决的问题。

另外，你数了一整天人头，回去做分析的时候才发现，去网吧的大多数都是男生，所以你需

要统计的是在校男生，而不是所有人的数量。这时候，如果你保存了这一天所有人的照片，

那你重新数一遍照片就可以了，否则，你只能明天上街再数一次人头。这个时候批计算的优

势就体现出来了，因为你有原始数据，当需求发生变化的时候，你可以随时改变算法重新计

算。

https://time.geekbang.org/column/article/143215


总结下来，大部分的统计分析类任务，使用流计算和批计算都可以实现。流计算具有更好的

实时性，而批计算可靠性更好，并且更容易应对需求变化。所以，大部分针对海量数据的统

计分析，只要是对实时性要求没有那么高的场景，大多采用的还是批计算的方式。

3. RPC 框架的 JDBC 注册中心

上节课《34 | 动手实现一个简单的 RPC 框架（四）：服务端》的课后思考题，要求你基于

JDBC 协议实现一个注册中心，这样就可以支持跨服务器来访问注册中心。这个作业应该是

我们这个系列课程中比较难的一个作业了，我在这里也给出一个实现供你参考。

这个参考实现的代码同样在放在 GitHub 上，你可以在这里查看或者下载，它和之前的

RPC 框架是同一个项目的不同分支，分支名称是 jdbc-nameservice。同样，我把如何设置

环境，编译代码，启动数据库，运行这个 RPC 框架示例的方法都写在了 README 中，你

可以参照运行。

相比于原版的 RPC 框架，我们增加了一个单独的 Module：jdbc-nameservice，也就是

JDBC 版的注册中心的实现。这个实现中，只有一个类 JdbcNameService，和

LocalFileNameService 一样，他们都实现了 NameService 接口。在 JdbcNameService

这个注册中心实现中，它提供 JDBC 协议的支持，注册中心的元数据都存放在数据库中。

我们这个思考题，其中的一个要求就是，能兼容所有支持 JDBC 协议的数据库。虽然 JDBC

的协议是通用的，但是每种数据库支持 SQL 的语法都不一样，所以，我们这里把 SQL 语句

作为一种资源文件从源代码中独立出来，这样确保源代码能兼容所有的 JDBC 数据库。不

同类型的数据的 SQL 语句，可以和数据库的 JDBC 驱动一样，在运行时来提供就可以了。

这个数据库中，我们只需要一张表就够了，这里面我们的表名是 rpc_name_service，表结

构如下:

为了能自动根据数据库类型去加载对应的 sql，我们规定 sql 文件的名称为：[SQL 名] [数

据库类型].sql。比如我们使用的 HSQLDB 自动建表的 SQL 文件，它的文件名就是：
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ddl.hsqldb.sql。 

JdbcNameService 这个类的实现就比较简单了，在 connect 方法中去连接数据库，如果

rpc_name_service 不存在，就创建这个表。在 registerService 中往数据库中插入或者更

新一条数据，在 lookupService 中去数据库查询对应服务名的 URI。

在使用的时候，还需要在 CLASSPATH 中包含下面几个文件：

1. add-service.[数据库类型].sql

2. lookup-service.[数据库类型].sql

3. ddl.[数据库类型].sql

4. 数据库的 JDBC 驱动 JAR 文件。

在我们这个实现中，已经包含了 HSQLDB 这种数据库的 SQL 文件和驱动，你也可以尝试

提供 MySQL 的 SQL 文件和驱动，就可以使用 MySQL 作为注册中心的数据库了。

4. 完成作业的最佳姿势

我们案例篇的几个编码的作业，都是基于课程中讲解的代码进行一些修改和扩展，很多同学

在留言区分享了代码。为了便于你修改和分享代码，建议你使用 GitHub 的 Fork 功能，用

法也很简单，在示例项目的 GitHub 页面的右上角，有一个 Frok 按钮，点击之后，会在你

自己的 GitHub 账号下面创建一份这个项目的副本，你可以在这个副本上进行修改和扩展

来完成你的作业，最后直接分享这个副本的项目就可以了。

总结

以上就是我们这次热点问题答疑的全部内容了，同时我们这个系列课程的最后一篇：案例篇

到这里也就结束了。

这个案例篇模块不同于前两个模块，之前主要是讲解一些消息队列相关的实现原理、知识和

方法技巧等等，案例篇的重点还是来通过实际的案例，来复习和练习前两篇中涉及到的一些

知识。我们案例篇中每节课的作业，大多也都是需要你来写一些代码。

希望你在学习案例篇的时候，不要只是听和看，更重要的就是动手来写代码，通过练习把学

到的东西真正的消化掉。也欢迎你在评论区留言，分享你的代码。

感谢阅读，如果你觉得这篇文章对你有一些启发，也欢迎把它分享给你的朋友。
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芥末小龙
2019-10-16

玥哥，已经完结了，在重新撸一遍 希望有更大的收获。

展开

作者回复: 记得来请我吃饭哈。

 1  1

humor
2019-10-16

DriverManager是怎么知道加载哪个JDBC驱动的呢？ 代码里并没有把驱动的类名传过去
呀

精选留言 (7)  写留言



作者回复: JDBC 4.0 已经支持SPI机制了，只要把驱动放在classpath里面就会自动加载的。

 

A9
2019-10-16

RocketMQ以Broker为单位，较粗的力度牺牲了灵活性，带来的好处是在写入的时候，同
时写入的文件更少，有更好的批量（不同主题和分区的数据可以组成一批一起写入），更
多的顺序写入，尤其是在Broker上有很多主题和分区的情况下，有更好的写入性能 
----------------------------------------- 
老师，关于RocketMQ的Broker单文件写入CommitLog的问题，感觉上按照partition来…
展开

作者回复: 这个是磁盘的特性决定的，磁盘的连续顺序写的性能要远远好于 并发写。

 1 

jack
2019-10-15

老师，关于RocketMQ以broker为单位进行存储，那么读取的时候，每个主题岂不是得去
不同的文件中分别读取批量消息，读取性能上是不是不如kafka呢？

展开

作者回复: 从存储结构上来说，确实是这样的。

 

leslie
2019-10-15

除了手动案例的实践部分：基本上算是全程跟完了，这个专栏是自己第一个全程基本完全
一篇不拉的学习完的课程；感谢老师一路以来的辛勤付出和答惑。 
       老师今天所提的算法问题其实后面自己在读老师贴出来的代码就意识到了自己的这个
弱点，同样是由于意识到课程的算法这块需求，特意参加了算法训练营-现在是极客大学算
法训练营第四期的学员，希望在第四期完课时自己这块的致命弱点能强化许多。虽然开…
展开

 

每天晒白牙



2019-10-15

老师的专栏写的真好，特别深入，实战篇偷懒了没去操作，需要找时间写写这个rpc框架
了，前面30多节都坚持了

展开

 

乐溪溪520
2019-10-15

跟着老师的更新，把专栏学习了一遍。当然，一遍肯定是不能掌握所有的知识点的。需要
两次或者三次的学习，才能把重要的知识转化成自己的知识。一个专栏的结束不是结束，
而是新的开始。感谢老师的分享。

 




