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你好，我是 winter

今天我们来谈谈架构。

在传统桌面软件开发中，架构师是一种通过设计架构保证团队能够良好分工和有序工作的岗

位。

在工程领域，我们凡是要做点什么事儿，都会有明确的目的性，这个目的性，一定是为了完

成生产服务业务的。

为什么桌面软件开发需要架构师和架构设计呢？因为桌面软件开发具有高度的复杂性，如果

没有架构，就没法分解成互相耦合低的模块来分工。
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所以一般来说，架构是为了分工而存在的。但是到了前端领域，这个问题是否还存在呢？答

案是，不存在。

前端是个天然按照页面解耦的技术，在多页面架构中，页面的复杂度大约刚好适合一个人的

工作量。（所以，我们的结论是，前端根本不需要架构设计。当然，我这句话是开玩笑

的。）

前端不存在分工问题，但是在多人协同时，仍然要解决质量和效率的问题，这就需要组件化

了。除此之外还有前端特有的兼容性问题，也是需要从架构的角度去解决的。

对于一些追求极致的团队来说，会挑战“单页面应用”，通过单页面应用来提升用户体验，

单页面应用的升级版本是谷歌提出的 PWA，PWA 既是业务方案也是技术方案，在技术层

面，它近乎苛刻地规定了网页的各方面的体验标准。

前端领域还有一个特有的生态：框架，第一代前端框架（如 jQuery, PrototypeJS）重点解

决了兼容问题和 API 的易用性问题，在现代浏览器普及之后，这些问题逐渐变得不存在或

者不重要，所以第二代前端框架（如 Vue，Angular，React）重点解决了组件化问题。选

择合适的框架，可以节约架构的成本，还能够享受社区资源。

本节课，我会围绕前端架构的几个核心问题，为你介绍前端架构工作。

首先我们来讲讲组件化

组件化

组件化讲起来是个非常简单的概念，前端主要的开发工作是 UI 开发，而把 UI 上的各种元

素分解成组件，规定组件的标准，实现组件运行的环境就是组件化了。

现行的组件化方案，目前有五种主流选择：

Web Component；

Vue；

React；

Angular；



Web Component 是 W3C 推行的规范，理论上是未来的选项；但是实际上这份标准的状

态堪忧，Shadow DOM 的设计比较复杂，一般的前端掌握起来都比较困难。

此外，CSS 也比较难以应用，需要依靠 CSS Houdini。目前来说，我还没有看到那个前端

团队实际在使用 Web Component 作为组件化方案。当然，它的优势也非常明显：不需要

任何额外的运行时支持，就能在现代浏览器环境运行，也可以跟 HTML 无缝结合。

Vue 是目前最受欢迎的框架（从 github star 来看），由华人程序员尤小右开发和维护。它

有两个主要特点，一个是比较符合原本的 JS/CSS/HTML 书写习惯；另一个是它绑定了

MVVM 模式，直接确定了 UI 架构，通过 DSL 的支持，数据交互非常简洁。

React 是 Facebook 推行的新一代 Web 框架。它利用 JSX 模式，把 HTML、CSS 和 JS 都

放进了 JS 文件中，对于不喜欢 CSS 和 HTML 的前端工程师来说，是很理想的。它还可以

迁移到 React Native，直接编写简单的客户端应用。

Angular 是 Google 推出的 Web 框架，它是比较标准的 MVVM 模式。Angular 曾经因为

大版本兼容性而饱受诟病，目前它的核心竞争力是与 TypeScript 结合得较好。

上面是我对几种方案的简单介绍。但是实际上，我们做技术选型时的主要依据是团队的现

状，开发移动端还是桌面端、是否跟 Native 结合、团队成员的技能分布都是需要考虑的因

素，这些框架本身的特点，目前我认为仅仅是一种偏好选项，而不是关键因素。

兼容性和适配性

前端开发的特有问题就是兼容性，到了移动时代，需要面对不同的机型，我们又需要解决适

配性问题。

兼容性问题到 2011 年左右都是前端的主旋律，但是在之后，随着现代浏览器的逐渐普及，

兼容性问题逐渐减小，所以我们这里就不多谈兼容性问题了。

适配问题主要适配的是屏幕的三个要素：

自研。

单位英寸像素数（Pixel Per Inch，PPI）：现实世界的一英寸内像素数，决定了屏幕的显

示质量



在当前环境下，分辨率适配可以使用 vw 单位解决，DPR 适配则需要用到 CSS 的

viewport 规则来控制缩放比例解决，而 PPI 主要影响的是文字，可以采用 media 规则来

适配。

单页应用

前文已经讲过，前端架构的解耦问题不大，因为页面是天然解耦的，但是，大家都知道，浏

览器加载 HTML 时是会有白屏过程的，对追求极致体验的团队来说，希望能够进一步提升

体验，于是就有了“单页应用（SPA）”的概念。

单页应用是把多个页面的内容实现在同一个实际页面内的技术，因为失去了页面的天然解

耦，所以就要解决耦合问题。也就是说，我们要在一个“物理页面”内，通过架构设计来实

现若干个“逻辑页面”。

逻辑页面应该做到独立开发和独立发布，一种思路是，每个逻辑页面一个 JS，用一个 SPA

框架加载 JS 文件。

从交互的角度，这并不困难，但是，这里还有一个隐性需求：保持前进后退历史。

一般来说，前进后退历史使用 URL 的 Hash 部分来控制，但是 onhashchange 事件并没

有提供前进或者后退信息，目前还没有完美的解决方案，只能牺牲一部分体验。实现单页应

用的逻辑页面发布需要改造发布系统，在工程上，这也是一个比较大的挑战。

扩展前端新边界

除了解决现实问题，我认为前端架构的职责还包括扩展前端的边界，所以前端架构还包含了

很多 Native 开发任务：如客户端和前端结合的方案 Weex 和 React Native；如前端和图

形学结合的方案 GCanvas；如前端的 3D 框架 Three.js，这些都是试图用架构的手段赋予

前端新的能力的尝试。

这些具体的尝试涉及很多领域知识，我这里就不做详细介绍了，但是如果你成为了一个前端

架构师，我希望你也把“拓展前端边界”当做团队的核心目标之一。

设备像素比率（Device Pixel Ratio，DPR）：物理像素与逻辑像素（px）的对应关系

分辨率（Resolution）：屏幕区域的宽高所占像素数



总结

今天我从宏观的角度介绍了前端架构相关的知识，我重点介绍了“组件化”“适配性”“单

页应用”三个前端架构需要解决的核心问题，组件化在社区有很多现成的方案，我们需要做

的主要工作是框架选型。适配性需要用到 CSS 的几种特性：vw 单位、viewport 规则和

media 规则，单页应用重点是逻辑页面解耦、独立开发和发布和保持前进后退历史。

最后留一个思考问题，你所在的团队有前端架构师吗？如果有的话，他的工作职责是什么？
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我头铁，直接上新技术（react+hooks），因此遇到不少坑，不过是个小项目且只有我在
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怎么说，我觉得有时候还是要大胆一些... 当然多人协作的项目就不要搞人家了...
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Neil 陈荣
2019-05-18
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我觉得在 spa 成为普遍现象的今天，前端架构特别重要。 
然后大多数的小团队单是跟进前端技术的发展就已经很费力了，这时候如果是一个前端技
术工具方面玩的溜一点的，却缺少架构思维的人在早期来主导项目的代码结构的话，往往
会成为整个项目的灾难。 
在团队缺少架构高手的情况下，还是做多页应用来得更可控些，需要体验优化的页面就…
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行云
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我很无耻的说一下，感觉spa更简单，反而传统的多页面开发模式，更麻烦
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老实人
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请问每个逻辑页面如何可以做到独立发布呢？
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关于组件化，我很不喜欢 react 中的 Functional Component 以及 HOC. 
对于整个产品需求非常稳定情况来说，这样做也许没问题。把 UI表现和功能，按照不同的
perspective 去拆开，即所谓 separation by concern 的思路。 
但对于一般的项目而言，往往需求变化都是比较频繁的，我认为更好的组件化方式是按功
能切分。因为这样的组件内聚性比较好，会更便于代码阅读以及快速开发迭代。 …
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如果项目只有我自己写的话 我会用新技术、自己不熟悉的领域去练习， 自己思考组价架
构，设计模式等。。如果是多人协作 我可能就随大流了。。不敢瞎搞
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自己写代码，自己规划架构。。。
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cjd
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没有架构 项目用什么自己定 经常会很纠结用什么技术😂 有些想尝试的新技术 由于能力有
限加项目通常都很赶 不敢实践到项目中 不加班的时候 会自己写些demo 折腾折腾
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