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你好，我是唐扬。

前两节课中，我带你探究了如何设计和实现互联网系统中一个常见模块——计数系统。它

的业务逻辑其实非常简单，基本上最多只有三个接口，获取计数、增加计数和重置计数。所

以我们在考虑方案的时候考察点也相对较少，基本上使用缓存就可以实现一个兼顾性能、可

用性和鲁棒性的方案了。然而大型业务系统的逻辑会非常复杂，在方案设计时通常需要灵活

运用多种技术，才能共同承担高并发大流量的冲击。那么接下来，我将带你了解如何设计社

区系统中最为复杂、并发量也最高的信息流系统。这样，你可以从中体会怎么应用之前学习

的组件了。
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最早的信息流系统起源于微博，我们知道，微博是基于关注关系来实现内容分发的，也就是

说，如果用户 A 关注了用户 B，那么用户 A 就需要在自己的信息流中，实时地看到用户 B 

发布的最新内容，这是微博系统的基本逻辑，也是它能够让信息快速流通、快速传播的关

键。 由于微博的信息流一般是按照时间倒序排列的，所以我们通常把信息流系统称为 

TimeLine（时间线）。那么当我们设计一套信息流系统时需要考虑哪些点呢？

设计信息流系统的关注点有哪些

首先，我们需要关注延迟数据，也就是说，你关注的人发了微博信息之后，信息需要在短时

间之内出现在你的信息流中。

其次，我们需要考虑如何支撑高并发的访问。信息流是微博的主体模块，是用户进入到微博

之后最先看到的模块，因此它的并发请求量是最高的，可以达到每秒几十万次请求。

最后，信息流拉取性能直接影响用户的使用体验。微博信息流系统中需要聚合的数据非常

多，你打开客户端看一看，想一想其中需要聚合哪些数据？主要是微博的数据，用户的数

据，除此之外，还需要查询微博是否被赞、评论点赞转发的计数、是否被关注拉黑等等。聚

合这么多的数据就需要查询多次缓存、数据库、计数器，而在每秒几十万次的请求下，如何

保证在 100ms 之内完成这些查询操作，展示微博的信息流呢？这是微博信息流系统最复杂

之处，也是技术上最大的挑战。

那么我们怎么设计一套支撑高并发大流量的信息流系统呢？一般来说，会有两个思路：一个

是基于推模式，另一个是基于拉模式。

如何基于推模式实现信息流系统

什么是推模式呢？推模式是指用户发送一条微博后，主动将这条微博推送给他的粉丝，从而

实现微博的分发，也能以此实现微博信息流的聚合。

假设微博系统是一个邮箱系统，那么用户发送的微博可以认为是进入到一个发件箱，用户的

信息流可以认为是这个人的收件箱。推模式的做法是在用户发布一条微博时，除了往自己的

发件箱里写入一条微博，同时也会给他的粉丝收件箱里写入一条微博。

假如用户 A 有三个粉丝 B、C、D，如果用 SQL 表示 A 发布一条微博时系统做的事情，那

么就像下面展示的这个样子：



当我们要查询 B 的信息流时，只需要执行下面这条 SQL 就可以了：

如果你想要提升读取信息流的性能，可以把收件箱的数据存储在缓存里面，每次获取信息流

的时候直接从缓存中读取就好了。

推模式存在的问题和解决思路

你看，按照这个思路就可以实现一套完整的微博信息流系统，也比较符合我们的常识。但

是，这个方案会存在一些问题。

首先，就是消息延迟。在讲系统通知未读数的时候，我们曾经提到过，不能采用遍历全量用

户给他们加未读数的方式，原因是遍历一次全量用户的延迟很高，而推模式也有同样的问

题。对明星来说，他们的粉丝数庞大，如果在发微博的同时还要将微博写入到上千万人的收

件箱中，那么发微博的响应时间会非常慢，用户根本没办法接受。因此，我们一般会使用消

息队列来消除写入的峰值，但即使这样，由于写入收件箱的消息实在太多，你还是有可能在

几个小时之后才能够看到明星发布的内容，这会非常影响用户的使用体验。
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insert into outbox(userId, feedId, create_time) values("A", $feedId, $current_t
insert into inbox(userId, feedId, create_time) values("B", $feedId, $current_ti
insert into inbox(userId, feedId, create_time) values("C", $feedId, $current_ti
insert into inbox(userId, feedId, create_time) values("D", $feedId, $current_ti

复制代码
1 select feedId from inbox where userId = "B";



在推模式下，你需要关注的是微博的写入性能，因为用户每发一条微博，都会产生多次的数

据库写入。为了尽量减少微博写入的延迟，我们可以从两方面来保障。

比如，我在网易微博的时候就是采用推模式来实现微博信息流的。当时为了提升数据库的插

入性能，我们采用了 TokuDB 作为 MySQL 的存储引擎，这个引擎架构的核心是一个名为

分形树的索引结构（Fractal Tree Indexes）。我们知道数据库在写入的时候会产生对磁盘

的随机写入，造成磁盘寻道，影响数据写入的性能；而分形树结构和我们在11 讲中提到

的 LSM 一样，可以将数据的随机写入转换成顺序写入，提升写入的性能。另外，TokuDB 

相比于 InnoDB 来说，数据压缩的性能更高，经过官方的测试，TokuDB 可以将存储在 

InnoDB 中的 4TB 的数据压缩到 200G，这对于写入数据量很大的业务来说也是一大福

音。然而，相比于 InnoDB 来说，TokuDB 的删除和查询性能都要差一些，不过可以使用

缓存加速查询性能，而微博的删除频率不高，因此这对于推模式下的消息流来说影响有限。

其次，存储成本很高。在这个方案中我们一般会这么来设计表结构：

先设计一张 Feed 表，这个表主要存储微博的基本信息，包括微博 ID、创建人的 ID、创建

时间、微博内容、微博状态（删除还是正常）等等，它使用微博 ID 做哈希分库分表；

另外一张表是用户的发件箱和收件箱表，也叫做 TimeLine 表（时间线表），主要有三个字

段，用户 ID、微博 ID 和创建时间。它使用用户的 ID 做哈希分库分表。

一方面，在消息处理上，你可以启动多个线程并行地处理微博写入的消息。

另一方面，由于消息流在展示时可以使用缓存来提升读取性能，所以我们应该尽量保证

数据写入数据库的性能，必要时可以采用写入性能更好的数据库存储引擎。



由于推模式需要给每一个用户都维护一份收件箱的数据，所以数据的存储量极大，你可以想

一想，谢娜的粉丝目前已经超过 1.2 亿，那么如果采用推模式的话，谢娜每发送一条微博

就会产生超过 1.2 亿条的数据，多么可怕！我们的解决思路是： 除了选择压缩率更高的存

储引擎之外，还可以定期地清理数据，因为微博的数据有比较明显的实效性，用户更加关注

最近几天发布的数据，通常不会翻阅很久之前的微博，所以你可以定期地清理用户的收件

箱，比如只保留最近 1 个月的数据就可以了。

除此之外，推模式下我们还通常会遇到扩展性的问题。在微博中有一个分组的功能，它的作

用是你可以将关注的人分门别类，比如你可以把关注的人分为“明星”“技术”“旅游”等

类别，然后把杨幂放入“明星”分类里，将 InfoQ 放在“技术”类别里。那么引入了分组

之后，会对推模式有什么样的影响呢？ 首先是一个用户不止有一个收件箱，比如我有一个

全局收件箱，还会针对每一个分组再分别创建一个收件箱，而一条微博在发布之后也需要被

复制到更多的收件箱中了。

如果杨幂发了一条微博，那么不仅需要插入到我的收件箱中，还需要插入到我的“明星”收

件箱中，这样不仅增加了消息分发的压力，同时由于每一个收件箱都需要单独存储，所以存

储成本也就更高。

最后，在处理取消关注和删除微博的逻辑时会更加复杂。比如当杨幂删除了一条微博，那么

如果要删除她所有粉丝收件箱中的这条微博，会带来额外的分发压力，我们还是尽量不要这



么做。

而如果你将一个人取消关注，那么需要从你的收件箱中删除这个人的所有微博，假设他发了

非常多的微博，那么即使你之后很久不登录，也需要从你的收件箱中做大量的删除操作，有

些得不偿失。所以你可以采用的策略是： 在读取自己信息流的时候，判断每一条微博是否

被删除以及你是否还关注这条微博的作者，如果没有的话，就不展示这条微博的内容了。使

用了这个策略之后，就可以尽量减少对于数据库多余的写操作了。

那么说了这么多，推模式究竟适合什么样的业务的场景呢？ 在我看来，它比较适合于一个

用户的粉丝数比较有限的场景，比如说微信朋友圈，你可以理解为我在微信中增加一个好友

是关注了他也被他关注，所以好友的上限也就是粉丝的上限（朋友圈应该是 5000）。有限

的粉丝数可以保证消息能够尽量快地被推送给所有的粉丝，增加的存储成本也比较有限。如

果你的业务中粉丝数是有限制的，那么在实现以关注关系为基础的信息流时，也可以采用推

模式来实现。

课程小结

以上就是本节课的全部内容了。本节课我带你了解以推模式实现信息流的方案以及这个模式

会存在哪些问题和解决思路，这里你需要了解的重点是：

你可以看到，其实推模式并不适合微博这种动辄就有上千万粉丝的业务，因为这种业务特性

带来的超高的推送消息延迟以及存储成本是难以接受的，因此，我们要么会使用基于拉模式

的实现，要么会使用基于推拉结合模式的实现。那么这两种方案是如何实现的呢？他们在实

现中会存在哪些坑呢？又要如何解决呢？我将在下节课中带你着重了解。

一课一思

你是否设计过这种信息流系统呢？如果你来设计的话，要如何解决推模式下的延迟问题呢？

欢迎在留言区与我分享你的经验。

推模式就是在用户发送微博时，主动将微博写入到他的粉丝的收件箱中；1.

推送信息是否延迟、存储的成本、方案的可扩展性以及针对取消关注和微博删除的特殊

处理是推模式的主要问题；

2.

推模式比较适合粉丝数有限的场景。3.
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最后，感谢你的阅读，如果这篇文章让你有所收获，也欢迎你将它分享给更多的朋友。
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海罗沃德
2019-12-23

跟微博比，我們的信息流弱爆了，目前都是用elasticsearch做信息流拉模式，閱讀之後就
給當前頁的數據批量設置狀態，拉到下一頁就給下一頁數據更新狀態

展开
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Luciano李鑫
2019-12-23

不理解为什么基于推模式要给每个用户甚至每个分组存储一份完整的消息，为什么不能用
存储关联关系，计算得到推送的消息呢？

展开
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我觉得推模式最大的问题是没有做到按需传递信息，可能一个粉丝的用户中，只有很少比
例才需要较高的时效性，这些用户不应该消耗太多的系统资源。 

精选留言 (4)  写留言



 
此外，推模式中的写操作太多了，一个人发送，其他人在本质上都是读取这条消息，却也
引发了写入操作。 …
展开

 

知行合一
2019-12-23

推模式中可以给用户分优先级，优先推送优先级高的用户的方式来提升用户体验。

 


