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1) Redis 简介

Redis 是一个开源的使用 ANSI C 语言编写、支持网络、可基于内存亦可持久化的日志

型、Key-Value 数据库。

2) 数据类型

2.1. Redis 的 Key

Redis 的 key 是字符串类型，但是 key 中不能包括边界字符，由于 key 不是 binary safe
的字符串，所以像"my key"和"mykey\n"这样包含空格和换行的 key 是不允许的。

2.1.1. key 相关指令介绍

exitsexitsexitsexits key 检测指定 key 是否存在，返回 1表示存在，0 不存在

deldeldeldel key1 key2 ...... keyN 删除给定 key,返回删除 key 的数目，0表示给定 key 都不存在

typetypetypetype key 返回给定 key 值的类型。返回 none 表示 key 不存在,string 字符类型，list 链表

类型 set 无序集合类型......

keyskeyskeyskeys pattern 返回匹配指定模式的所有 key

randomkeyrandomkeyrandomkeyrandomkey 返回从当前数据库中随机选择的一个 key,如果当前数据库是空的，返回空串

renamerenamerenamerename oldkey newkey重命名一个 key,如果 newkey 存在，将会被覆盖，返回 1 表示成功，

0失败。可能是 oldkey 不存在或者和 newkey 相同。

renamenxrenamenxrenamenxrenamenx oldkey newkey 同上，但是如果 newkey 存在返回失败。

expireexpireexpireexpire key seconds 为 key 指定过期时间，单位是秒。返回 1成功，0 表示 key 已经设置过过

期时间或者不存在。

ttlttlttlttl key 返回设置过过期时间key的剩余过期秒数。-1表示key不存在或者未设置过期时间。

selectselectselectselect db-index通过索引选择数据库，默认连接的数据库是 0,默认数据库数是 16 个。返回 1

表示成功，0失败。

movemovemovemove key db-index 将 key 从当前数据库移动到指定数据库。返回 1 表示成功。0 表示 key

不存在或者已经在指定数据库中。

2.2. Redis 的 vaule

redis 提供五种数据类型：string,hash,list,set 及 sorted set。

2.2.1. string 类型

string 是最基本的类型，而且 string 类型是二进制安全的。意思是 redis的 string 可以

包含任何数据。比如 jpg图片或者序列化的对象。从内部实现来看其实 string可以看作 byte
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数组，最大上限是 1G字节。

string 类型数据操作指令简介

ssssetetetet key value设置 key 对应 string 类型的值，返回 1 表示成功，0失败。

setnxsetnxsetnxsetnx key value 如果 key 不存在，设置 key 对应 string 类型的值。如果 key 已经存在，返

回 0。

getgetgetget key 获取 key 对应的 string 值,如果 key 不存在返回 nil

getsetgetsetgetsetgetset key value 先获取 key 的值，再设置 key 的值。如果 key 不存在返回 nil。

mgetmgetmgetmget key1 key2 ...... keyN 一次获取多个 key 的值，如果对应 key 不存在，则对应返回 nil。

msetmsetmsetmset key1 value1 ...... keyN valueN 一次设置多个 key 的值，成功返回 1表示所有的值都设置

了，失败返回 0 表示没有任何值被设置。

msetnxmsetnxmsetnxmsetnx key1 value1 ...... keyN valueN 一次设置多个 key 的值，但是不会覆盖已经存在的 key

incrincrincrincr key 对 key 的值做++操作，并返回新的值。注意 incr 一个不是 int 的 value 会返回错

误，incr 一个不存在的 key，则设置 key 值为 1。

decrdecrdecrdecr key对 key 的值做--操作，decr 一个不存在 key，则设置 key 值为-1。

incrbyincrbyincrbyincrby key integer 对 key 加上指定值 ，key 不存在时候会设置 key，并认为原来的 value

是 0。

decrbydecrbydecrbydecrby key integer 对 key减去指定值。decrby完全是为了可读性，我们完全可以通过incrby

一个负值来实现同样效果，反之一样。

2.2.2. hash 类型

hash 是一个 string 类型的 field 和 value 的映射表。添加，删除操作都是 O(1)（平均）。

hash 特别适合用于存储对象。相对于将对象的每个字段存成单个 string 类型。将一个对象

存储在 hash 类型中会占用更少的内存，并且可以更方便的存取整个对象。省内存的原因是

新建一个 hash 对象时开始是用 zipmap（又称为 small hash）来存储的。这个 zipmap 其实并

不是 hash table，但是 zipmap 相比正常的 hash 实现可以节省不少 hash 本身需要的一些元

数据存储开销。尽管 zipmap 的添加，删除，查找都是 O(n)，但是由于一般对象的 field

数量都不太多。所以使用 zipmap 也是很快的,也就是说添加删除平均还是 O(1)。如果 field

或者 value的大小超出一定限制后，redis会在内部自动将zipmap替换成正常的hash实现.

这个限制可以在配置文件中指定。

hash-max-zipmap-entries 64 #配置字段最多 64个
hash-max-zipmap-value 512 #配置 value 最大为 512字节

hash 类型数据操作指令简介

hsethsethsethset key field value 设置 hash field 为指定值，如果 key 不存在，则创建

hgethgethgethget key field 获取指定的 hash field。

hmgethmgethmgethmget key filed1....fieldN 获取全部指定的 hash filed。

hmsethmsethmsethmset key filed1 value1 ...... filedN valueN 同时设置 hash 的多个 field。

hincrbyhincrbyhincrbyhincrby key field integer 将指定的 hash filed 加上指定值。成功返回 hash filed 变更后的

值。

hexistshexistshexistshexists key field 检测指定 field 是否存在。

hdelhdelhdelhdel key field 删除指定的 hash field。

hlenhlenhlenhlen key 返回指定 hash 的 field 数量。
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hkeyshkeyshkeyshkeys key 返回 hash 的所有 field。

hvalshvalshvalshvals key 返回 hash 的所有 value。

hgetallhgetallhgetallhgetall 返回 hash 的所有 filed 和 value

2.2.3. list 类型

list 是一个链表结构，可以理解为一个每个子元素都是 string 类型的双向链表。主要功

能是 push、pop、获取一个范围的所有值等。操作中 key 理解为链表的名字。

List 类型数据操作指令简介

lpushlpushlpushlpush key string 在 key 对应 list 的头部添加字符串元素，返回 1 表示成功，0 表示 key 存

在且不是 list 类型。

rpushrpushrpushrpush key string在 key 对应 list 的尾部添加字符串元素。

llenllenllenllen key 返回 key 对应 list 的长度，如果 key 不存在返回 0，如果 key 对应类型不是 list

返回错误。

lrangelrangelrangelrange key start end 返回指定区间内的元素，下标从 0 开始，负值表示从后面计算，-1 表示

倒数第一个元素 ，key 不存在返回空列表。

ltrimltrimltrimltrim key start end 截取 list 指定区间内元素，成功返回 1，key 不存在返回错误。

lsetlsetlsetlset key index value 设置 list 中指定下标的元素值，成功返回 1，key 或者下标不存在返回

错误。

lremlremlremlrem key count value从 List 的头部（count正数）或尾部（count负数）删除一定数量（count）

匹配 value 的元素，返回删除的元素数量。count 为 0 时候删除全部。

lpoplpoplpoplpop key 从list的头部删除并返回删除元素。如果key对应 list不存在或者是空返回nil，

如果 key 对应值不是 list 返回错误。

rpoprpoprpoprpop key 从 list 的尾部删除并返回删除元素。

blpopblpopblpopblpop key1 ...... keyN timeout 从左到右扫描，返回对第一个非空 list 进行 lpop 操作并返回，

比如 blpop list1 list2 list3 0 ,如果 list 不存在 list2,list3 都是非空则对 list2 做

lpop 并返回从 list2 中删除的元素。如果所有的 list 都是空或不存在，则会阻塞 timeout

秒，timeout 为 0 表示一直阻塞。当阻塞时，如果有 client 对 key1...keyN 中的任意 key

进行 push 操作，则第一在这个 key 上被阻塞的 client 会立即返回。如果超时发生，则返回

nil。有点像 unix 的 select 或者 poll。

brpop 同 blpop，一个是从头部删除一个是从尾部删除。

2.2.4. set 类型

set 是无序集合，最大可以包含(2的 32次方-1)个元素。set的是通过 hash table实现的，

所以添加，删除，查找的复杂度都是 O(1)。hash table会随着添加或者删除自动的调整大小。

需要注意的是调整 hash table大小时候需要同步（获取写锁）会阻塞其他读写操作。可能不

久后就会改用跳表（skip list）来实现。跳表已经在 sorted sets中使用了。关于 set集合类型

除了基本的添加删除操作，其它有用的操作还包含集合的取并集(union)，交集(intersection)，
差集(difference)。通过这些操作可以很容易的实现 SNS 中的好友推荐和 blog的 tag功能。
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set 类型数据操作指令简介

saddsaddsaddsadd key member 添加一个 string 元素到 key 对应 set 集合中，成功返回 1,如果元素以及

在集合中则返回 0，key 对应的 set 不存在则返回错误。

sremsremsremsrem key member 从 key 对应 set 中移除指定元素，成功返回 1，如果 member 在集合中不

存在或者 key 不存在返回 0，如果 key 对应的不是 set 类型的值返回错误。

spopspopspopspop key 删除并返回 key 对应 set 中随机的一个元素,如果 set 是空或者 key 不存在返回

nil。

srandmembersrandmembersrandmembersrandmember key 同 spop，随机取 set 中的一个元素，但是不删除元素。

smovesmovesmovesmove srckey dstkey member 从srckey对应set中移除member并添加到dstkey对应set中，

整个操作是原子的。成功返回 1,如果 member 在 srckey 中不存在返回 0，如果 key 不是 set

类型返回错误。

scardscardscardscard key 返回 set 的元素个数，如果 set 是空或者 key 不存在返回 0。

sismembersismembersismembersismember key member 判断 member 是否在 set 中，存在返回 1，0 表示不存在或者 key 不

存在。

sintersintersintersinter key1 key2 …… keyN 返回所有给定 key 的交集。

sinterstoresinterstoresinterstoresinterstore dstkey key1 ....... keyN 返回所有给定 key 的交集，并保存交集存到 dstkey 下。

sunionsunionsunionsunion key1 key2 ...... keyN 返回所有给定 key 的并集。

sunionstoresunionstoresunionstoresunionstore dstkey key1 ...... keyN 返回所有给定 key 的并集，并保存并集到 dstkey 下。

sdiffsdiffsdiffsdiff key1 key2 ...... keyN 返回所有给定 key 的差集。

sdiffstoresdiffstoresdiffstoresdiffstore dstkey key1 ...... keyN 返回所有给定 key 的差集，并保存差集到 dstkey 下。

smemberssmemberssmemberssmembers key 返回 key 对应 set 的所有元素，结果是无序的。

2.2.5. sorted set 类型

sorted set 是有序集合，它在 set 的基础上增加了一个顺序属性，这一属性在添加修

改元素的时候可以指定，每次指定后，会自动重新按新的值调整顺序。可以理解了有两列的

mysql 表，一列存 value，一列存顺序。操作中 key 理解为 sorted set 的名字。

Sorted Set 类型数据操作指令简介

addaddaddadd key score member 添加元素到集合，元素在集合中存在则更新对应 score。
zremzremzremzrem key member 删除指定元素，1表示成功，如果元素不存在返回 0。
zincrbyzincrbyzincrbyzincrby key incr member 增加对应 member的 score值，然后移动元素并保持 skip list保持有

序。返回更新后的 score值。

zrankzrankzrankzrank key member 返回指定元素在集合中的排名（下标），集合中元素是按 score从小到大

排序的。

zrevrankzrevrankzrevrankzrevrank key member 同上,但是集合中元素是按 score从大到小排序。

zrangezrangezrangezrange key start end 类似 lrange操作从集合中去指定区间的元素。返回的是有序结果

zrevrangezrevrangezrevrangezrevrange key start end 同上，返回结果是按 score逆序的。

zrangebyscorezrangebyscorezrangebyscorezrangebyscore key min max 返回集合中 score在给定区间的元素。

zcountzcountzcountzcount key min max 返回集合中 score在给定区间的数量。

zcardzcardzcardzcard key 返回集合中元素个数。

zscorezscorezscorezscore key element 返回给定元素对应的 score。
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zremrangebyrankzremrangebyrankzremrangebyrankzremrangebyrank key min max 删除集合中排名在给定区间的元素。

zremrangebyscorezremrangebyscorezremrangebyscorezremrangebyscore key min max 删除集合中 score在给定区间的元素

3) 持久化

通常 Redis 将数据存储在内存中或虚拟内存中，它是通过以下两种方式实现对数据的持

久化。

3.1. 快照方式：（默认持久化方式）

这种方式就是将内存中数据以快照的方式写入到二进制文件中，默认的文件名为

dump.rdb。

客户端也可以使用 save 或者 bgsave 命令通知 redis 做一次快照持久化。save 操作是在

主线程中保存快照的，由于 redis 是用一个主线程来处理所有客户端的请求，这种方式会阻

塞所有客户端请求。所以不推荐使用。另一点需要注意的是，每次快照持久化都是将内存数

据完整写入到磁盘一次，并不是增量的只同步增量数据。如果数据量大的话，写操作会比较

多，必然会引起大量的磁盘 IO 操作，可能会严重影响性能。

注意：由于快照方式是在一定间隔时间做一次的，所以如果 redis意外当机的话，就会

丢失最后一次快照后的所有数据修改。

3.2. 日志追加方式：

这种方式 redis 会将每一个收到的写命令都通过 write 函数追加到文件中(默认

appendonly.aof)。当 redis 重启时会通过重新执行文件中保存的写命令来在内存中重建整

个数据库的内容。当然由于操作系统会在内核中缓存 write 做的修改，所以可能不是立即写

到磁盘上。这样的持久化还是有可能会丢失部分修改。不过我们可以通过配置文件告诉

redis 我们想要通过 fsync 函数强制操作系统写入到磁盘的时机。有三种方式如下（默认是：

每秒 fsync 一次）

appendonly yes //启用日志追加持久化方式

#appendfsync always //每次收到写命令就立即强制写入磁盘，最慢的，但是保证完全

的持久化，不推荐使用

appendfsync everysec //每秒钟强制写入磁盘一次，在性能和持久化方面做了很好的折

中，推荐

#appendfsync no //完全依赖操作系统，性能最好,持久化没保证

日志追加方式同时带来了另一个问题。持久化文件会变的越来越大。例如我们调用 incr
test命令 100 次，文件中必须保存全部 100条命令，其实有 99 条都是多余的。因为要恢复

数据库状态其实文件中保存一条 set test 100就够了。为了压缩这种持久化方式的日志文件。

redis提供了 bgrewriteaofbgrewriteaofbgrewriteaofbgrewriteaof命令。收到此命令 redis 将使用与快照类似的方式将内存中的数据

以命令的方式保存到临时文件中，最后替换原来的持久化日志文件。
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4) 虚拟内存（适用于 value 比 key 大的情况）

4.1. Redis 虚拟内存简介

首先说明下 redis 的虚拟内存与操作系统虚拟内存不是一码事，但是思路和目的都是相

同的。就是暂时把不经常访问的数据从内存交换到磁盘中，从而腾出宝贵的内存空间。对于

redis 这样的内存数据库，内存总是不够用的。除了可以将数据分割到多个 redis 服务器以

外。另外的能够提高数据库容量的办法就是使用虚拟内存技术把那些不经常访问的数据交换

到磁盘上。如果我们存储的数据总是有少部分数据被经常访问，大部分数据很少被访问，对

于网站来说确实总是只有少量用户经常活跃。当少量数据被经常访问时，使用虚拟内存不但

能提高单台 redis 数据库服务器的容量，而且也不会对性能造成太多影响。

redis 没有使用操作系统提供的虚拟内存机制而是自己在用户态实现了自己的虚拟内

存机制。

主要的理由有以下两点：

1. 操作系统的虚拟内存是以 4k/页为最小单位进行交换的。而 redis 的大多数对象都远小

于 4k，所以一个操作系统页上可能有多个 redis 对象。另外 redis 的集合对象类型如

list,set 可能存在于多个操作系统页上。最终可能造成只有 10%的 key 被经常访问，但

是所有操作系统页都会被操作系统认为是活跃的，这样只有内存真正耗尽时操作系统才

会进行页的交换。

2. 相比操作系统的交换方式。redis 可以将被交换到磁盘的对象进行压缩,保存到磁盘的对

象可以去除指针和对象元数据信息。一般压缩后的对象会比内存中的对象小 10 倍。这

样 redis 的虚拟内存会比操作系统的虚拟内存少做很多 IO 操作。

4.2. Redis 虚拟内存相关配置

vm-enabled yes #开启虚拟内存功能

vm-swap-file /tmp/redis.swap #交换出来 value 保存的文件路径/tmp/redis.swap

vm-max-memory 268435456 #redis 使用的最大内存上限（256MB），超过上限后

redis 开始交换 value 到磁盘 swap 文件中。建议设置为系统空闲内存的 60%-80%

vm-page-size 32 #每个 redis 页的大小 32 个字节

vm-pages 134217728 #最多在文件中使用多少个页,交换文件的大小 =

（vm-page-size * vm-pages）4GB

vm-max-threads 8 #用于执行 value 对象换入换出的工作线程数量。0

表示不使用工作线程（详情后面介绍)

redis 的虚拟内存在设计上为了保证 key 的查询速度，只会将 value 交换到 swap 文件

中。如果是由于太多 key 很小的 value 造成的内存问题，那么 redis 的虚拟内存并不能解

决问题。和操作系统一样 redis 也是按页来交换对象的。redis 规定同一个页只能保存一个

对象。但是一个对象可以保存在多个页中。在 redis 使用的内存没超过 vm-max-memory 之前

是不会交换任何 value 的。当超过最大内存限制后，redis 会选择把较老的对象交换到 swap

文件中去。如果两个对象一样老会优先交换比较大的对象，精确的交换计算公式

swappability = age*log(size_in_memory)。 对于 vm-page-size 的设置应该根据自己应用

将页的大小设置为可以容纳大多数对象的尺寸。太大了会浪费磁盘空间，太小了会造成交换

http://www.cnblogs.com/xhan/archive/2011/02/07/1949717.html
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文件出现过多碎片。对于交换文件中的每个页，redis 会在内存中用一个 1bit 值来对应记

录页的空闲状态。所以像上面配置中页数量(vm-pages 134217728 )会占用 16MB 内存用来记

录页的空闲状态。vm-max-threads 表示用做交换任务的工作线程数量。如果大于 0 推荐设

为服务器的 cpu 的核心数。如果是 0 则交换过程在主线程进行。

4.3. redis 虚拟内存工作方式简介

4.3.1. 当 vm-max-threads 设为 0 时（阻塞方式）

换出

主线程定期检查发现内存超出最大上限后，会直接以阻塞的方式,将选中的对象保存到 swap

文件中，并释放对象占用的内存空间，此过程会一直重复直到下面条件满足

1.内存使用降到最大限制以下

2.swap 文件满了。

3.几乎全部的对象都被交换到磁盘了

换入

当有客户端请求已经被换出的 value 时，主线程会以阻塞的方式从 swap 文件中加载对应的

value 对象，加载时此时会阻塞所有客户端。然后处理该客户端的请求

4.3.2. 当 vm-max-threads 大于 0 时(工作线程方式)

换出

当主线程检测到使用内存超过最大上限，会将选中要交换的对象信息放到一个队列中交给工

作线程后台处理，主线程会继续处理客户端请求。

换入

如果有客户端请求的 key 已经被换出了，主线程会先阻塞发出命令的客户端，然后将加载对

象的信息放到一个队列中，让工作线程去加载。加载完毕后工作线程通知主线程。主线程再

执行客户端的命令。这种方式只阻塞请求的 value 是已经被换出 key 的客户端。

总的来说阻塞方式的性能会好一些，因为不需要线程同步、创建线程和恢复被阻塞的客

户端等开销。但是也相应的牺牲了响应性。工作线程方式主线程不会阻塞在磁盘 IO上，所

以响应性更好。如果我们的应用不太经常发生换入换出，而且也不太在意有点延迟的话推荐

使用阻塞方式。

关于 redis虚拟内存更详细介绍可以参考下面链接

http://redis.io/topics/internals-vm

5) 主从同步

5.1. Redis 主从复制简介

http://redis.io/topics/internals-vm
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Redis 支持将数据同步到多台从库上，这种特性对提高读取性能非常有益。

1) master 可以有多个 slave。

2) 除了多个 slave 连到相同的 master 外，slave 也可以连接其它 slave 形成图状结构。

3) 主从复制不会阻塞 master。也就是说当一个或多个 slave 与 master 进行初次同步数据

时，master 可以继续处理客户端发来的请求。相反 slave 在初次同步数据时则会阻塞

不能处理客户端的请求。

4) 主从复制可以用来提高系统的可伸缩性,我们可以用多个 slave 专门用于客户端的读

请求，比如 sort 操作可以使用 slave 来处理。也可以用来做简单的数据冗余。

5) 可以在 master禁用数据持久化，只需要注释掉 master 配置文件中的所有 save 配置，然

后只在 slave 上配置数据持久化。

5.2. Redis 主从复制的过程介绍

当设置好 slave 服务器后，slave 会建立和 master的连接，然后发送 sync 命令。无论是

第一次同步建立的连接还是连接断开后的重新连接，master都会启动一个后台进程，将数据

库快照保存到文件中，同时 master 主进程会开始收集新的写命令并缓存起来。后台进程完

成写文件后，master就发送文件给 slave，slave 将文件保存到磁盘上，然后加载到内存恢复

数据库快照到 slave 上。接着 master就会把缓存的命令转发给 slave。而且后续 master 收到

的写命令都会通过开始建立的连接发送给 slave。从master到 slave的同步数据的命令和从 客

户端发送的命令使用相同的协议格式。当 master 和 slave 的连接断开时 slave 可以自动重新

建立连接。如果 master同时收到多个 slave 发来的同步连接命令，只会启动一个进程来写数

据库镜像，然后发送给所有 slave。

配置 slave服务器很简单，只需要在配置文件中加入如下配置

slaveof 192.168.1.1 6379 #指定 master的 ip和端口

附录 A：redis 的安装与配置

1.1. 安装

1.1.1. 编译安装

$ wget http://redis.googlecode.com/files/redis-2.2.7.tar.gz
$ tar xzf redis-2.2.7.tar.gz
$ cp -r redis-2.2.7 /usr/local/redis
$ cd /usr/local/redis
$ make
$ make install # 编译好的文件将被复制到/usr/local/bin 下

#redis-server#redis-server#redis-server#redis-server：Redis服务器的 daemon启动程序

#redis-cli#redis-cli#redis-cli#redis-cli：Redis命令行操作工具。当然，你也可以用 telnet根据其纯文本协议来操作

#redis-benchmark#redis-benchmark#redis-benchmark#redis-benchmark：Redis性能测试工具，测试 Redis在你的系统及你的配置下的读写性能

$redis-benchmark -n 100000 –c 50 #模拟同时由 50 个客户端发送 100000 个 SETs/GETs 查
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询

####redis-check-aofredis-check-aofredis-check-aofredis-check-aof：更新日志检查

#redis-check-dump#redis-check-dump#redis-check-dump#redis-check-dump：本地数据库检查

1.1.2. 配置

修改配置文件，并将其复制到 etc 目录下

vi redis.conf
$cp redis.conf /etc/redis.conf

配置文件基本说明

daemonize： #是否以后台守护进程方式运行

pidfile： #pid 文件位置

port： #监听的端口号

timeout： #请求超时时间

loglevel： #log 信息级别，总共支持四个级别：debug、verbose、notice、warning，

默认为 verbose

logfile： #默认为标准输出（stdout），如果配置为守护进程方式运行，而这里又配

置为日志记录方式为标准输出，则日志将会发送给/dev/null

databases： #开启数据库的数量。使用“SELECT 库 ID”方式切换操作各个数据库

save * *： #保存快照的频率，第一个*表示多长时间，第二个*表示执行多少次写操

作。在一定时间内执行一定数量的写操作时，自动保存快照。可设置多个条件。

rdbcompression：#保存快照是否使用压缩

dbfilename： #数据快照文件名（只是文件名，不包括目录）。默认值为 dump.rdb

dir： #数据快照的保存目录（这个是目录）

requirepass： #设置 Redis 连接密码，如果配置了连接密码，客户端在连接 Redis 时需

要通过 AUTH <password>命令提供密码，默认关闭。

1.1.3. 启动 redis

$redis-server /etc/redis.conf

1.1.4. 关闭 redis

$ redis-cli shutdown
#关闭指定端口的 redis-server

$redis-cli -p 6379 shutdown
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1.1.5. 更新安装 redis

其它同安装，只是最后 make install 之前需要把正在运行的老版本 redis 关闭。

1.1.6. redis 系统管理相关指令简介

DBSIZEDBSIZEDBSIZEDBSIZE 返回当前数据库 key 的数量。

INFOINFOINFOINFO 返回当前 redis 服务器状态和一些统计信息。

MONITORMONITORMONITORMONITOR 实时监听并返回redis服务器接收到的所有请求信息。

SHUTDOWNSHUTDOWNSHUTDOWNSHUTDOWN 把数据同步保存到磁盘上，并关闭redis服务。

CONFIGCONFIGCONFIGCONFIG GETGETGETGET parameter 获取一个 redis 配置参数信息。（个别参数可能无法获取）

CONFIGCONFIGCONFIGCONFIG SETSETSETSET parameter value 设置一个 redis 配置参数信息。（个别参数可能无法获取）

CONFIGCONFIGCONFIGCONFIG RESETSTATRESETSTATRESETSTATRESETSTAT 重置 INFO 命令的统计信息。（重置包括：Keyspace 命中数、

Keyspace 错误数、 处理命令数，接收连接数、过期 key 数）

DEBUGDEBUGDEBUGDEBUGOBJECTOBJECTOBJECTOBJECT key 获取一个 key的调试信息。

DEBUGDEBUGDEBUGDEBUG SEGFAULTSEGFAULTSEGFAULTSEGFAULT 制造一次服务器当机。

FLUSHDBFLUSHDBFLUSHDBFLUSHDB 删除当前数据库中所有 key,此方法不会失败。小心慎用

FLUSHALLFLUSHALLFLUSHALLFLUSHALL 删除全部数据库中所有 key，此方法不会失败。小心慎用

附录 B：安装 phpredis 模块

https://github.com/nicolasff/phpredis

下载 phpredis 最新版本

解压

> cd phpredis
> /usr/local/php5/bin/phpize #这个 phpize是安装 php模块的

> ./configure –with-php-config=/usr/local/php5/bin/php-config
> make
> cp modules/redis.so /usr/local/php5/etc/redis.so
接下来在 php.ini 中添加 extension=redis.so.

重启 apache

php 代码测试

<?php<?php<?php<?php
$redis$redis$redis$redis ==== newnewnewnew Redis();Redis();Redis();Redis();
$redis->connect($redis->connect($redis->connect($redis->connect(‘‘‘‘127.0.0.1127.0.0.1127.0.0.1127.0.0.1′′′′,6379);,6379);,6379);,6379);
$redis->set($redis->set($redis->set($redis->set(‘‘‘‘testtesttesttest’’’’,'hello,'hello,'hello,'hello world!world!world!world!’’’’););););
echoechoechoecho $redis->get($redis->get($redis->get($redis->get(‘‘‘‘testtesttesttest’’’’););););
?>?>?>?>
phpredis 方法说明：

http://redis.io/commands/monitor
http://redis.io/commands/shutdown
http://redis.io/commands/config-get
http://redis.io/commands/config-set
http://redis.io/commands/config-resetstat
http://redis.io/commands/debug-object
http://redis.io/commands/debug-segfault
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https://github.com/nicolasff/phpredis/blob/master/README.markdown#readme

参考资料与知识扩展

Redis指令大全：

http://redis.io/commands

Redis指令在线模拟练习：

http://try.redis-db.com/

https://github.com/nicolasff/phpredis/blob/master/README.markdown#readme
http://redis.io/commands
http://try.redis-db.com/
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