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我已经为你打开了 Go 语言编程之门，并向你展示了“程序从初建到拆分，再到模块化”的

基本演化路径。

一个编程老手让程序完成基本演化，可能也就需要几十分钟甚至十几分钟，因为他们一开始

就会把车开到模块化编程的道路上。我相信，等你真正理解了这个过程之后，也会驾轻就熟

的。

上述套路是通用的，不是只适用于 Go 语言。但从本篇开始，我会开始向你介绍 Go 语言中

的各种特性以及相应的编程方法和思想。
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我在讲解那两种源码文件基本编写方法的时候，声明和使用了一些程序实体。你也许已经若

有所觉，也许还在云里雾里。没关系，我现在就与你一起梳理这方面的重点。

还记得吗？Go 语言中的程序实体包括变量、常量、函数、结构体和接口。 Go 语言是静态

类型的编程语言，所以我们在声明变量或常量的时候，都需要指定它们的类型，或者给予足

够的信息，这样才可以让 Go 语言能够推导出它们的类型。

好了，下面这个简单的问题你需要了解一下。

问题：声明变量有几种方式？

先看段代码。

这是一个很简单的命令源码文件，我把它命名为 demo7.go。它是 demo2.go 的微调版。

我只是把变量name的声明和对flag.StringVar函数的调用，都移动到了main函数中，

这分别对应代码中的注释[1]和[2]。

具体的问题是，除了var name string这种声明变量name的方式，还有其他方式吗？你

可以选择性地改动注释[1]和[2]处的代码。

在 Go 语言中，变量的类型可以是其预定义的那些类型，也可以是程序自定

义的函数、结构体或接口。常量的合法类型不多，只能是那些 Go 语言预定

义的基本类型。它的声明方式也更简单一些。
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package main
 
import (
 "flag"
 "fmt"
)
 
func main() {
 var name string // [1]
 flag.StringVar(&name, "name", "everyone", "The greeting object.") // [2]
 flag.Parse()
 fmt.Printf("Hello, %v!\n", name)
}

复制代码



典型回答

这有几种做法，我在这里只说最典型的两种。

第一种方式需要先对注释[2]处的代码稍作改动，把被调用的函数由flag.StringVar改

为flag.String，传参的列表也需要随之修改，这是为了[1]和[2]处代码合并的准备工

作。

合并后的代码看起来更简洁一些。我把注释[1]处的代码中的string去掉了，右边添加了

一个=，然后再拼接上经过修改的[2]处代码。

注意，flag.String函数返回的结果值的类型是*string而不是string。类型*string

代表的是字符串的指针类型，而不是字符串类型。因此，这里的变量name代表的是一个指

向字符串值的指针。

关于 Go 语言中的指针，我在后面会有专门的介绍。你在这里只需要知道，我们可以通过操

作符*把这个指针指向的字符串值取出来了。因此，在这种情况下，那个被用来打印内容的

函数调用就需要微调一下，把其中的参数name改为*name，即：fmt.Printf("Hello,

%v!\n", *name)。

好了，我想你已经基本理解了这行代码中的每一个部分。

下面我接着说第二种方式。第二种方式与第一种方式非常类似，它基于第一种方式的代码，

赋值符号=右边的代码不动，左边只留下name，再把=变成:=。

问题解析

1 var name = flag.String("name", "everyone", "The greeting object.")

复制代码

1 name := flag.String("name", "everyone", "The greeting object.")

复制代码



这个问题的基本考点有两个。一个是你要知道 Go 语言中的类型推断，以及它在代码中的

基本体现，另一个是短变量声明的用法。

第一种方式中的代码在声明变量name的同时，还为它赋了值，而这时声明中并没有显式指

定name的类型。

还记得吗？之前的变量声明语句是var name string。这里利用了 Go 语言自身的类型推

断，而省去了对该变量的类型的声明。

你可以认为，表达式类型就是对表达式进行求值后得到结果的类型。Go 语言中的类型推断

是很简约的，这也是 Go 语言整体的风格。

它只能用于对变量或常量的初始化，就像上述回答中描述的那样。对flag.String函数的

调用其实就是一个调用表达式，而这个表达式的类型是*string，即字符串的指针类型。

这也是调用flag.String函数后得到结果的类型。随后，Go 语言把这个调用了

flag.String函数的表达式类型，直接作为了变量name的类型，这就是“推断”一词所

指代的操作了。

至于第二种方式所用的短变量声明，实际上就是 Go 语言的类型推断再加上一点点语法糖。

我们只能在函数体内部使用短变量声明。在编写if、for或switch语句的时候，我们经常

把它安插在初始化子句中，并用来声明一些临时的变量。而相比之下，第一种方式更加通

用，它可以被用在任何地方。

简单地说，类型推断是一种编程语言在编译期自动解释表达式类型的能力。

什么是表达式？详细的解释你可以参看 Go 语言规范中的表达式和表达式语

句章节。我在这里就不赘述了。

https://golang.google.cn/ref/spec#Expressions
https://golang.google.cn/ref/spec#Expression_statements


（变量的多种声明方式）

短变量声明还有其他的玩法，我稍后就会讲到。

知识扩展

1. Go 语言的类型推断可以带来哪些好处？

如果面试官问你这个问题，你应该怎样回答？

当然，在写代码时，我们通过使用 Go 语言的类型推断，而节省下来的键盘敲击次数几乎可

以忽略不计。但它真正的好处，往往会体现在我们写代码之后的那些事情上，比如代码重

构。

为了更好的演示，我们先要做一点准备工作。我们依然通过调用一个函数在声明name变量

的同时为它赋值，但是这个函数不是flag.String，而是由我们自己定义的某个函数，比

如叫getTheFlag。
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package main
 
import (
 "flag"
 "fmt"
)
 
func main() {
 var name = getTheFlag()
 flag.Parse()
 fmt.Printf("Hello, %v!\n", *name)

复制代码



我们可以用getTheFlag函数包裹（或者说包装）那个对flag.String函数的调用，并把

其结果直接作为getTheFlag函数的结果，结果的类型是*string。

这样一来，var name =右边的表达式，可以变为针对getTheFlag函数的调用表达式

了。这实际上是对“声明并赋值name变量的那行代码”的重构。

好了，在准备工作做完之后，你会发现，你可以随意改变getTheFlag函数的内部实现，

及其返回结果的类型，而不用修改main函数中的任何代码。

这个命令源码文件依然可以通过编译，并且构建和运行也都不会有问题。也许你能感觉得

到，这是一个关于程序灵活性的质变。

我们不显式地指定变量name的类型，使得它可以被赋予任何类型的值。也就是说，变量

name的类型可以在其初始化时，由其他程序动态地确定。

在你改变getTheFlag函数的结果类型之后，Go 语言的编译器会在你再次构建该程序的时

候，自动地更新变量name的类型。如果你使用过Python或Ruby这种动态类型的编程语言

的话，一定会觉得这情景似曾相识。

没错，通过这种类型推断，你可以体验到动态类型编程语言所带来的一部分优势，即程序灵

活性的明显提升。但在那些编程语言中，这种提升可以说是用程序的可维护性和运行效率换

来的。
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}
 
func getTheFlag() *string {
 return flag.String("name", "everyone", "The greeting object.")
}

我们通常把不改变某个程序与外界的任何交互方式和规则，而只改变其内部

实现”的代码修改方式，叫做对该程序的重构。重构的对象可以是一行代

码、一个函数、一个功能模块，甚至一个软件系统。



Go 语言是静态类型的，所以一旦在初始化变量时确定了它的类型，之后就不可能再改变。

这就避免了在后面维护程序时的一些问题。另外，请记住，这种类型的确定是在编译期完成

的，因此不会对程序的运行效率产生任何影响。

现在，你应该已经对这个问题有一个比较深刻的理解了。

如果只用一两句话回答这个问题的话，我想可以是这样的：Go 语言的类型推断可以明显提

升程序的灵活性，使得代码重构变得更加容易，同时又不会给代码的维护带来额外负担（实

际上，它恰恰可以避免散弹式的代码修改），更不会损失程序的运行效率。

2. 变量的重声明是什么意思？

这涉及了短变量声明。通过使用它，我们可以对同一个代码块中的变量进行重声明。

回到变量重声明的问题上。其含义是对已经声明过的变量再次声明。变量重声明的前提条件

如下。

1. 由于变量的类型在其初始化时就已经确定了，所以对它再次声明时赋予的类型必须与其

原本的类型相同，否则会产生编译错误。

2. 变量的重声明只可能发生在某一个代码块中。如果与当前的变量重名的是外层代码块中

的变量，那么就是另外一种含义了，我在下一篇文章中会讲到。

3. 变量的重声明只有在使用短变量声明时才会发生，否则也无法通过编译。如果要在此处

声明全新的变量，那么就应该使用包含关键字var的声明语句，但是这时就不能与同一个

既然说到了代码块，我先来解释一下它。在 Go 语言中，代码块一般就是一

个由花括号括起来的区域，里面可以包含表达式和语句。Go 语言本身以及我

们编写的代码共同形成了一个非常大的代码块，也叫全域代码块。

这主要体现在，只要是公开的全局变量，都可以被任何代码所使用。相对小

一些的代码块是代码包，一个代码包可以包含许多子代码包，所以这样的代

码块也可以很大。

接下来，每个源码文件也都是一个代码块，每个函数也是一个代码块，每个

if语句、for语句、switch语句和select语句都是一个代码块。甚至，

switch或select语句中的case子句也都是独立的代码块。

走个极端，我就在main函数中写一对紧挨着的花括号算不算一个代码块？当

然也算，这甚至还有个名词，叫“空代码块”。



代码块中的任何变量有重名了��。

4. 被“声明并赋值”的变量必须是多个，并且其中至少有一个是新的变量。这时我们才可

以说对其中的旧变量进行了重声明。

这样来看，变量重声明其实算是一个语法糖（或者叫便利措施）。它允许我们在使用短变量

声明时不用理会被赋值的多个变量中是否包含旧变量。可以想象，如果不这样会多写不少代

码。

我把一个简单的例子写在了“Golang_Puzzlers”项目的puzzlers/article4/q3包中的

demo9.go 文件中，你可以去看一下。

这其中最重要的两行代码如下：

我使用短变量声明对新变量n和旧变量err进行了“声明并赋值”，这时也是对后者的重声

明。

总结

在本篇中，我们聚焦于最基本的 Go 语言程序实体：变量。并详细解说了变量声明和赋值的

基本方法，及其背后的重要概念和知识。我们使用关键字var和短变量声明，都可以实现对

变量的“声明并赋值”。

这两种方式各有千秋，有着各自的特点和适用场景。前者可以被用在任何地方，而后者只能

被用在函数或者其他更小的代码块中。

不过，通过前者我们无法对已有的变量进行重声明，也就是说它无法处理新旧变量混在一起

的情况。不过它们也有一个很重要的共同点，即：基于类型推断，Go 语言的类型推断只应

用在了对变量或常量的初始化方面。

思考题
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var err error
n, err := io.WriteString(os.Stdout, "Hello, everyone!\n")

复制代码



本次的思考题只有一个：如果与当前的变量重名的是外层代码块中的变量，那么这意味着什

么？

这道题对于你来说可能有些难，不过我鼓励你多做几次试验试试，你可以在代码中多写一些

打印语句，然后运行它，并记录下每次试验的结果。如果有疑问也一定要写下来，答案将在

下篇文章中揭晓。

戳此查看 Go 语言专栏文章配套详细代码。
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当前变量覆盖外层变量

展开

陈悬高
2018-10-06

 49

所谓“变量的重声明”容易引发歧义，而且也不容易理解。如果没有为变量分配一块新的
内存区域，那么用声明是不恰当的。在《Go 语言圣经》一书中将短声明的这种特性称为赋
值。个人总结如下： 
 
在使用短变量声明的时候，你可能想要同时对一个已有的变量赋值，类似使用 `=` 进行多…
展开

玉明
2018-08-17

 8

应该是没影响的，不同栈上的变量

展开

Andy Che...
2018-08-17

 8

“你可以随意改变getTheFlag函数的内部实现及其返回结果的类型，而不用修改main函数
中的任何代码。”这个说法只在你给定的例子下面成立，事实上main函数的代码已经假设
getTheFlag会返回字符串，因为它在用返回值，如果getTheFlag一开始是返回某种结构体
指针，main使用了这个指针指向的一系列成员，然后你再改getTheFlag返回类型看看。类
型推断已经深入大多数语言，包括c++，C#，等等，但它没办法解决所谓的使用者不需…
展开

作者回复: 重构有很多种，有大有小啊。

xiaolonghu...
2018-08-17

 7

按照老师的demo，不能获取命令参数，只能得到默认值，改成下面这样可以:我用的是
1.10.3版本，是不是版本问题 
 
func main() { 



 …
展开

作者回复: 这里确实是写错了，你改的很对，谢谢指正！我想邀请你进入本专栏的微信讨论群。你

知道入群方法吗？

javaadu
2018-08-17

 5

go支持类型推断； 
两种变量定义方式：var完整方式、:=短变量定义； 
重声明只可以在短变量定义中出现，并且是在多个变量声明中出现（给新变量赋值，给旧
变量赋新值）

Jevade
2018-11-22

 4

string 是值传递，所以调用flag.String函数的时候，本身会构造一个string  
var name = *flag.String("name", "everyone", "The greeting object.") 
传递给name的是一个string的副本，和原本的string只是值一样，地址并不同，后面采用
flag.Parse也就不会改变name，因此name还是默认值。 
不知道这样理解对不对？

展开

冰激凌的眼...
2018-08-18

 2

var name = *flag.String("name", "everyone", "The greeting object.") 
这一句是不是导致name是个副本，parse后也不会变？请郝老师确认一下

作者回复: 已经修正了。

小苹果
2019-05-04

 1

老师，puzzlers\article4\q1\demo7.go里面有个隐式错误。 
var name = *flag.String("name", "everyone", "The greeting object.") 



这种方法输出的结果永远是 Hello, everyone!，不论 -name 后面是什么。 
正确的应该是： 
func main() { …
展开

作者回复: 嗯，看到了，这确实是个问题，当初是为了不改动其他代码。我想想怎么调整一下。谢

谢。

liyinda00...
2018-09-07

 1

在article4/q1/demo7.go中在使用{方式1}中，发现name传参未能正常打印，我使用的go
版本1.9.4 
    解决办法： 13行 *flag.String改成flag.String；19行 fmt.Printf("Hello, %v!\n", name)
将name改成*name 
    问题思考：应该是文中未深入探讨‘指针变量’的问题，flag.String()得到的是指针变…
展开

作者回复: 微信学习群已经满了，不过可以去开发者头条App搜索GoHackers并加入组织。这个组

织是我个人在几年前发起的。

charlesgog...
2018-09-03

 1

name := *flag.string（）这儿为啥会有*，本来返回应该是个变量值，这样是传递地址
吗？

作者回复: Go里面没有传递地址这种说法。*在这里是取值操作符。

慢熊胖胖跑
2018-08-18

 1

由于go是值传递，因此即使传入重名变量，一般在代码块中变量可以正常使用，但是值得
改变不会引起变化，因为变量传入后，代码块中赋予了新的地址。 除非如同case3一样中
传入变量的指针，然后才会使用相同的变量地址，修改变量的值。func
reusevarnam1(var1 int) {    var1 = 3 + var1    fmt.Printf("Inside reusevarnam1,var1



is %d, address is %s\n", var1, &var1)} …
展开

作者回复: 你这一堆❀是啥？：）

lfn
2018-08-17

 1

变量解析由内向外，内层找不到才回去外层找。

展开

公众号「后...
2018-08-17

 1

类型推断只能在局部生效，相当于Java的局部变量，而在函数体外的声明变量相当于Java
的实例变量

ruiaylin
2019-03-15



如何下载 演示代码?

展开

作者回复: https://github.com/hyper0x/Golang_Puzzlers

assert
2019-03-01



var name = *flag.String("name", "everyone", "The greeting object.") 
这种方法输出的结果永远是 Hello, everyone!，不论 -name 后面是什么，请大佬指教。

作者回复: 你需要贴完整代码，否则我没法帮你解决问题。

🤔 



2019-02-03

Unlike regular variable declarations, a short variable declaration may redeclare
variables provided they were originally declared earlier in the same block (or the
parameter lists if the block is the function body) with the same type, and at least
one of the non-blank variables is new.  
 …
展开

小木
2018-10-10



var name = *flag.String("name", "everyone", "The greeting object.")  
这句代码不能正确打印 name 是为什么呢？

展开

虎虎�

2018-10-02


重声明的目的是什么？可以带来什么好处呢？ 
是不是说只有在多个变量声明并赋初值的场景才有用？这样把已经声明过的变量重新利
用，而不用再引入一个新的变量？ 
就比如你举的例子中，n, err := ... , 如果不可以重声明，那么err写在 :=前面就不合适了。
是这个目的吗？

展开

$侯
2018-08-20



内层和外层变量的作用域不一样，修改了内层的不会对外层重名的变量产生影响


